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HOW TO USE THIS BOOK 

This publication explains for tbe ~ime 
Sharing System-user the.instructions which 
direct the Asse-bler language progra. in 
converting source statements into object 
language. It also contains the syntactical 
rules you must follow in coding your 
program in Assembler language. Only 
assembler instructions are fully described 
in this book; the functions of 
machine-executable instructions (such as 
Load, Add Register, or Move Character) are 
explained in principles of Operation, 
GA22-6821. 

Since some of the terms used in this 
book are defined in earlier sections of tbe 
book, we SUggest an initial read-through; 
after that, you will probably continue to 
rely on this publication as a reference 
source. This book is not a primer, and 
other Time Sharing System publications are 
directed more towards illustrating specific 
possibilities; tbis publication serves as 
the definitive grammar of the Assembler 
language. 

The reader is presumed to have some 
knowledge of programming concepts as well 
as some understanding of machine opera­
tions, particularly storage addressing, 
data formats, and machine instruction 
formats and functions. 

THIS BOOK CONTAINS 

• The rules of the language: statement 
format and syntax, assembler 
limitations. 

• Assembler (not machine-executable) 
instructions, such as DC, DS, ORG, 
CSECT, ENTRY. How and when to use 
them. 

PREFACE 

• The meaning of words defined specially 
for Assembler language, such as -term-, 
-literal·, -relocatable expression-, 
·symtolic parameter-. 

• Macro language. Bow to use it and the 
rules for writing a macro definition. 

• Appendixes of Assembler language 
characteristics. 

SBE THESE BOOKS FOR 

• A description of machine-executable 
instructions. Standard instructions 
may be found in the IBM Principles 
of Operation, GA22-6821. 

• How to use TSS to assemble a program 
you've written. The Time Sharing 
System Assembler Programmer's Guide, 
GC28-2032, tells how and has several 
examples. 

• System macro instructions availakle to 
you. Tbese are described fully in Time 
Sharing System Assembler User Macro 
Instructions, GC28-200~. 

• Special macro--writing techniques. 
Certain macro techniques that you may 
find useful are described in the System 
Proqramaer's Guide. GC28-2008. 

Time Sharing System Concepts and 
pacilities, GC28-2003, is recommended as 
~reltminary reading. The TSS Quick Guide, 
GX28-6400, provides a pocket-size summary 
of 80me of the tables in this bOOk. 
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computer programs may be expressed in 
machine language (language directly inter­
preted by the computer) or in a symbolic 
l.,oguage, which is more meaningful to the 
r;:rogrammer. The symbolic language must be 
translated into machine language by an 
dssociated processing program before the 
.;omputer can execute the program. 

Among symbolic programming languages, 
assembler languages are closest to machine 
language in form and content. 

The assembler language discussed in this 
manual is a symbolic programming language 
for the IBM Time Sharing System (TSS). 
It enables the programmer to use all 
machine functions as if he were coding 
in machine language. 

The assembler program translates symbol­
ic instructions into machine language 
instructions. assigns storage locations, 
dlld performs auxiliary functions necessary 
to produce an executable machine language 
program. 

{\~~,€MBLER LANGUAGE 

The basis of the assembler language is a 
collection of mnemonic symbols which 
I:epresent: 

I. Machine language operation codes. 

2. Operations (auxiliary functionu) to be 
performed by the assembler program. 

The language is augmented by other sym­
bols. supplied by the programmer and used 
to represent storage addresses or data. 
Symbols are easier to remember and to code 
than their machine language equivalents. 
Use of symbols greatly reduces programming 
effort and error. 

The programmer may also create a type of 
instruction called macro instructions, for 
which mnemonic symbols, supplied by the 
programmer, serve as operation codes. 

Machine Operation Codes 

The assembler language provides Mnemonic 
Machine instruction operation codes for all 
machine instructions in the Universal 
Instruction Set and provides extended 
mnemonic operation codes for the conditional 
branch instruction. 

SECTION 1: INTROPUCTION 

Assembler Operation Codes 

The assembler language also contains 
mnemonic assembler instruction operation 
codes that specify auxiliary functions to 
be performed by the assembler program. 
These instructions to the assembler pro­
gram, with a few exceptions, do not result 
in the generation of any machine language 
code by the assembler program. 

Macro Instructions 

The assembler language enables the pro­
grammer to define and use macro instruc­
tions that are represented by operation 
codes specifying sequences of machine and/ 
or assembler instructions that accomplish 
the desired function. 

Macro instructions used in preparing an 
assembler language source ~rogram are eith­
er: (a) system macro instructions. pro­
vided by IBM, that relate the object pro­
gram to components of the operating system, 
or (b) macro instructions created by the 
~rogrammer specifically for the program at 
hand or for incorporation in a library. 

programmer-created macro instructions 
simplify program writing and ensure that a 
standard sequence of instructions is used 
to accomplish a desired function. 

For instance, the logic of a program may 
require repetitive execution of the same 
instruction sequence. Rather than code the 
entire sequence every time it is needed, 
the programmer creates a macro instruction 
that represents the sequence. Then whenev­
er the sequence is needed, the programmer 
codes the macro instruction statement. 
During assembly the corresponding sequence 
of instructions is inserted in the object 
program. 

The language and procedures for defining 
and using macro instructions are discussed 
in Part Two. 

ASSEMBLER PROGRAM 

The assembler program, or assembler, 
processes source statements that are writ­
ten in the assembler language. 

Virtual Storage Concept 

TSS permits the concept of a "virtual 
storage", whose size is the maximum 
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addressing capability of the computer 
system. 

The 24-bit addressing capability per­
mits 12-bit base addressing (4096 base 
addresses) and 12-bit byte addressing 
(4096 byte addresses) -- a maximum of 

OV0r 16 million addressable bytes. In 
IJrogramming, however, the user is usual-
ly r~stricted to addresses that represent 
physical storage on his machine. Such a 
Icogram cannot address 16 million contigu­
ellS bytes directly, but must be struct_ured 
dS d series of overlays. For the Model 67, 
WhlCh has been modified for 32-bit address­
lng, the capacity of virtual storage is 
over four billion bytes. 

The time sharing monitor assigns active 
programs to whatever physical storage is 
available. Automatic relocation techniques 
are used to distribute the logical program. 
as wr i t ten by the prog rammer, into physi ca I 
locations that are consistent with effi­
cient operation of the system. These relo­
cation techniques need not concern the pro­
grammer. He may write his program as if 
contiguous bytes of storage were available 
for each assembly. 

Basic FUnctions 

Processing involves translating source 
statements into machine language, assigning 
virtual storage locations to instructions 
and other elements of the program, and per­
forming the auxiliary assembler program 
functions designated by the programmer. 
The output of the assembler program is the 
object program, a machine language equiva­
lent of the source program. Upon the PRINT 
request of the programmer, the assembler 
program furnishes a printed listing of the 
source- and object-program statements. and 
presents additional information, such as 
error indications, that may be usefUl to 
him in analyzing his program. (Nonconver­
sational users may arrange to have listings 
pIinted directly without the PRINT command 
by so specifying in the ASM cOlr.mand.) The 
object program is in the format required by 
the linkage and loading components of Time 
Shin ing System. 

The assembler uses virtual storage to 
allocate its working storage. Thus, lan­
ouaqe elements that are customarily limited 
by the capacity of internal tables are, in 
effect, limited only by the size of virtual 
storage available to the TSS Assembler. 

2 

PROGRAMMER AIDS 

The auxiliary functions of the assembler 
program assist the programmer in checking 
and documenting programs. controlling 
address assignment, segmenting programs, 
defining data and symbols, generating macro 
instructions, and controlling the assembly 
frogram itself. Mnemonic operation codes 
for these functions are provided in the 
language. 

variety in Data Representation: The pro­
grammer selects decimal, binary. hexadecim­
al. or character representations of machine 
language binary values t.hat best suit his 
purposes in writing source statements. 

Base Register Address Calculation: The 
addressing scheme requires designation of 
a base register (containing a base address 
value} and a displacement value to specify 
a storage location (discussed in IBM 
Prjnciples of Operation). The assembler 
assumes the clerical burden of calculat­
ing relative virtual storage addresses in 
these terms for the symbolic addresses 
used by the programmer. The programmer 
retains control of base register usage 
and the values entered therein. 

Relocatability: The TSS assembler assigns 
virtual storage locations to a program. 
Physical storage locations are assigned 
to virtual storage components, when the 
program is executed, by a combination 
of linkage prQgramming and automatic 
relocation features. 

Sectioning and Linking: The assembler lan­
guage and program provide facilities for 
partitioning an assembly into one or more 
parts, called control sections. special 
control sections provide facilities for 
reenterable programs and the ·common M data 
feature for FORTRAN. 

The assembler allows symbols to be 
defined in one assembly and referred to in 
another, thus effecting a link between 
separately assembled programs. This per­
mits reference to data and/or transfer of 
control tetween programs. Sectioning and 
linking is discussed in Section 3, under 
·Program Sectioning and Linking.-

program Listings: A listing of source pro­
gram statements and resulting object pro­
gram statements may be produced by the 
assembler for each source program. The 
programmer can, to some extent, control the 
form and content of the listing. 

Conversational users will have selected 
listings automatically stored in a list 
data set which may be later obtained on an 
output device by issuing the PRINT command. 



The user may, however, override this 
default by requesting that listings be 
printed out immediately at his terminal. 
Nonconversational users may choose to have 
listings put either in a list data set or 
immediately onto an output device. (Refer 
to IBM Time Sharing System Command System 
User's Guide, GC28-200l for a full expla­
n~tion of the listing data set maintenance 
process. ) 

~r{or Indications: As a source program is 
dssembled, it is analyzed for actual or 
potential errors in the use of the assembl­
er language. Detected errors are indicated 
in the program listing or in conversa"t.ional 
mode during the actual assembly run. 

OPERATING SYSTEM RELATIONSHIPS 

The assembler, a component of TSS, 
functions under control of the operating 

system that provides the assembler with 
input/output, supplementary macro library, 
system macro library, and other services 
needed in assembling a source program. 
Similarly, the object ~rogram produced by 
the assembler will operate under control of 
TSS and will depend on it for input/ 
output and other services. In writing the 
source program, the programmer must include 
statements requesting the desired functions 
from TSS. These statements are discussed 
in IBM Time Sharing System Assembler User 
Macro Instructions. 

"Tbe assellbler viII create tbeproFez: 
linkaqe tetveen tbe object progr.. aDd the 
specified service ca.poDeDta of the operat­
ing syet... More specific infor88tiOD OD 
operatinq Bystea relatiOD8hipe 1s i8 COD­
cepts and Facilities. 
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SECTION 2: GENERAL INFORMATIQ~ 

This section presents infor~ation about 
assembler language coding conventions, 
assembler source statement structure, 
addressing, and sectioning and linking of 
programs. 

ASSEMBLER LANGUAGE CODING CONVENTIONS 

Input_Sources 

A source program is a sequence of source 
statements that have either been punched 
into cards and entered by card reader, or 
typed at the keyboard of a remote terminal 
device; the statement formats differ 
slightly between the two sources. The card 
format is identical to that in other IBM 
assembler languages; the keyboard format 
was designed for use at typewriter-like 
terminal devices. 

Punched card Coding Form 

Assembler language source statements may 
be written on the standard coding form, 
X28-6509 (Figure i), provided by IBM. One 

FigUre 1. Coding Form 
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line of coding on the form is punched into 
one cardi vertical columns on the form 
correspond to card columns. 

Space is provided for program identifi­
cation and instructions to keypunch opera­
tors. The body of the form is composed of 
the statement field, columns 1-71, and the 
identification sequence field, columns 
73-80. The identification sequence field, 
not part of a statement, is discussed under 
·Statement Format,· below. 

The entries (coding) that compose a 
statement occupy columns 1-71 of a state­
«ent line and, if needed, columns 16-71 of 
up to two successive continuation lines. 

Statement Boundaries -- card Format 

Source statements are normally in 
columns 1-71 of statement lines and columns 
16-71 of continuation lines. Therefore, 
columns 1, 71, and 16 are referred to as 
the ·begin,· ·end,· and ·continue- columns. 
(This convention may be altered by use of 
the input format control (ICTL) assembler 



instruction, which ',!ill be discussed 
later.) The continuation character, if 
used, always immediately follows the end 
colwnn. 

continuation Lines -- card Format 

When it is necessary to continue a 
llf dtement on another line, these rules 
ill,ply. 

1. Enter a continuation character (not 
blank, and not part of the statement 
coding) in the column following the 
end column (normally column 72) of the 
statement line. 

2. Continue the statement on the next 
line, starting in the continue column 
(normally column 16l; all columns to 
the left of the continue column must 
be ,blank. 

3. When more than one continuation line 
is needed~ each line to be continued 
must have a character (not blank. and 
not part of the statement coding) 
entered in the column following the 
end column (normally column 72). 

4. Only two continuation lines may be 
uned for a normal statement. A macro 
inntruct!on, however, may, use as many 
au necessary. 

Character sets -- Card Format 

Source statements may be entered into 
'l'~;S from punched cards in three ways: 
from the installation's high-speed card 
r ('ader, from an IBM 2780 Data Transmission 
Terminal located away from the central 
installation (remote job entry), or from an 
IBM 1056 Card Reader attached to a 1052 
Printer-Keyboard. 

Cards read into the central or remote 
job entry card readers must be in 029 key­
punch code, which is converted to EBCDIC. 
Cards read into the 1056 Card Reader may be 
in either 1051 card punch code or 029 punch 
code. 

To initiate punched card input from the 
1056 card Reader. the user must type in CA, 
CB, or C on the keyboard. CA transfers 
control from the keyboard to the reader and 
specifies conversion from 1057 card ~unch 
code to EBCDIC. CB transfers control to 
the reader and specifies conversion from 
029 punch code to EBCDIC. C transfers con­
trol to the reader using the following con­
vention: if keyboard mode was KA. CA will 
be the new mode; if KB was the keyboard 
mode. CB will be the new mode. If some 
cards were punched on the 1057 and others 
on the 029, the commands CA and CB may be 
inserted at any place in the deck where it 

is necessary to change the mode. (Further 
information on the use of C, CA, and CB 
will be found in Command System User's 
Guide and Terminal User's Guide.) 

Statement BOUndaries -- Keyboard For.at 

Source statements occupy the area 
~etween: (a) the column at which the coa­
mand language interpreter releases the key­
board to the user and (b) the right-hand 
margin setting_ This area is not 
restricted to 80 columns. 

continuation Lines -- Keyboard Format 

When it is necessary to continue a 
statement that is being entered from a key­
board, the continuation character is typed 
at the point at which continuation is 
desired. followed iwmediately by a carrier 
return. (For example, on the IBM 1052 
Printer-Keyboard, the. continuation charac­
ter is a hyphen.) The statement is con­
tinued at the first non-blank, non-tah 
character of the next line. 

Character Sets -- Keyboard Format 

KA and KB can be used to specify the 
character set to be used during keyboard 
input. With KA, the user indicates he 
wishes to use the full EBCCIC character 
set. With KB, the user specifies that the 
lower case characters (a-z and I • -) be 
translated into their u~per case equiva­
lents (A-Z and $ • a). 

Statement Format 

Statements may consist of one to four 
entries. They must be written in this or­
der, left to right: name entry, operation 
entry. o~erand entry, and comments entry. 
These entries must be separated by one or 
more blanks (or a horizontal tab character 
from the keyboard). 

For punched card input, the coding form 
~rovides an 8-character name field, a 5-
character operation field, and a 56-
character operand and/or comments field. 

If the programmer wants to disregard 
these coundaries and write the name, opera­
tion. operand, and comment entries in other 
positions. he is SUbject to these rules: 

1. On punched cards. the entries must not 
extend beyond statement boundaries 
(either the conventional boundaries, 
or as designated by the programmer via 
the ICTL instruction). 

2. Entries must be in proper sequence. 

3. Entries must be separated by one or 
more blanks. 
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4. A name entry must start in the begin 
column. 

5. Name and operation entries must be 
completed in the first line of the 
statement, including at least one 
blank following the operation entry. 

In the descriptions of the entries, 
below, the assembler regards a horizontal 
tab character in keyboard format as a 
single blank. 

Name Entry: This symbol, usually optional, 
is created by the programmer to identify or 
label a statement. The symbol must consist 
of eight characters or less; the first 
character must be entered in the begin 
column. If the begin column is blank, the 
assembler assumes no name has been entered; 
no blanks may appear within the name entry. 

Operation Entry: The amemonic operation 
code specifies the machine operation, 
assembler, or macro instruction operation 
desired. An operation entry is mandatory 
and must start at least one position to the 
right of the begin column; it cannot appear 
in a continuation line. Valid mnemonic 
operation codes for machine and assembler 
operations, given in Appendixes Band C, 
consist of five characters or less for 
machine or assembler operation codes, and 
eight characters or less for macro instruc­
tion operation codes. No blanks may appear 
within the operation entry. 

Operand Entry: This entry identifies and 
describes data (such as storage locations, 
masks, storage area lengths, or types of 
data) associated with the instruction. 

Operands are required for all machine 
instructions and, depending on the needs of 
the instruction, one or more operands may 
be written. Operands must be separated by 
commas. No blanks may appear between 
operands and the commas that separate them. 
The operands may not contain embedded 
blanks except when character representation 
specifies a constant, a literal, or immedi­
ate data in an operand; e.g., C'AB 0'. 

COmm€nts Entry: These are information 
~teu~ about the program that are to be 
inserted in the program listing_ All valid 
characters (see ·Character Set,· below), 
1ncluding blanks, may te used in writing a 
comment. The entry may follow the operand 
entry and must be separated from it by a 
blank; comments entries cannot extend 
beyond the end column (normally column 71). 

An entire line, or a series of lines, 
may be used for comments, by placing an 
asterisk in the begin column of each line. 
Also, continuation lines, described above, 
may be used. 

{, 

In statements where an optional opexand 
entry is omitted, or in statements which 
allow no opexand but in which a comments 
entry is desired, the absence of the 
operand entry must be indicated by a comma 
preceded and followed by one or more 
blanks. 

r-----T---------T-------------------------, 
IName 10Ferationioperand I 
~----+---------+-----------------------~ 
I I END I • COtoltolENT I L _____ ~ _________ ~ ________________________ _J 

Statement ExamFle: A compare instruction 
is named by the symbol COMP; the 0Feration 
entry (CR) is the mnemonic operation code 
for a register-to-register compare oFera­
tion; and the two operands (5,6) designate 
two general registers whose contents are to 
be compared. The comments entry reminds 
the programmer that he is comparing -new 
SUII- to ·old.-

r----~-----~------------__, 
IName loperationjOperand I 
~----t---------+-------------------------~ 
ICOMP ICR 15,6 NEW SUtol TO OLD I L _____ ~ _________ ~ ________________________ J 

Identification Seguence Field 

For source statements that originate 
from punched cards, the identification 
sequence field of the coding form (columns 
73-80) is used to enter the optional pro­
gram identification and/or statement 
sequence characters. If the field, or a 
Fortion of it, is used, the program identi­
fication is punched in the statement cards 
and reFroduced in the printed listing of 
the source program. 

The programmer a.ay number the cards in 
this field, to keep source statements in 
order, by punching appropriate characters 
into the cards. During assembly, he may 
request the assembler to verify this 
sequence by using the input sequence check­
ing (ISEC) assembler instruction {see Sec­
tion 5, ·program Control Instructions·}. 

caution When Changing Card-Origin 
Statements 

Source statements from punched cards may 
later be changed, using various commands of 
the TSS Text Editor (the Text Editor 
commands are described in Command System 
User's Guide) . 

On assembly, each source statement of 
punched card origin is treated as an 80-
character record. Where the statement has 
been shortened to fewer than 80 characters 
ty changing it with a Text Editor ca.mand 
after it has been stored, the asse.bler, 



before further processing, pads the state­
ment to 80 characters with trailing blanks. 
Where the statement has been changed to 
contain more than 80 characters, the 
assembler truncates the statement to 80 
characters. 

Care must be taken in changing a card­
origin source statement so that, after pad­
ding or truncation by the assembler, the 
utatement will still conform to the coding 
conventions discussed in this section. (An 
e>~ample might be a statement containing a 
sequence number in the identification 
sequence field, columns 73-80. The state­
ment is shortened one character during text 
editing. The assembler pads with one 
trailing blank in column 80, leaving 
columns 72-79 containing the sequence num­
ber. Since column 72 is normally the con­
tinuation column, an error results if the 
next source statement is not a continuation 
line. ) 

suwpary of Statement Format 

Entries in a statement must always be 
separated by at least one blank and must be 
in this orders name, operation, operands, 
comment. 

Every statement requires an operation 
entry; name and comment entries are option­
al. Operand entries are required for all 
machine instructions and most assembler 
instructions. 

The name and operation entries must be 
completed in the first statement line, 
including at least one blank following the 
operation entry. 

The name and operation entries must not 
contain blanks; operand entries must not 
have blanks preceding or following the com­
mas that separate them. 

A name entry must always start in the 
begin column. 

If the column after the end column is 
blank, the next line must start a new 
statement. If the column after the end 
column is not blank, the following line 
will be treated as a continuation line. 

All entries must be contained within the 
deSignated begin-, end-, and continue­
column boundaries. 

Character set 

Source statements use these characters: 

Letters A through Z $ • a 

Digits o through 9 

Sfecial 
Characters + - , = . • ( ) • / , blank 

Any of the remainder of the 256 punch 
combinations may be designated anywhere 
that characters may appear between paired 
apostrophes, and in comments. 

ASSEMBLER LANGUAGE STRUCTURE 

A source statement is cOllpOSed of: 

• A name entry (usually optional) 

• An operation entry (mandatory) 

• An operand entry (usually required) 

A nalle entry is: 

• A syDIbol 

An operation entry is: 

• A mnenomic operation code representing 
a machine, ass_bler, or macro 
instruction. 

An operand entry is: 

• One or more operands composed of one or 
more expressions, which, in turn, are 
composed of a term or an arithmetic 
combination of terms. 

Operands of machine instructions gener­
ally represent such things as storage loca­
tions, general registers, immediate data, 
or constant values. Operands of assemtler 
instructions provide the inforaation needed 
by the assembler program to perform the 
designated operati9n. 

This structure is shown in Figure 2. 
Terms shown in the figure are classed as 
absolute or relocatable, depending on how 
program relocation affects them. The relo­
cation consideration in the following dis­
cussions is the adjustment, by the loader 
or linkage editor, of the virtual storage 
assignments that vere made by the assembl­
er. This adjustment usually takes the form 
of a base increment that is added to the 
original virtual storage location assign­
ments. A term is absolute if its value 
does not change when such an adjustment is 
Jl'ade and is relocatable if its value 
changes upon relocation. 
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TERMS AND EXPRESSIONS 

TERMS 

Every term represents a value that may 
be assigned by the assembler program (sym­
bols, symbol length attribute, location 
counter reference), or that may be inherent 
in the term itself (self-defining term lit­
eral). An arithmetic combination of terms 
in reduced to a single value by the 
ilflsembler. 

The following material discusses each 
type of term and the rules for its use. 

Symbols 

A symbol is a character or combination 
of characters that represents addresses or 
arbitrary values. 

Symbols. through their use as names and 
in operands, provide the programmer with a 
way to name and refer to a program element. 
A symbol created by the programmer for use 
as a name entry and in an operand must con­
form to these rules: 

1. The sy~ol must consist of not more 
than eight characters. The first 
character must be a letter, the other 
characters may be letters, digits, or 
any combination of the two. 

2. No special characters may be included 
in a symbol. 

i. No blanks are allowed in a symbol. 

These are valid symbols: 

READER 
A23456 
X4F2 

LOOP 2 
N 
S4 

iB4 
$AI 
#56 

These symbols are invalid, for the 
reasons noted: 

256B (first character is 
alphabetic) 

RECORDAREA2 (more than eight 
characters) 

BCD·34 (contains a special 
acter - .) 

IN AREA (contains a blank) 

not 

char-

Defining Symbols: The assembler assigns a 
value to each symbol appearing as a name 
entry in a source statement. The values 
aSSigned to symbols that name storage 
areas, instructions, constants, and control 
sections are the addresses of the leftmost 
bytes of the storage fields containing the 
named items. Since the addresses of these 
items may change with program relocation, 
the symbols naming them are considered 
relocatable terms. 

A symbol used as a name entry in the 
equate (EQU) assembler instruction is 
aSSigned the value designated in the 
operand entry of the instruction. Since 
the operand entry may re~resent a relocat­
able value or an absolute (nonchanging) 
value, the symbol is considered a relocat­
able, or absolute, tera, depending upon the 
value it is equated to. 

The assembled value of a symbol may not 
be negative and may not exceed 2a --l except 
when using a 32-blt machine where its allo­
cated value may be as high as 2 32-1. 

A symbol is defined when it appears as 
the name of a source statement. (A special 
case of symbol definition is discussed in 
Section 3, ·Program Sectioning and 
Linking.·) . 

symbol definition also involves the 
assignment of a length attribute to the 
symbol. (The asse~bler program maintains 
an internal symbol table that has the 
values and attributes of symbols. When the 
assembler encounters a symbol in an 
operand, it refers to the table for the 
values associated with the symbol.) The 
symbol's length attribute is the size, in 
bytes, of the storage field whose address 
is represented by the symbol. For example, 
a symbol naming an instruction that occu­
pies four bytes of storage has a length 
attribute of 4. 

previously Defined symbols: Some instruc­
tions require that a symbol appearing in 
the operand entry be previously defined; 
that symbol, before its use in an operand, 
must have appeared as a name entry in a 
I,:rior statement. 

General Restrictions on· Symbols: A symbol 
may be defined only once in an assembly; 
each symbol used as a statement name must 
be unique to that assembly. However, a 
symbdl may be used in the name field more 
than once as a control section name 
(defined in the START, CSECT, or DSECT 
assembler statements, described in Section 
3) because the coding of a control section 
may be suspended and then resumed at any 
SUbsequent point. The CSECT or DSECT 
statement that resumes the section must be 
named by the same symbol that initially 
named the section; thus, the symbol that 
names the section must be repeated. Such 
usage is not considered to be duplication 
of a symbol definition. 

Self-Defining Terms 

The value of a self-defining term is 
inherent in the term; for example, the 
decimal self-defining term 15 represents a 
value of fifteen. The value of a self-
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defining term is absolute; it does not 
change when the program is relocated. 

The four types of self-defining terms 
decimal, hexadecimal, binary, and character 
-- are used as the machine language binary 
value or bit configuration they represent. 
The type of term selected depends on what 
is be.ing specified. 

~~JJ:l~ self-Defining Terms: These terms, 
repn::se'1ting machine values or bit confi­
gUrations, are used to specify program ele­
ments, such as immediate data, masks. regi­
sters, addresses, and address increments. 

Self-defining terms are distinct from 
data constants or literals. When a self­
defining term is used in a machine instruc­
tion statement. its value is assembled into 
the instruction. When a data constant or 
literal is specified in the operand of an 
instruction, its address is assembled into 
the instruction. 

Decimal self-Defining Term: A decimal 
self-defining term is simply an unsigned 
decimal number written as a sequence of 
digits; high-order Os may be used (e.g., 
001). Limitations on the value of a term 
depend on its use. For example, a decimal 
term that designates a general register 
should have a value between a and 15 inclu­
sive; one that represents an address should 
not exceed the aize of storage. In any 
case, the value of a decimal term may not 
exceed 4,294~967,295 (2 33-1). A decimal 
term is assembled as its binary equivalent. 
Some examples of decimal self-defining 
terms are 8, 141, 4092, and 00021. 

Pexadecimal Self-Defining Term: A hexade­
cimal self-defining term is an unsigned 
hexadecimal number written as a sequence of 
hexadecimal digits. The digits must be 
enclosed in apostrophes and preceded by the 
letter X; for example, X·C49'. 

Each hexadecimal digit is assembled as 
its II-bit binary equivalent. Thus, a hexa­
decimal term used to represent an 8-bit 
mask would consist of two hexadecimal 
digits. The maximum value of a hexadecimal 
term is X'FFFFFFFF'. 

The hexadecimal digits and their bit 
patterns are: 

0- 0000 Ij- 0100 8- 1000 C- 1100 
1- 0001 S- 0101 9- 1001 D- 1101 
2- 0010 6- 0110 A- 1010 E- 1110 
3- 0011 7- 0111 B- 1011 F- 1111 
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Binary self-Defining Te;m: A binary sel£­
defining term is written as an unsigned 
sequence of 1s and Os enclosed in apos­
trophes and preceded by the letter B; for 
example, B'1000ll0l'. This term would 
appear in storage as shown, occupying one 
byte. A binary term may have up to 32 
cits. Binary representation is used pri­
marily in designating bit patterns of masks 
or in logical operations. 

The following example illustrates a 
cinary term used as a mask in a test under 
mask (TM) instruction. The contents of 
GAMMA are to be tested, bit by bit, against 
the pattern of bits represented by the 
binary term. 

r-----T---------~-----------------------__, 
IName I Operation I Operand I 
~-----+---------t--------------------~ 
IALPHAITM IGAMMA,B'10101101' I l _____ 4 ________ ~ _________________________ J 

Character Self-Defining Term: A character 
self-defining term consists of one to four 
characters enclosed by apostrophes: it must 
be preceded by the letter C. All letters, 
decimal digits, and special characters may 
be used in a character term. Also, any of 
the remainder of the 256 punch combinations 
may be designated in a character self­
defining term. Examples of character 8e1f­
defining terms are: 

C'/" 
C'ASC' 

C' • (blank) 
C'13' 

Because aFOBtrophes, in the assembler 
language, and ampersands, in the macro 
instruction language, are used as syntactic 
characters, the following rule must ce 
observed when using these characters in a 
character term: For each apostrophe or 
ampersand desired in a character se1f­
defining term, two apostrophes or amper­
sands must be written. For example, the 
character value A". would be written as 
"A".', while an apostrophe followed by a 
blank and another Single apostrophe would 
be written as ••• "~" 

Each character in the character sequence 
is assembled as its 8-bit code equivalent. 
The two apostrophes or ampersands that 
must be used to represent a single 
apostrophe or ampersand within the char­
acter sequence are assembled as a single 
apostrophe or ampersand. 

location Counter: A location counter is 
used to assign storage addresses to program 
statements; it is the assembler'S equiva­
lent of the instruction counter in the com­
puter. As each machine instruction or data 
area is assembled, the location counter is 
adjusted to the Froper boundary for the 
item, if adjustment is necessary, and then 



incremented by the length of the assembled 
item. Th.Js, it always points to the next 
available location. If the statement is 
named by a symbol, the value attribute of 
the ~ymbol is the value of the location 
count.er after boundary adjustment. but 
t~fore addition of the length. 

The assembler maintains a location coun­
tpc tor each control section of the program 
dnd manipulates each location counter as 
Iireviously described. Source statements 
tor each section are assigned addresses 
trom the location counter for that section. 
Within each control section, the location 
counter controls the assignment of consecu­
tively higher virtual storage locations. 
Thus, if a program has multiple control 
sections, all statements identified as 
belonging to the first control section will 
be assigned from the location counter for 
section 1; the statements for the second 
section from the location counter for sec­
tion 2; etc. This procedure is followed 
whether the statements from different con­
trol sections are interspersed or written 
in control section sequence. 

The location counter setting can be con­
t rolled by Using the S!ART and ORG assembl­
('I instrUctions, which are described in 
;;t'ctions 1 and ">. The counter affected by 
either of these assembler instructions is 
the counter for the control section in 
which it appears; the maximum value for the 
counter is 23 --2. 

Location counter Reference 

The programmer may refer to the current 
value of the location counter at any place 
in a program by using an asterisk in an 
operand. The asterisk represents the loca­
tion of tne first byte of currently avail­
able storage (that is, after any required 
boundary adjustment). Using an asterisk in 
a machine instruction statement is the same 
as placing a symbol in the name field of 
t_he statement and then using that symbol as 
an operand of the statement. Because a 
location counter is maintained for each 
control section. a location counter 
reference designates the location counter 
for the section in which the reference 
appears. 

A reference to the location counter may 
te made in a literal address constant (that 
is, the asterisk may be used in an address 
constant specified in literal form). The 
address of the instruction containing the 
literal is used for the value of the loca­
tion counter. A location counter reference 
may not be used in a statement that 
requires the use of a predefined symbol. 
excepting the EQU and ORG assembler 
instructions. 

literals 

This is a constant preceded by an equal 
sign (=). one of three basic ways to intro­
duce data into a program. 

A literal represents data, rather than a 
reference to data. The inclusion of a lit­
eral in a source statement directs the as­
sembler to: (a) assem~le the value speci­
fied by the ~teral. (b) store this value 
in a -literal pool,- and (c) place the 
address of the storage field containing the 
value in the operand field of the assembled 
source statement. 

Literals provide a means of entering 
constants (such as numbers for calculation 
and addresses, indexing factors, or words 
cr phrases for printing out a message) into 
a program by specifying the constant in the 
operand of the instruction in whicb it is 
used. This may be done rather than using 
the DC (define constant, see Section 5) as­
sembler instruction to enter the data into 
the program, and then using the name of the 
DC instruction in the operand. 

Only one literal is allowed in a machine 
instruction statement and it may not be 
combined with any other terms; also, it may 
not be used as the receiving field of an 
instruction that modifies storage. A lit­
eral may not be specified in an address 
constant. (Bowever, an address constant 
Ray be specified as a literal.) 

This instruction shows one use of a 
literal: 

r-----T---------T-------------------------, 
IName 10perationiOperand I 
.-----t---------t-------------------------~ 
IGAMMAIL 110,=F'274' I L _____ ~ _________ L_ ________________________ ~ 

The statement GAMMA is a load instruc­
tion using a literal as the second operand. 
When assembled, th~second operand will be 
the address at which the value represented 
by Ft274' is stored. 

In general, literals may be used wherev­
er a storage address is permitted as an 
operand. They may not, however, be used in 
any assembler instruction that requires the 
use of a previously defined symbol. 
literals are considered relocatable because 
the address of the literal, rather than the 
literal itself, will be assembled in the 
statement that employs a literal. The as­
sembler generates the literals, collects 
them, and places them in a specific storage 
area (explained in -Literal Pool,- telow). 

A literal is not to be confused with the 
immediate data in an 51 instruction; such 
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data is assembled into the instruction and 
is n~! preceded by an equal sign (=). 

Literal Format: The assemcler requires 
descriptions of the specified type of lit­
eral and of the literal itself. Those 
descriptions assist the assembler in 
assembling the literal correctly. The 
descriptive portion of the literal must 
indicate the format of the constant, and it 
may specify the constant's length. 

The If.ethod of describing and specifying 
,t constant. as a literal is nearly identical 
to the method of specifying it in the 
operand of a DC assembler instruction. The 
ITIdior difference is that the literal must 
Btart with an equal sign (=) to indicate to 
the assembler that a literal follows. 
(f;pecification of a literal is covered in 
the DC assembler instruc,ion operand for­
mat, in Section 5.> The type of literal 
designated in an instruction is not checked 
for correspondence with the operation code 
of the instruction. 

Some examples of literals are: 

=A(BETA) 
=F'123Q' 
=C' ABC' 

address constant literal 
fixed point, 4-byte number 
character literal 

Literal Pool: The literals processed by 
the assembler are COllected and placed in a 
special area called the literal pool; the 
location of a literal, rather than the lit­
eral itself. is assembled in a statement 
USing a literal. The positioning of the 
literal pool may be controlled by the pro­
grammer, if he so desires. Unless other­
wise specified. the literal pool is placed 
at the end of the first control section 
(CSECT). To facilitate writing reenterable 
programs, if the assembly contains one or 
more prototype control sections (PSECTs). 
literal address constants are placed in a 
pool at the end of the first prototype con­
trol section. 

The programmer can also specify the 
creation of multiple literal pools. How­
ever, the sequence in which literals are 
ordered within the pool is controlled by 
the assp~bler. Literals that are eight 
bytes, or a multiple of eight are aligned 
at a doubleword boundary; 4-byte literals 
are aligned at a word toundary; 2-byte 
literals are aligned at a halfword; and 
literals with an odd number of bytes are 
aligned at the next available storage loca­
tion. FUrther information on positioning 
literal pools is in Section 5. under -LTORG 
-- Begin Literal Pool.-

Symbol Length Attribute Reference 

The length attribute of a symbol may be 
used as a term. Reference to the attribute 
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is made ty coding L' followed by the sym­
tol; for example, L'BETA. The length 
attribute of BETA will be substituted for 
the term. The following example illus­
trates the use of L'symbol in moving a 
character constant into either the high­
order or low-order end of a storage field. 

For ease in following the example, the 
length attributes of Al and B2 are men­
tioned. However, keep in mind that the 
L'symbol term makes coding such as this 
possible in situations where lengths are 
unknown. 

r-----T---------T-------------------------, 
IName IOperationloperand I 
~-----+---------+------------------------~ 
IAl IDS leL8 I 
182 IDC ICL2'AB' I 
I BIORD I MVC I Ai (L' 82) .82 I 
ILOORDIMVC IA1+L'Al-L'B2(I,'B2>.E2 I L _____ ~ _________ ~ _________________________ J 

Al names an B-byte storage field and is 
assigned a length attribute of 8. 82 names 
a 2-tyte character constant and is assigned 
a length attribute of 2. BIORD moves the 
contents of 82 into the leftmost two bytes 
of Al; the term L'B2 in parentheses Fro­
vides the length specification required by 
the instruction. When the instruction is 
assembled, the length is placed in the pro­
Fer field of the machine instruction. 

LOORD moves the contents of B2 into the 
rightmost two bytes of Al. The comtination 
of terms Al+L'A1-L'82 results in the addi­
tion of the length of A1 to the beginning 
address of Al, and the subtraction of the 
length of B2 from this value. The result 
is the address of the seventh byte in field 
Ai. The constant represented by B2 is 
Il.oved into Al. starting 'at this address. 
L'B2 in parentheses provides length speci­
fication. as in BIORD. 

Terms in Parentheses 

These are reduced to a single value, so 
they, in effect, become a single term. 
Arithmetically combined terms, enclosed in 
parentheses. may be used in combination 
with terms outside the parentheses: 

14+BETA-(GAMMA-LAMBDA) 

When the assembler program encounters 
terms in parentheses in combination with 
other terms, it reduces the combination of 
terms inside the parentheses to a single 
value which may be absolute or relocatable, 
depending on the combination of terms. 
This value then is used in reducing the 
rest of the combination to another single 
value. 



Terms in parentheses may be included 
within a set of terms in parentheses: 

A+B-(C+D-(E+F)+10) 

The innermost set of terms in paren­
theses is evaluated first. For compatibil­
ity with other IBM assemblers, expres­
sions should be limited to five levels 
of parentheses; parentheses which occur as 
part of an operand format are not included 
in this five-level limit. Programs written 
expressly for the TSS assembler are not 
restricted in the number of levels of 
parentheses that may be used. 

EXPRESSIONS 

This subsection discusses the two types 
of expressions, absolute and relocatable, 
used in cooing operand entries for source 
statements, together with the rules for 
determining these attributes of an 
expression. 

An expression is composed of a single 
term or an arithmetic combination of terms, 
as shown in Figure 2. These are examples 
of valid expressions: 

• 
AREAl +X' 20' 
·+32 
N-25 
FIELD+332 
FIELO 
(EXIT-ENTRY+1)+GO 

SETA·I0 
15'101 1 

C'ABC' 
29 
I'PIELO 
LAMBDA +GAMMA 
TEN/TWO 

=F'12311' 
ALPHA-BETA/(10+AREA·L'FIELO)-100 

The rules for coding expressions are: 

1. An expression may not start with an 
arithmetic operator, (+-/.). The 
expression -A+BETA is invalid; O-A+ 
BETA is valid. 

2. An expression may not contain two suc­
cessive terms or two operators. 

3. For compatibility with other IBM 
assemblers, an expression should not 
consist of more than 16 terms or 
contain more than five levels of 
parentheses. For programs written 
expressly for the TSS assembler, 
there is no restriction on the number 
of terms or levels of parentheses. 

4. A multiterm expression may not contain 
a literal. 

Expressions containing more than five 
levels of parentheses produce warning mes­
sages, but are assembled correctly. 

Evaluation of Expressions 

A Single term expression; for example, 
29, BETA, ., L'A1PHA, takes on the value of 
the ter. involved. 

A multiterm expression; for example, 
BETA+10, ENTRY-EXIT, 2S.10+A/S, is reduced 
to a single value, as follows: 

1. Each term is given its value. 

2. Arithmetic operations are performed 
left to right. Multiplication and 
division are done hefore addition and 
subtraction; for example, A+S.C is 
evaluated as A+(B.C), not (A+B).C. 
The computed result is the value of 
the expression. 

3. Division always yields an integer 
result; for example, 1/2.10 yields 0; 
10.1/2 yields 5. 

4. Division by 0 is valid and yields a 0 
result. 

Parenthesized multi term expressions used 
in an expression are processed before the 
rest of the terms in the expression; for 
example, in A+BETA.(OON-10), the term CON-
10 is evaluated first and the resulting 
value is used in computing the final value 
of the expression. 

Absolute and Relocatable Expressions 

An expression is absolute if its value 
is unaffected by program relocation; it is 
relocatatle if its value changes upon pro­
gram relocation. The two types of expres­
Sions, absolute and relocatable, take on 
these characteristics from the terms com­
posing them. 

Absolute Expression: This may be eithel: an 
absolute term or any arithmetic combination 
of atsolute terms. An absolute term may be 
an absolute symbol. any of the self­
defining terms, or a length attribute 
reference. All arithmetic operations are 
permitted between absolute terms, as indi­
cated in Figure 2. 

An atsolute expression may contain rele­
catable terms (RT), alone or in combination 
with absolute terms (AT), under tbese 
conditions: 

1. There must be an even number of relo­
catable terms in the expression. 

2. The l:elocatahle terms must he paired. 
Each pair must have the same relocata­
bility attributes; that is, they 
appeal: in the same control section in 
this assembly (see ·Program Sectioning 
and Linking,- in Section 3). Each 
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pair must consist of terms with oppo­
site signs. The paired terms do not 
have to be contiguous, for example, 
RT+AT-RT. 

3. No relocatable term may enter into a 
multiply or divide operation. RT-RT* 
10 is invalid; (RT-RT)*10 is valid. 

The pairing of relocatable terms (with 
opposite signs and the same relocatability 
attribute) cancels the effect of reloca­
tion. Therefore, the value represented by 
the paired terms remains constant, regard­
less of program relocation. For example, 
in the absolute expression A-Y+X. A is an 
absolute term, and X and Yare relocatable 
with the same relocatability attribute. If 
A <"qualn SO, Y equals 25, and X equals 10, 
the vallie of the expression would be 35. 
11 X and Yare relocated by a factor of 
100, th('ir values would then be 125 and 
110. However. the expression would still 
be evaluated as 35(50-125+110=35). 

The following examples illu~trate abso­
lute expressions. A is an al:;solute term; X 
and Yare relocatable terms with the same 
relocatability attribute. 

A-Y+X 
A 
A*A 
X-Y+A 
*-Y (A reference to the location counter 

must be paired with another relocat­
able term from the same control sec­
tion, that is, with the same relo­
catability attribute.) 

Note that paired relocatable expressions 
cannot be successfully used in certain 
mdrro lanquage statements of this book. 
III macro language, conditional or branch­
llltJ statements, such as AIF, SETA, and 
SETA statements, determine which of 
severul desired, pre-stored lines of 
source code will be included in an 
assembled program. Since macro expan­
sion (generation of these selected source 
code statements into a program) takes 
place prior to the assignment of loca­
tion counter values, a paired relo­
eatable expression in a conditional macro 
language statement will not have been 
resolved into an absolute expression. 

Relocatable Expressions: The value of a 
relocatable expression would change by n if 
the program in which it appears is relo-
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cated n tytes away from its originally 
assigned area of storage. All relocatable 
expressions must have a ~ositive value. 

A relocatable expression may be a relo­
catatle term and it may contain relocatable 
terms, alone or in combination with abso­
lute terms, under these conditions: 

1. There must be an odd number of relo­
eatable terms. 

2. All the relocatable terms but one must 
be paired (described in -Absolute 
Expression,· above). 

3. The unpaired term must not be directly 
preceded ty a minus sign. 

4. No relocatable term may enter into a 
multiply or divide operation. 

A relocatable expression reduces to the 
single relocatable value of the odd relo­
catatle term, adjusted by the values repre­
sented by the absolute terms and/or Faired 
relocatatle terms associated with that 
value. The relocatability attribute is 
that of the odd relocatable term. 

For example. in W-X+W-10, Wand X are 
relocatable terms with the same relocata­
tility attritute. If initially, W equals 
10 and X equals 5, the value of the expres­
sion is 5. However. upon relocation this 
value will change. If a relocation factor 
of 100 is applied, the value of the expres­
sion is 105. Note that the value of the 
Faired terms W-X remains constant at 5 
regardless of relocation. Thus, the new 
value of the expression, 105. is the result 
of the value of the odd term (W) adjusted 
ty the values of W-X and 10. 

The following examples illus.trate relo­
eatable expressions. A is an absolute 
term, Wand X are relocatable terms with 
the same relocatability attribute, and Y is 
a relocatatle term with a different relo­
catability attribute. 

Y-32*A W-X+* 
W-X+Y 
*(reference to 

location counter) 

=F'1234' (literal) 
A*A+W-W+Y 
W-X+W 
Y 



SECTION 3: 

ADDRESSING 

The addr('ssinq technique requires 
the \lSC of a base register, which contains 
t!lt' base address, and a displacement, 
which is added to the contents of the base 
register. The programmer may specify a 
symbolic address and request the assem­
bler to determine its storage address in 
terms of a base register and a displace­
ment. The programmer may rely on the as­
sembler to perform this service for him by 
indicating which general registers are 
dvailable for assignment, and what values 
the assembler may assume that each con­
tains. The programmer may use as many or 
as few registers for this purpose as he 
desires. The only requirement is that, at 
the point of reference, a register contain­
ing an address from the same control sec­
tion is available, and that this address is 
less than or equal to the address of the 
item to which the reference is being made. 
The difference between the two addresses 
may not exceed 4095 bytes. 

ADDRESSES -- EXPLICIT AND IMPLIED 

An address is composed of a displacement 
plus the contents of a base register. (In 
the case of RX instructions, the contents 
of ~n index register are also used to 
derive the address.) 

The programmer writes an explicit 
address by specifying the displacement and 
the base register number. In designating 
explicit addresses, a case register must 
not be combined with a relocatable symbol. 

He writes an implied address by specify­
ing an absolute or relocatable address. 
The assembler has the facility to select a 
base register and compute a displacement, 
thereby generating an explicit address from 
an implied address, provided that the as­
sembler has been informed: (a) what base 
registers are available to it, and (b) what 
each contains. The programmer conveys this 
information to the assembler through the 
USING and DROP instructions. 

BASE REGISTER INSTRUCTIONS 

The USING and DROP instructions enable 
programmers to use expressions representing 
implied addresses as operands of machine 

ADDRESSING -- PROGRAM SECTIONING AND LINKING 

instruction statements, leaving the assign­
K-ent of case registers and the calculation 
of displacements to the asseabler. 

To use symbols in the operand field of 
machine instruction statements, the pro­
graamer .ust: (a) indicate to the assem­
bler, by a USING statement, that one or 
aore general registers are available for 
use as base registers, (b) specify. ky the 
USING statement what value each base regis­
ter contains, and (c) load eacb base regis­
ter with the value he bas specified for it. 

If implicit addressing is desired. a 
program must have at least one USING state­
ment for each control section to be 
addressed. 

The assembler's determination of case 
registers and displacements relieves the 
programmer of separatill9 each address into 
a displacement value and a base address 
value. This feature of the assembler will 
eliminate a likely source of programming 
errors, thus reducill9 the time required to 
check out programs. To take advantage of 
this feature, the programmer uses the USING 
and DROP instructions described in this 
subsection. The principal discussion of 
this feature follows the descriptions of 
both instructions. 

USING -- Use Base Address Register 

This instruction indicates that one or 
Jrore general registers are available for 
use as base registers. Also, this instruc­
tion states the bas~ address values tbat 
the assembler may assume will be in tbe 
registers at ocject time. Note that USING 
does not load the specified registers; it 
is the programmer's responsibility to see 
that the base address values are placed 
into the registers. Suggested loading 
methods are described in the subsection 
·Programming With the USING Instruction,­
below. The format of the USING statement 
is: 

r-----T---------T------------------------~l 
IName lorerationloperand I 
~-----+-------~+------------------------_i I Blank I USING IFrom 2-17 expressions of I 
I I Ithe form I 
I I Iv,rl,r2.r3 •••• ,r16 I L _____ ~ _________ ~ _________________________ J 
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operand v must be an absolute or relo­
eatable expression specifying a value that 
til!:' assembler can use as a base address (no 
li terala are permitted). The other 
operands must be absolute expressions. 
Operand r1 specifies tbe general register 
that can be assumed to contain the base 
dddres~; represented by operand v. Operands 
r2, r3, r4. ••• specify registers that can 
be assumed to contain v+4096, v+8192, v+ 
12288, •••• respectively. The values of 
operands rl, r2. r3, ••• , r16 must be 
between 0 and 15. For example, the 
statement 

r-----r---------T-------------------------, 
IName IOperationloperand I 
~-----t---------+-------------------------~ I I USING 1·,12,13 I l _____ L _________ L _________________________ J 

tells the assembler it may assume that the 
current value of the location counter will 
be in general register 12 at oeject time, 
find that the current value of the location 
counter, incremented by 4096, will be in 
general register 13 at object time. 

If the programmer changes the value in a 
base register currently being used and 
wishes the assembler to compute displace­
.ent from this value, the assembler must be 
told the new value by means of another 
USING statement. In the following 
sequence, the assembler first assumes that 
the value of ALPHA is in register 9; the 
second statement causes the assembler to 
assume that ALPHA+1000 is the value in reg­
ister 9. 

r-----T---------T-------------------------, I Name I Operation I Operand I 
t-----+---------+-------------------------~ I IUSING I ALPHA, 9 I 
I I . I I 
I I . I I 
I I USING IALPHA+1000,9 I l _____ .1. _________ L _________________________ J 

When a USING statement specifies general 
register 0 as a base register, the assem­
bler places subsequent effective addresses 
less than 4096 in the displacement field, 
and uses 0 for the base register field. 
This process is the same as for any other 
base register. Note that the hardware of 
TSS will not actually reference regis-
ter 0, but will use zero quantity as a base 
value. The user should not attempt to use 
general register 0 as a base register. 
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DROP -- Drop Base Register 

The DROP instruction, specifying a pre­
viously available register that may no 
longer be used as a base register, has this 
format: 

r-----T---------~-------------------------, 
IName I Operation I Operand I 
t-----t---------+-------------------------~ 
IBlanklDROP IUp to 16 absolute expres-I 
I I Isions of the form r1,r2, I 
I I Ir3 •••• ,r16, or blank I l _____ ~ _________ i_ ________________________ J 

The expressions indicate general regiS­
ters previously named in a USING statement 
that are now unavailable for base addres­
sing. A blank operand field indicates that 
all registers previously defined as base 
registers are now unavailable for addres­
sing. This statement, for example, pre­
vents the assembler from using registers 7 
and 11: 

r-----T---------T-------------------------, 
IName IOFerationloperand I 
~-----t---------t------------------------_i 
I I DROP 17 ,11 I l _____ L _________ ~ ________________________ _J 

It is not necessary to use a DROP state­
Rent when the case address in a register is 
changed by a USING statement, nor are DROP 
statements needed at the end of the source 
program. A register made unavailable by a 
DROP instruction can be made available 
again by a subsequent USING instruction. 

Note: If a comment is desired on a CROP 
statement which has no operands, a comma 
must be used to signify the missing 
operand. 

PROGRAMMING WITH THE USING INSTRUCTION 

The USING and DROP instructions may be 
used anywhere in a program, as often as 
needed, to indicate the general registers 
that are available for use as base regis­
ters, and the base address values the as­
sembler may assume each contains at execu­
tion time. Whenever an address is speci­
fied in a machine instruction statement, 
the assembler determines whether there is 
an available register containing a suitaele 
base address. A register is considered 
available for a relocatable address if it 
was loaded with a relocatable value that is 
in the same control section as the address. 
The case address is considered suitable 
only if it is less than or equal to the 
address of the item to which the reference 



is made. The diffec.ence between the two 
addresses may not exceed 4095 cytes. In 
calculating the base register to be used, 
the assembler will always use the av~ilable 
register giving the smallest displacement. 
If there are two registers with the same 
value, the highest numbered register will 
be chosen. 

If operand v of a USING statement speci-
1 i 1'8 an abllo1ute value, the assembler will 
w;(> the associated base registers only for 
olJcrands with absolute values. In the 
absence of a base register containing a 
suitable absolute value, an operand with an 
ab~~lute value less than 4096 will be 
{,laced directly in the displacement field 
of the assembled instruction. Thus, for 
['xample, a base register does not have to 
he explicitly stated for the operands of 
shift-type instructions. The programmer is 
(,dlltioned, however, that in TSS any virtual 
~tnri!ge references derived from absolute 
'J,j I ',J('S will t,e references to an area of 
v:rtual storage that is reserved for use 
hI' the system monitor. 

r-----T----------T------------------------, 
INdme I Operation I operand I 
~------t---------+------------------------~ 
I IIF:GINI BASR 12,0 I 
I I USING 1·,2 I 
IFIRSTI· I I 
I I . I I 
II.AST i· I I 
I lEND (BEGIN I l _____ ~ _________ i ________________________ _J 

In the preceding sequence, the BASR 
instruction loads register 2 with the 
address of the first storage location imme­
diately following. In this case, it is the 
address of the instruction named FIRST. 
The USING instruction indicates to the as­
sembler that register 2 contains this loca­
tion. When employing this method, the 
USING instruction must immediately follow 
the BASR instruction. No other USING or 
load instructions are required if the loca­
tion named LAST is within 4095 bytes of 
FIRST. 

The BASR and LM instructions in Figure 3 
load registers 2-5. The USING instruction 
indicates to the assembler that these regi­
sters are available as base registers for 
addressing a maximum of 16.384 consecutive 
bytes of sto.rage. beginning with the loca­
tion named HERE. The number of addressable 
bytes may be increased or decreased, alter­
Ing the number of registers designated, by 
tllP USING and LM instructions and the num­
Ler of address constants specified in the 
DC instruction. 

r--------T---------T------- .--------------, 
IName I Operation I Operand I 
~--------+---------+----------------------~ 
I BEGIN IBASR 12,0 I 
( IUSING IHERE.2.3,4.5 I 
I HERE ILM I 3, 5, BASEADDR I 
I I B (FIRST I 
IBASEADDRIDC IA(HERE+4096. I 
I I I HERE+8192,HERE+12288)I 
I FIRST I. I I 
I I . I t 
\ LAST I. I I 
I lEND I BEGIN ( l ________ ~ ________ i _____________ . ________ J 

Figure 3. Multiple Base Register 
Assignment 

RELATIVE ADDRESSING 

This is the teChnique of addressing 
instructions and data areas by designating 
their location in relation to the location 
counter or to some symbolic location. This 
type of addressing is always in bytes, 
never in bits, words. or instructions. 
Thus, the expression *+4 specifies an 
address that is four bytes greater than the 
current value of the location counter. In 
the sequence of instructions shown in the 
following example, the location of the CR 
ttachine instruction can be expressed in two 
ways, ALPHA+2 or BETA-4, because all the 
mnemonics in the example are for 2-byte 
instructions in t.he RR format. 

r-----T---------y-------------------------, 
IName lo~erationloperand t 
~-----+---------+-----------------------~ 
IALPHAILR 13,4 I 
I ICR 14,6 I 
I I BCR 11,14 I 
IBETA IAR 12,3 I l _____ i _________ ~ ________________________ ~ 

PROGRAM SECTIONING AND LINKING 

It is often convenient. or necessary. to 
write a large program in sections. The 
sections may be assembled separately, then 
combined into one object program. The as­
sembler provides facilities for creating 
ttultisectioned programs and symbolically 
linking separately assembled programs or 
Frogram sections. 

Sectioning a program is optional, and 
many programs can best be written without 
sectioning them. The programmer writing an 
un sectioned program need not concern him­
self with the subsequent discussion of pro­
gram sections, which are called control 
sections. He need not employ the CSECT 
instruction, which is used to identify the 
control sections of a multisection program. 
Similarly, he need not concern himself with 
the discussion of symbolic linkages, if his 
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l,rogram neither requires a linkage to nor 
receives a linkage from another program. 
He may, however, wish to identify the pro­
'Jrarn and/or specify a tentative starting 
location for it, both of which may be done 
by Ilsing the START instruction. He may 
d l~.io want to employ the dummy section fea­
lure ubtaine6 by using the DSECT 
inst:ructioll. 

N(~!~: Program sectioning and linking is 
cloupJj Tt'lated to the specification of 
t".!;;> leqi;;Lep. for each control section. 
;;,'ct loniny and linking examples are pro­
vi(~t'd ill this section under "Addressing 
.extern,)l control Sections." 

CO~FHuL SECT IONS 

The concept of program sectioning is a 
consideration at coding time, assembly 
time, and load time. To the programmer, a 
p.oqram is a logical unit. He may want to 
divide it into sections called control sec­
tiOl1>,; if so, he writes it in such a way 
that control passes properly from one sec­
tion to another, regardless of the relative 
physical position of the sections in 
st:orage. A control section is a block of 
coding whose virtual storage location 
dssignments can be adjusted, independently 
ot other coding, during linkage or loading 
without alter-ing or impairing the operating 
loqic of the program. A control section is 
nnrmally identified by the CSECT, PSECT, or 
COM d8!iembler instructions. 

To the assembler there is no such thing 
as d program; instead, there is an assem­
bly, which consists of one or Eore control 
sections. (However, the terms assembly and 
~rogram are often used interchangeably.) 
An unsectioned program is treated as a 
Single control section. To the linkage 
editor there are no programs, only control 
sections that must be faShioned into an 
object program. 

The output of the assembler consists of 
the assembled control sections and a con­
trol dictionary. The control dictionary 
contains information that the linkage edi­
tor and the loader need to complete cross­
l.eferencing between control sections, as it 
combines them into an object program. The 
linkage editor and the loader can take con­
trol sections from various assemblies and 
combine them properly, with the help of the 
corresponding control dictionaries. Suc­
cessful combination of separately assembled 
conLrol sections depends on the techniques 
used to provide symbolic linkages between 
the control sections. 

Regardless of the degree to which his 
program is sectioned, the programmer still 
knows the elements that comprise his virtu-
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al storage, because he has described them 
symbolically. He cannot, however, make any 
assumptions about the position or ordering 
of centrol sections, since their virtual 
storage location assignments may have been 
adjusted by the linkage editor or the load­
er, and their physical storage addresses 
nay be constantly changing within the time 
sharing environment. 

Control Section Location Assignment 

control section contents can he written 
in an intermixed manner because the assem­
bler provides a location counter for each 
control section. Virtual storage locations 
are assigned consecutively within each con­
trol section, beginning at O. The order in 
which different control sections appear in 
the assembly does not imply a similar order 
of program execution. 

FIRST CONTROL SECTION OF PROGRAM 

Normally. this contains the literals 
requested in the program, although their 
positioning can be altered. (Further 
explanation is in the discussion of the 
LTORG assembler instruction, below.) 

START -- Start Assembly 

The START instruction may be used to 
give a name to the first (or only) control 
section of a program: only one START 
instruction may be in an assembly. Also, 
it may be used to specify the initial vir­
tual storage location counter value for the 
first control section. The START format 
is: 

r--------T---------T----------------------~ 
I Name 1 operation I Operand I 
t--------+---------+----------------------~ IA symbollSTART IA self-defining term I 
lor blankl lor blank I l ________ ~ ________ L ______________________ J 

If a symbol names the START' instruction, 
the symbol is established as the name of 
the control section; if not, the control 
section is considered to be unnamed. All 
subsequent statements are assembled as part 
of that control section. The procedure 
continues until a different CSECT instruc­
tion identifying a control section, or a 
DSECT, PSECT or COM, instruction is encoun­
tered. A CSECT instruction named by the 
same symbol that names a START instruction 
is considered to identify the continuation 
of the control section first identified by 
the START. Similarly, an unnamed CSECT 
that occurs in a program initiated by an 
unnamed START is considered to identify the 
continuation of the unnamed control 
section. 



The symbol in the name field is a valid 
relocatable symbol with a value that repre­
sents the address of the first byte of the 
control section and with a length attribute 
of 1. 

The assembler uses the self-defining 
value specified by the o~erand as the 
~;tarting value for the virtual storage 
location counter for the control section. 
The START instruction is. in effect. equiv­
alent to a CSECT instruction followed by an 
ORG instruction. For example, either of 
these statements could be used to assign 
the name PROG2 to the first control section 
dnd to indicate an initial location counter 
value of 2040: 

r-----T---------T-------------------------, 
IName loperationloperand I 
t-----+---------+-------------------------~ I PROG21 START 12040 I 
I PROG2 I START IX"7FS' I l _____ .L __________ .L ________________________ J 

If the operand is omitted. the assembler 
sets the initial valu~ of the location 
counter to O. The location counter is set 
at the next doubleword boundary when the 
value of the START operand is not divisible 
by 8. 

Note: The START instruction may not be 
preceded by any assembler language state­
ment that affects or depends on the setting 
of the location counter. 

CSECT -- Identify Control Section 

The CSECT instruction identifies the 
beginning or the continuation of a control 
~;ection, in this format: 

r--------T---------T----------------------, I Name I Operation I Operand I 
.--------+---------+----------------------~ 
IA symbollCSECT lOne or more attribute I 
lor blank I lnames. or blank I l ________ .L _________ .L _____________________ -J 

If a symbol names the CSECT instruction, 
the symbol is established as the name of 
the control section; otherwise, the section 
is considered to be unnamed. All state­
ments following the CSBCT are assembled as 
part of that control section until a state­
ment identifying a different control sec­
tion (another CSECT, PSECT. COM or DSECT 
instruction) is encountered. 

The symbol in the name field is a valid 
relocatable symbol with a value that repre­
:;ents the address of the first byte of the 
control section and with a length attribute 
of 1. 

When several CSBCT statements with the 
same name appear within a program, the 
first is considered to identify the begin­
ning of the control section; the rest iden­
tify the resumption of the section. Thus, 
statements from different control sections 
.ay be interspersed. They are properly 
assembled (assigned contiguous storage 
locations) as long as the statements fro. 
tbe various control sections are identified 
by the appropriate CSECT instructions. 

The operand field may be used to assign 
attributes to the control section. Attri­
butes of control sections are discussed 
later in this section. 

Unnamed control section 

The assembler will produce an unnamed 
control section if it encounters certain 
statements before any type of control sec­
tion statement (CSBCT, PSBCT, COM, or 
DSBCT) is encountered. The statements for 
Which this will be done are those which 
assume that a location counter value is 
available. such statements are: 

1- Machine operation instructions 

2. Macro instructions (but not instruc-
tions wi thin Daero definitions) 

3. CCW 

4. CNOP 

5. CXD 

6. DC, DS, and ORG 

7. BQU 

8. USING and DROP 

9. LTORG 

10. END 

11. ENTRY 

If an unnamed CSECT is not wanted, then the 
above statements should follow a CSBCT, 
PSECT, COM, or DSECT instruction. 

There can be only one unnamed control 
section in a program. If one is initiated 
and is then followed by a named control 
section, any subsequent unnamed CSECT sta­
tements are considered to resume the 
unnamed control section. If a progra.mer 
wants to write a small program that is 
unsectioned, the program need not contain a 
CSECT instruction. 
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DSEC'l' -- Identify Dummy Section 

A dummy sectj.on represents a control 
section that is.assembled but is not part 
of the object program. A dummy section is 
a convenient means of describing the layout 
of a storage area without actually reserv­
ing the storage. (It is assumed that the 
storage is reserved either by some other 
part of this assembly or by another assem­
bly.) The DSECT instruction identifies the 
bfJginning or resumption of a dummy section. 
More than one dummy section may be defined 
rer assembly, but each must be named. This 
is the format of the DSECT instruction 
statement: 

r-------T---------T----------------------, 
I Name loperationloperand I 
t--------+---------+----------------------~ 
IA symbollDSECT INot.used; should be I 
I I Iblank I l _________ J. _________ J. _____________________ J 

The symbol in the name field is a valid 
relocatable symbol with a value that repre­
sents the first byte of the section and 
with a length attribute of 1. 

Program statements belonging to dummy 
sections may be interspersed throughout the 
program or may be written as a unit. In 
either case, the appropriate DSECT instruc­
tion should precede each Bet of statements. 
When multiple DSECT instructions with the 
same name are encountered, the first is 
co~~idered to initiate the dummy section. 
and the res~ to continue it. 

symbOls that name statements in a dummy 
section may be in USING instructions. 
Therefore, they may be used in program ele­
ments (for example, machine instructions 
and data definitions) that specify storage 
addresses. An example illustrating the use 
of a dwnmy section appears under -Addres­
Sing Dummy Sections,· below. 

Note: A symbol that names a statement in a 
dummy section may be used in an A-type 
address constant only if it is paired with 
another symbol (with the opposite sign) 
from the same dummy section. 

DUMMY SECTION LOCATION ASSIGNMENT: A loca­
tion counter is used to determine the rela­
tive locations of named ~rogram elements in 
d dummy section. The location counter is 
always set to 0 at the beginning of the 
dummy section; the location values aSSigned 
to symbols that name statements in the 
dummy section are relative to the initial 
statement in the section. 
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ADDRESSING DU~MY SECTIONSs The programmer 
aay wish to describe the format of an area 
whose storage location will not be deter­
mined until the program is executed. He 
can describe the format of the area in a 
dummy section, and he can use symbols 
defined in the dummy section as the 
operands of machine instructions. To 
effect references to the storage area, he 
does the following: 

1. Provides a USING statement that speci­
fies: (a) a general register that the 
assembler can assign to the machine 
instructions as a base register, and 
(b) a value from the dummy section 
that the assembler may assume the reg­
ister contains. 

2. Ensures that the same register is 
loaded with the actual address of the 
storage area. 

The value assigned to symbols defined in 
a dummy section are relative to the initial 
statement of the section. Thus, all 
machine instructions which refer to names 
defined in the dummy section will, at 
execution time, refer to storage locations 
relative to the address loaded into the 
register. 

An example is shown in the coding below. 
Assume that two independent assemblies (as­
sembly 1 and assembly 2) have been loaded 
and are to be executed as one overall pro­
gram. Assembly 1 is an input routine that: 
(a) places a record in a specified storage 
area, (b) places the address of the input 
area containing the record in general reg­
ister 3, and (c) branches to assembly 2. 
Assembly 2 processes the record. The cod­
ing shown in the example is from assemtly 
2. 

The input area is described in assembly 
2 by the DSECT control section named 
INAREA. Portions of the input area (that 
is, record) that the programmer wishes to 
work with are named in the DSECT control 
section, as shown. The assembler instruc­
tion USING INAREA,3 designates general reg­
ister 3 as the base register to be used in 
addressing the DSECT control section. Gen­
eral register 3 is assumed to contain the 
address of INAREA. 

Assemtly 1. during execution, loads the 
actual beginning address of the input area 
in general register 3. Because the symbOls 
used in the DSECT section are defined rela­
tive to the initial statement in the sec­
tion, the address values they represent 
will, at the time of program execution, be 
the actual storage locations of the input 
area. 



r--------T---------T----------------------, I Name I Operation I operand I 
t--------+---------+----------------------~ 
IASMSLY2 ICSECT I 
I BEGIN I BASR 2, 0 I 
I I US ING • , 2 I 
I I . t 
I I . I 
I I USING INAREA,3 I 
I ICLI INCODE,C'A ' I 
I IBE ATYPE I 
I I . I 
I I . I 
!ATYPE IMVC WORKA,INPUTA I 
I I MVC WORKS, INPUTS I 
I I . I 
I I . I 
IWORKA IDS CL20 I 
I WORKS IDS CL1S I 
I I· I 
I I '. I I 
IINAREA I DSECT I I 
IINCODE I OS I CLl I 
IINPUTA I DS I CL20 I 
I INPUTB lOS I CL18 I 
I I . I I 
I I END I I l ________ ~ _________ ~ ______________________ ~ 

COM -- Define Common Control sections 

The COM assembler instructi¢n identifies 
and reserves common areas of storage that 
may be referred to by independent assemb­
lies that have been linked and/or loaded 
tor execution as one overall program. 
App.aarance of another COM statement after 
the initial one indicates resumption of the 
previously defined blank or named common 
control section. One blank and any number 
of named common control sections can be 
designated in an assembly. The format is: 

r--------T---------T----------------------, I Name I Operation I operand I 
~--------+---------+----------------------i 
Isymb¢l I COM lOne or more attributes I 
lor blank I lor blank I l ________ ~ _________ ~ ______________________ J 

The common area may be broken up into 
subfields through use of the DS and DC as­
sembler instructions. Names of subfields 
dre defined relative to the beginning of 
the common section, as in the DSECT control 
section. 

No instructions or constants are 
assembled in the blank common control sec­
tion. Data can be placed there only 
through execution of the program. Instruc­
tions and constants can be assembled in 
named common control sections. The rules 
governing the final structure of common 
control sections are described in Linkage 
Editor. 

The oFerand field may be used to assign 
attributes to a common section. Attributes 
of control sections are discussed later in 
this section. 

r------,.----- , " 
I Name I operation I Operand I 
r--------+-------+-------------- f 
IASMBLYJ ICSBCT IPUBLIC,RBADONLY I 
I BEGIN I BASR 11,0 I 
I ,USING ,.,1 I 
I I USING I INARD, 2 I 
I I USING I PRCTL, 3 t 
I I USING I NAMBD, 4 I 
I· I . I I '* I . , INEWPG IMVC ICUTPUTB,TITLE 
I I MVC I CUTPUTA. BLANJ:S 
I (MVI IPRCTL,C'l' 
I· I· I '* I· I 1 ICLI IXNCODE,C'E' 
I I BE , MVLINE 
,. I· I 
,. I· I 
IMVLINE I MVC I OUTPUTA, INPUTA 
I I MVC I OUTPUTB, INPOTB 
I IWI IPRCTL,C' • 
,. I· I 
,. I . I 
IINAREA IDSECT I 
IINCODE I DB I CLl 
IINPUTA I DS I CL20 
IINPUTB I DS I CL14 
,. I . I 
I· I . I 
I I COM I 
IPRCTL IDS ICLl 
IOUTPUTA IDS ICL20 
10UTPUTB IDS ICL14 '* I . I 1* I· I 
I NAMED I COM I 
ITITLE IDC ICL14'ERROR MESSAGES' 
I BLANJ:S I DC I CL20' • 
I I END I BEGIN L ________ ~ _________ ~ _________________ ~ 

PSBCT -- Define Prototype Control SectiOn 

Within TSS, a single copy of a com­
monly used, reenterable routine will 
appear to have different virtual storage 
location assignments to different users, 
although its physical disposition in 
storage remains unchanged. When control 
is transferred to a reenterable routine, 
the calling program must supply an address 
constant which reflects the virtual storage 
assignments of the calling program, so the 
reenterable routine may obtain data storage 
that is unique to the user. 

This would ordinarily imply that a pro­
gram that calls a reenterable routine knows 
all address constants which might be 
required within the hierarchy of reenter­
able programs. To minimize this clerical 
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burden, a prototype control section is 
defined for use by reenterable programs to 
sinlplify the handling of address constants 
and working storage. The format is: 

r--'- -- - --T--------T----------------------, 
IName I Operation I operand I 
• --------t---------t----------------------~ 
IA symbollPSECT lone or more attribute I 
I I Inames, or blank I l ________ ~ _________ ~ ______________________ J 

The contents of a prototype section are 
identical in every respect with those of a 
control section (CSECT). However, on link­
age to the reenter able routine, a copy of 
the contents of the prototype section is 
m~de and then assigned to virtual storage 
locations within the domain of the calling 
program. 

A reenterable program is then free to 
assemble all its working storage and 
address constants within a prototype sec­
tion, and the user need not know any of the 
internal requirements of the routine he 
calls. 

Communication of prototype section 
information is accomplished through use of 
the R-type address constant (see Section 
~). 

The operand field may be used to assign 
attributes to a prototype section. 

EXTERNAL DUMMY SECTIONS 

External dummy sections allow the pro­
grammer to define work area requests for 
several different programs and, at execu­
tion time. combine these requests into one 
block of storage accessible to each pro­
gram. several different programs may be 
assembled together, each with one or more 
external dummy sections. After the loader 
has processed these programs, the program­
mer, having issued a GETMAIN macro instruc­
tion, can dynamically allocate storage for 
the dummy sections in one block. External 
dummy sections are defined through the use 
of a Q-type DC instruction in combination 
with a DXD or a DSECT instruction. In or­
der to allocate the correct amount of 
storage when the program is executed, the 
programmer must use the CXD instruction, 
described in Section 5. within one of the 
programs. 

ATTRIBUTES OF CONTROL SECTIONS 

To facilitate dynamic linkage and load­
ing within TSS, it is often necessary to 
indicate that certain attributes are 

characteristic of the data or instructions 
within a control section. One or more of 
the following operands may be used in 
CSECT, PSECT, or COM statements to indicate 
which attributes are to be assigned to the 
section: 

PUBLIC - Section contains shared pub­
lic data or instructions • 

READONLY - Section contains instructions 
or data that are never 
modified. 

VARIABLE - Length of section may vary 
during program execution. 

PRVLGD 

SYSTEIol 

- When section is aSSigned 
space by loader, a protection 
key is to be assigned to it; 
only privileged system ser­
vice routines have read or 
write access to it. 

- Section may contain entry 
points to system subroutines 
whose entry point names begin 
with SYS. 

Attributes may be specified singly or in 
combination, where meaningful. If a sec­
tion is interrupted and resumed, as 
described above under CSECT, the final set 
of attributes for the section 1s determined 
by combining the attributes which a~~ear on 
each of the various CSECT, PSECT, or COM 
statements. If no attributes are speci­
fied, the section is defined as a standard 
control, prot9type, or common section. 

SYMBOLIC LINKAGES 

Symbols may be defined in one program 
and referred to in another, thus effecting 
symbolic linkages between independently 
assembled programs. The linkages can be 
effected only if the assembler is able to 
provide information about the linkage sym­
bols to the dynamic loader, which resolves 
these linkage references at load time. The 
asseabler places the necessary information 
in the control dictionary on the basis of 
the linkage symbols identified by the ENTRY 
and EXTRN instructions. Note that these 
symbolic linkages are described as linkages 
between independent assemblies. more s~e­
cifically, they are linkages between inde­
pendently assembled control sections. 

In the program where the linkage symbol 
is defined (i.e., used as a name). it must 
also be identified to the assembler Cy the 
ENTRY assembler instruction. It is identi­
fied as a symbol that names an entry point, 
which means that another program will use 
that symbol to effect a branch operation or 



,; data reference. The assembler places 
i I. i!, i nf onnat ion in t he control dictionary. 

Similarly, the program that uses a sym­
tft>l defined in some other prograu: must 
Jdentify it by the EXTRN asseml:ler instruc-
1 ion. It is identified as an externally 
d.·t illed symbol (that is, defined in another 
r;roqram) that is used to effect linkage to 
til<' pfJint. of definition. The assembler 
I,L'ef's thi!! information in the control 
dictionary. 

Another way to obtain symbolic linkages 
1:; by using the V-type address constant. 
-lJdtd Df'finition Instructions· in section 5 
c(lllt.ains the details pertinent to writing a 
v- t ype addn~ss constant. It is sufficient 
here to note that this constant may be con­
~; u1<>red an indirect linkage point. It is 
created from an externally defined symbol, 
but t.hat symbol does not have to be identi­
fIed by an EXTRN statement. The V-type 
address constant may be used for external 
branch references (that is, for effecting 
branches to other programs) or for external 
dilta references. 

!'NTRY --- Identify Entry Point Symbol 

The ENTRY instruction identifies linkage 
symbols t.hat are defined in this program 
Lut may be used by some other Frogram. The 
length attribute of an external symbol is 
1. The format of the ENTRY instruction 
!:>tatement is: 

r------T---------T------------------------, 
/Name IOperationloperand I 
~-----t---------t-,------------------.. 
IBlanklENTRY lone or more relocatable I 
I I lor absolute symt:ols, I 
I I Iseparated by commas, that I 
I I lalso appear as statement I 
1 1 I names I l ______ J. _________ J. ____________________ J 

The symbols in the ENTRY operand field 
may be used as operands by other programs. 
An ENTRY statement operand may not contain 
d symbol defined in a dummy section. The 
follOwing example identifies the statements 
named SINE and COSINE as entry pOints to 
the program. 

(------T--------T------------------------, 
IName IOperationloperand I 
t-----t---------t------------------------I 
I I ENTRY I SINE, COSINE I l _____ J. _________ J. _________________________ J 

If the ENTRY statement appears within a 
named CSECT, PSECT, or named common sec­
tion, all the operands appearing in the 
ENTRY statement are associated with the 
name of the section. These entry names may 
then be referenced with R-type address con­
stants in other programs. 

Note: The ENTRY statement may not aFpear 
in a DSECT, unnamed common section, or an 
unnamed control section. 

Note: The name of a control section cannot 
be identified by an ENTRY instruction. The 
assembler automatically places information 
on control section names in the control 
dictionary. Multiple declarations of the 
same ENTRY name, either through duplicate 
ENTRY statements or duplication of an 
operand within an ENTRY statement, do not 
cause multiple definitions to be entered in 
the output program module. 

Note: An operand of an ENTRY statement 
must appear in the name field of another 
statement, however, a symbol declared in an 
ENTRY statement may not be the name of an 
EQU statement if the EQU contains an 
externally defined symbol in its operand 
field. Under this rule, the following code 
is incorrect: 

r-------T---------~------------------------, 
IName IOperationlOperand I .----f----f----------------t 
I I ENTRY IA I 
I IEXTRN IX I 
IA IEQO IX I L-___ 4-________ 4-_______________________ J 

EXTRN -- Identify Bxternal Symbol 

The EXTRN instruction identifies linkage 
symbols that are used by this prograa but 
defined in some other program. Each 
external symbol must he identified, this 
includes symbols that name control sec­
tions. The length attribute of an external 
symbol is 1. This is the format of the 
EXTRN instruction statement: 

r-----T--------~------------------------, 
IName I operation I Operand I 
~-----+--------+----------------------.. 
IBlanklEXTRN lOne or more relocatable I 
I I I symbols , separated by I 
I I I cqlllDlas I L _____ ~ _________ J.-________________________ J 

The symbols in the operand field may not 
appear as names of statements in this pro­
gram. The following example identifies 
three external symbols that have been used 
as operands in this program but are defined 
in some other program. 

r-----T---------~------------------------, 
IName I Operation I operand I 

~-----+---------t-------------------------i I I EXTRN IRATEBL,PAYCALC,WITBCALC I L _____ J. _________ J. _________________________ J 

An example that employs the EXTRN 
instruction appears under -Addressing 
External Control Sections,- below. 
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Notes: 

(}) Symbols appearing in the operand 
field of a v-type or R-type address 
constant need not be defined by an 
EXTRN statement. 

(2) When external symbols are used in an 
expression, they may not be paired; 
each must be considered as having a 
unique relocatability attribute. 

Adlreas;i.nq External control Sections 

A common way for a prograE to link to an 
external control section is to: 

1. Create a V-type address constant with 
the name of the external symbol. If 
the external control section is reen­
terable, create an R-type constant 
~ith the name of toe external symbol. 

2. Load the constants into general regis­
ters and branch to the control sec­
tion. via the register containing the 
V-type address constant. 

For example, to link to the control sec­
tion named SINE, this coding might be used: 

r-------T--------~----------------------l I Name loperationloperand I 
~--------t---------t----------------------i I MUNPROG I CSECT 1 I 
I BEGIN IBASR 12,0 I 
I I USING ,.,2 I 
I I . I I 
I I . I I 
I IL Ill.RCON I 
IlL 115 • VCOR I 
I I BASR 1111, 15 I 
I I . I I 
I I . I I 
IRCON IDC IRISINE) I 
IVCON I DC IV(SINE) I 
I I END I BEGIN I L-_______ ~ _________ ~ _____________________ _J 

To use an external symbol naming data, 
the programmer: 

1. Identifies the external symbol with 
the EXTRN instruction and creates an 
address constant from the symbol. 
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2. Loads the constant into a general reg­
ister and uses the register for base 
addressing. 

For example, to use an area named 
RATETBL. which is in another control sec­
tion, this coding ~ight be used: 

r-------~---------T----------------------, 
I Name I Operation 1 operand I 
~--------t---------t----------------------i I MAINPROG 1 CSECT I I 
I BEGIN I BASR 12 , 0 I 
I I USING ,.,2 I 
I I . I I 
I I . I I 
I I EXTRN I RATETBL I 
1 I • I I 
I I . I I 
I ,L 14, RATEADDR I 
I I USING IRATETBL,4 I 
I fA 13. RATETBL I 
I I . I I 
I I . I I 
I RATEADDR I DC I A (RATETBL) I 
I lEND I BEGIN I L _______ ~ _________ ~ ___________________ ~ 

Alternatively, a V-type address constant 
mAy be used to refer to externally named 
data: 

r-------~--------~----------------------, I Name I Operation I Operand I 
~--------+---------t----------------------i I MAINPROG I CSECT I I 
IBEGIN I SASR 12,0 I 
I I USING ,. , 2 I 
I I . I I 
I I . I I 
I I L 14. RATEADDR I 
I I USING IRATETAB,4 I 
I I A 13, RATE I 
I I • I I 
I I . I I 
I RATEADDR I DC I V(RATETBL) I 
IRATETAB IDSECT I I 
I RATE I DB I F I 
I I END I BEGIN I L-_______ ~ _________ ~ ______________________ J 



This section discusses coding of the 
machine instructions represented in the as­
::embler language. The functions of each 
machine instruction are discussed in Prin­
ciples of Operation. ---

. MACHINE INSTRUCTION STATEMEN£S 

Machine instructions may be represented 
symboli.cally as assembler language state­
ments. The symbolic format of each varies 
according to·the actual machine instruction 
format, of which there are five: RR, RX, 
RS, 51, and 55. Within each basic format, 
further variations are possible. 

The symbolic format of a machine 
Instruction is similar to, but does not 
duplicate, its actual format. A mnemonic 
()peration code is written in the operation 
field; one or more operands are written 
ill the operand field. Comments may be 
dPpendcd to a machine instruction state­
flh'nt, as explained in Section 1. 

Any machine instruction statement may be 
named by a symbol that other assembler sta­
tements can use as an operand. The value 
attribute of the symbol is the address of 
the leftmost byte aSSigned to the assembled 
instruction. The length attribute of the 
symbol depends on the basic instruction 
format: 

!3asic Format 
RR 
RX 
RS 
SI 
SS 

Length Attribute 
2 
4 
4 
4 
6 

Instruction Alignment and Checking 

All machine instructions are aligned 
automatically by the assembler on halfword 
boundaries. If any statement that causes 
information to be assembled requires align­
ment, the bytes skipped are filled with 
hexadecimal Os. All expressions that spe­
cify storage addresses are checked to 
ensure that they refer to appropriate boun­
daries for the instructions in which they 
are used. Register numbers are also 
checked to make sure that they specify the 
proper registers: 

SECTION 4: MACHINE INSTRUCTIONS 

1. Floating point instructions must spe­
cify floating point registers 0, 2, 4, 
or 6. 

2. Doutle-shift, fullword multiply, and 
diVide instructions must specify an 
even-numbered general register in the 
first operand • 

OPERAND FIELDS AND SUBFIELDS 

Some symbolic operands are written as a 
single field; other operands are written as 
a field followed by one or two subfields. 
For example, addresses consist of the con­
tents of a base register and a displace­
ment. An operand that specifies a base and 
displacement is written as a displacement 
field followed by a base register sutfield, 
as 40(5). In the RX format, both an index 
register subfield and a base register sub­
field are written as 40(3,5). In the SS 
format, both a length subfield and a base 
register subfield are written as 40(21,5). 

Two types of addressing formats for RX, 
RS, SI, and SS instructions are shown in 
Appendix B. In each case, the first type 
shows the method of specifying an address 
explicitly, as a base register and dis­
placement. The second type indicates how 
to specify an implied address as an 
expression. 

For example, a load multiple instruction 
(RS format) may have either of these sym­
tolic operands: 

Rl,R3,D2(B2) - explicit address 
Rl,R3,S2 - implied address 

While D2 and B2 must be represented by 
absolute expressions, S2 may be represented 
ty either a relocatable or an absolute 
expression. 

To use implied addresses, these rules 
must be observed: 

1. The base register assembler instruc­
tions (USING and DROP) must be used. 

2. An explicit base register designation 
must not accompany the implied 
address. 

For example, assume that FIELD is a 
relocatable symbol which has been assigned 
a value of 7400. Assume also that the as­
sembler has been notified (by a USING 
instruction) that general. register 12 cur-
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rently contains a relocatable value of 4096 
and is available as a tase register. The 
following example shows a machine instruc­
~ion statement as it would be written in 
assembler language and as it would be 
ass<>rnbled. Note that the val.ue of D2 is 
the difference between 7400 and 4096, and 
thdt X2 is assembled as 0, since it was 
omi ~terL The assembled instruction is pre­
sented in hexadecimal: 

l\~,selllbler statement: 

4,FIELD 

I\s~;embled instruction: 

01" Code Rl X2 B2 D2 
~O 4 0 C CE8 

An address may be specified explicitly 
as a base register and displacement (and 
index register for RX instructions) by the 
tormats shown in the first column of Table 
1. The address may be specified as an 
implied address by the formats shown in the 
l;econd column. observe that the two 
:;to[d'lC addresses required by the SS 
in~jtructiom; are presented separately; a.n 
implied address may be used for one and an 
explicit address for the other. 

Table 1. Details of Address Specification 
r----T----------------T-------------------, 
ITypelExplicit Address I Implied Address 1 
~----t----------------+-------------------i 
IHX ID2(X2,B2) IS2(X2) I 
I ID2(0,B2) 152 I 
IRS ID2(B2) 152 I 
lSI 100(Bl) 151 I 
ISS ID1(L1,Bl) ISUU) I 
I IDUL,BU ISHU I 
1 ID2(L2,B2) IS2(L2) I l ____ ~ ________________ ~ ___________________ J 

A comma must be written to separate 
opprdnds. Parentheses must be written to 
enclose subfields, and a comma must be 
written to separate two subfields within 
pdrentheses. When parentheses are used to 
PDclose one subfield and the subfield is 
omitted, ~he parentheses must be omitted. 
In the case of two subfields that are 
~,eparated by a comma and enclosed by paren­
theses, these rules apply: 

1. If both subfields are omitted, the 
separating comma and the parentheses 
must also be omitted. 

L 2,4IH4,S) 
L 2.FIELD (implied address) 

2. If the first subfield in the sequence 
is omitted, the comma that separates 
it from the second subfield is writ­
ten; the parentheses must also be 
Written. 
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MVC 32(16,5),FIELD2 
MVC BETA(,5),FIELD2 (implied 
length) 

L 2,48(,5) (omitted index register) 

3. If the second subfield in the sequence 
is omitted, the comma that separates 
it from the first subfield must be 
omitted; the parentheses must ce 
written. . 

MVC 32(16,5),FIELD2 
MVC FIELD1(16),FIELD2 (implied 
address) 

Fields and subfields in a symbolic 
operand way be represented either by abso­
lute or by relocatable expressions, depend­
ing on what the field requires. (An ex­
pression is defined as consisting of one 
term or a series of arithmetically combined 
terms.) Refer to Appendix B for a detailed 
description of field requirements. 

Note: Blanks may not appear in an operand 
unless provided as characters in a charac­
ter self-defining term or a character lit­
eral; blanks may not intervene between 
fields and the comma separators, between 
parentheses and fields, etc. 

LENGTHS -- EXPLICIT AND IMPLIED 

The length field in SS instructions can 
be explicit or implied. To imply a length, 
the programmer omits a length field from 
the operand. The omission indicates that 
the length field is either: 

1. The length attribute of the expression 
specifying the displacement, if an 
explicit base and displacement have 
been written. 

2. The length attribute of the expression 
specifying the effective address, if 
the base and displacement have teen 
implied. 

In either case, the length attribute for 
an expression is the length of the leftmost 
term in the expression. 

By contrast, an explicit length is writ­
ten by the programmer in the operand as an 
absolute expression. The explicit length 
overrides any implied length. 

Whether the length is explicit or 
implied, it is always an effective length. 
The value inserted into the l.ength field of 
the assembled instruction is one less than 
the effective length in the machine 
instruction statement. 



Note: If a length field of 0 is desired. 
fo;::- use with an execute (EX) machine 
inst.ruction. the length may be stated as O. 

To summarize, the length required in an 
SS instruction may be specified explicitly 
by the formats shown in the first column of 
Table 2. or may be implied by the formats 
shown in the second column. Observe that 
the two Itmgths required in one of the S5 
i nstruct.ion formats are presented separate­
ly. An implied length may be used for one 
and an explicit length for the other. For 
t.he 5S instruction format, which requires a 
~ingle length field (L), the implicit 
length used is that of the first operand. 

Table 2. oetails of Length Specification 
in S5 Instructions 

r------------------T----------------------1 I Explicit Length I Implied Length I 
~------------------+----------------------i I D1(Ll,Bll I Dl(,Bl) I 
I SHLl) I Sl I 
I 01 (L,BU I OlC ,B11 I 
I SULl I 51 I 
I D2(L2,B2) 1 02(,B2) I 
I S2(L2) I S2 I L-_________________ ~ ______________________ J 

MACHINE INSTRUCTION MNEMONIC CODES 

The mnemonic operation codes are 
easily remembered for indicating the 
junctions of the instructions. The 
Ilorma] format of the code is shown 
lJolow; the items in brackets are not 
llf'cessarily present in all codes: 

VerblModifierl (Data Type) (Machine Pormat) 

The verb, which is usually one or two 
characters, specifies the function IA 
represents Add, and MV represents Move). 
The function may be further defined by a 
mOdifier (modifier L indicates a logical 
function, as in AL for Add Logical). 

Mnemonic codes for functions ipvolving 
data usually indicate the data types by 
letters that correspond to those for the 
data types in the DC assembler instruction 
(see Section 5). Furthermore, letters U 
and W have been added to indicate sbort and 
long unnormalized floating-point opera­
tions, respectively. For example, AS indi­
cates Add Normalized Short, whereas AU 
indicates Add Unnormalized Short. Where 
applicable. fullword fixed-point data is 
implied if the data type is omitted. 

The letters R and I are added to the 
codes to indicate, respectively, RR and SI 
machine instruction formats. Thus, AER 
indicates Add Normalized Short in the RR 
format. Functions involving character and 
decimal data types imply the S5 format. 

~ACHINE INSTRUCTION EXAMPLES 

The examples that follow are grou~ed 
according to machine instruction format. 
They illustrate the various symbolic 
operand formats. All symbols employed in 
the examples must be assumed to be defined 
elsewhere in the same assembly. All sya­
boIs that specify register numbers and 
lengths must be assumed to be equated else­
where to abSOlute values. 

Implied addressing. control section 
addressing. and the function of the USING 
assembler instruction were considered, 
together with examples of coding sequences, 
earlier in this section, under ·Program 
Sectioning and Linking- and -Base Register 
Instructions.-

RR Format 

r-------,.------~ "1 
I Hame I Operation I Operand I .,..------t--------+-------------t 
IALPHAl ILR 11,2 I 
I ALPHA 2 ILR IREG1,REG2 I 
I BETA ISPM 115 I 
IGAMM1 ISVC 1250 I 
'GAMMA2 I SVC I TEN I L-______ -4______ , ________________ ----J 

The operands of ALPHA1, BETA, and GAMMAl 
are decimal self-defining values, which are 
categorized as absolute expressions. The 
operands of ALPHA2 and GAMMA2 are symbols 
that are equated else~ere to absolute 
values. 

RX Format 

r-------~--------~----------------------l lName I Operation I Operand I 
~--------t---------+---------------------_i 
IALPBAl IL 11,39(4,10) I 
I ALP BA 2 IL .IRBG1,39{4,TBN) I 
IBETAl IL 12, ZETA(4} I 
IBETA2 IL IREG2,ZETACREG4) I 
I GAMMA 1 I L 12, ZETA I 
I GAMMA 2 IL I REG2, ZETA I 
I GAMMA 3 IL 12,=F'lOOO' I 
ILAMBDAl IL 13,20(0,5) I l ________ ~ ________ L ______________________ J 

Both ALPHA instructions specify ex~licit 
addresses; REGl and TEN are absolute sym­
bols. Both BETA instructions specify 
implied addresses, and both use index regi­
sters. Indexing is omitted from the GAHMA 
instructions. GA~MAl and GAMMA2 specify 
implied addresses. The second operand of 
GAMMA3 is a literal. LAMBDAl specifies no 
indexing. 
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RS Format 

r--------T---------T----------------------, 
IName I Operation I operand I 
t--------+---------+----------------------~ 
IALPHA1 IBXH 11,2,20(14) I 
I ALPHA2 1 BXH t REG1. REG2. 20 (REGD) 1 
IALPHA3 IBXH IREG1,REG2,ZETA I 
IALPliA41SLL IREG2,lS I 
/ALPHAS ISLL IREG2,0(lS) I L ________ .1. _________ .1. ______________________ .1 

WhiJ e ALPHAl and ALPHA2 specify explicit 
addresses, ALPHA3 specifies an implied 
address. ALPI:IA4 is a shift instruction, 
shifting the contents of REG2 left 15 bit 
positions. ALPHAS is a shift instruction, 
Uhitt.ing the contents of REG2 left by the 
value contained in general register 15. 

r--------T---------T----------------------, I Name I Operation I Operand I 
t--------t---------+----------------------~ 
PH,PHAl ICLI 140 (9).X'40· I 
IALPHA2 ICLI 140(REG9),TEN I 
I BEl' A1 I CLI I ZETA, TEN I 
IBETA2 iCLI IZETA,C'A' I 
IGAHMAl 1510 140(9) I 
I GAMMA 2 ISIO 10(9) I 
1 GAMMA 3 1510 140 (0) I 
1 GAMMl,4 1510 I ZETA I l ________ .1. _________ J. ______________________ J 

The ALPHA instructions and GAMMAI-GAMMA3 
specify explicit addresses; the BETA 
instructions and GAMMA4 specify implied 
addresses. GAMMA2 specifies a displacement 
of O. GAMMA3 does not specify a base 
regl~Jter . 

S5 }o'ormat 

r--------T---------T----------------------l I Name I Operationloperand I 
~-------t---------t----------------------~ 
IALPHAl lAP 140 (9,S),30{6,7) I 
I ALPHA 2 lAP 140CNINE.REG8).30{L6,7)I 
IALPHA3 1 AP I FIELD2 ,FIELDl I 
IALPHA4 lAP IFIELD2(9),FIELD1(6} I 
I BETA lAP IFIELD2(9),FIELDl I 
IG~MMA1 IMVC 140(9,8),30(7) I 
I GAMMA 2 IMVC 140 (NINE,REG8),DEC(7) I 
I GAMMA) IMVC IFIELD2,FIELDl I 
I GAMMA 4 IMVC IFIELD2(9).FIELD1 I l ________ L _________ .1. ______________________ J 

ALPHA1, ALPHA2, GAMMA1, and GAMMA2 spe­
cify explicit lengths and addresses. 
ALPHA3 and GAMMA3 specify both implied 
length and implied addresses. ALPHA4 and 
GAMMA4 specify explicit length and implied 
addresses. BETA specifies an explicit 
length for FIELD2 and an implied length for 
FIELDl; both addresses are implied • 
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EXTENDED MNEMONIC CODES 

For the convenience of the progra~mer, 
the assembler provides extended mnemonic 
codes, which allow conditional branches to 
be specified mnemonically, as well as 
through the use of the BC and BeR machine 
instructions. These extended ~nemonic 
codes specify both the machine branch 
instruction and the condition on which the 
branch is to occur. The codes are not part 
of the universal set of machine instruc­
tions, but are translated by the assembler 
into the corresponding operation and condi­
tion combinations. 

The allowable extended mnemonic codes 
and their operand formats are shown in 
Figures 4 and 5, together with their 
machine instruction equivalents. All 
extended mnemonics in Figure 4 are for 
instructions in the RX format. Figure 5 
shows the extended mnemonics for instruc­
tions in the RR format. Note that the only 
difference between the operand fields of 
the extended mnemonics and those of their 
~achine instruction equivalents is the 
absence of the Rl field and the corrma that 
separates it from the rest of the operand 
field. The extended mnemonic list for the 
RX format. like the machine instruction 
list. shows explicit address formats only. 
Each address can also be specified as an 
implied address. 

In the following examples, which 
illustrate the use of extended mnemonics. 
it is to be assumed that the symbol GO is 
defined elsewhere in the program. 

r-----T---------T-------------------------, 
IName IOperationloperar.d I 
.-----+---------t-------------------------~ I IB 14 0(3,6) I 
I IB 14 0(0,6) I 
I lBL IGOO) I 
I IBL IGO I 
I tBR 14 I 
I IBER 13 I L _____ .1. _________ .1. ________________________ -" 

The first two instructions specify an 
unconditional branch to an explicit 
address. The address in the first case is 
the sum of the contents of base register 6, 
the contents of index reqister 3, and the 
displacement 40; the address in the second 
instruction is not indexed. The third 
instruction specifies a branch on low to 
the address implied by GO as indexed by the 
contents of index register 3; the fourth 
instruction does not specify an index reg­
ister. The fifth instruction is an uncon­
ditional branch to the address contained in 
register 4. The last instruction sfecifies 
a branch on equal to the address contained 
in register 3. 



r----------------------T---------------------------------------T-------------------------, I Extended Code I Meaning I Machine-Instruction I 
t---------------------t---------------------------------------t-------------------------i I B D2(X2,B2) I Branch Unconditional I BC 15,D2(X2,B2) I 
I NOP D2(X2,B2) I No Operation I BC O,02(X2.B2) I 
t---------------------~---------------------------------------L-------------------------i I Used After Compare Instructions I 
~---------------------T---------------------------------------~------------------------i I BH D2(X2.B2) I Branch on H1gh I BC 2,02(X2.B2) I 
I DL DLfX2,B2) I Branch on Low I BC 4.02(X2,B2) I 
I Ll~: lJ2(X2,B2) I Branch on Equal I Be 8,02(X2,B2) I 
I BNtI D2(X2,B2) I Branch on Not High I Be 13,D2(X2,B2) I 
I BNL D2(X2,B2) I Branch on Not Low I BC 11.02(X2.B2) I 
I BNE D2(X2,B2) I Branch on Not Equal I Be 7,02(X2.B2) I 
~---------------------~---------------------------------------L-------------------------i I Used After Arithmetic Expressions I 
r---------------------T---------------------------------------T------------------------~ I BO D2(X2,B2) I Branch on qverflow I BC 1,02(X2,B2) I 
I BP D2 (X2,B2) I Branch on Plus I Be 2,D2(x2,B2) I 
I BM D2 (X2, B2) I Branch on Minus I BC 4, D2 (X2 ,B2) I 
I BZ D2(X2.B2) I Branch on Zero I BC 8,D2(X2,B2) I 
I BNM D2 (X2, B2) I Branch on Not Minus I Be 11,02 (X2, B2) I 
I BNO D2(X2,B2) I Branch on No O'verflow I Be 14,D2(X2.B2) I 
I BNP D2(X2,B2) I Branch on Not Plus I BC 13,D2(X2,B2) I 
I BNZ D2(X2,B2) I Branch on Not Zero I Be 7,D2(X2.B2) I 
t---------------------~---------------------------------------~----------------------~ I Used After Test Under )4ask Instructions I 
t---------------------~--------------------------------------T-------------------------i I BO D2(x2,B2) I Branch if Ones I Be 1,D2(X2,B2) I 
I BM D2(X2,B2) I Branch if Mixed I BC 4.D2(X2,B2) I 
I BZ D2(X2,B2) I Branch if Zeros I Be 8,02(X2,B2) I 
I BNM D2(X2.~2) I Branch on Not Mixed I Be 11,D2(X2,B2) I 
I BNO D2(X2,B2) I Branch on Not Ones I BC 14,D2(X2,B2) I 
I BNZ D2(X2,B2) I Branch on Not Zeros I Be 7,D2(X2,B2) I l _____________________ ~ _______________________________________ ~ ________________________ _I 

"'igure 4. Extended Mnemonic Codes (RX format) 
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r-----------------------T---------------------------------T-----------------------------, I Extended code I Meaning I Machine-Instruction I 
r-----------------------t---------------------------------+-----------------------------i 
I BR R2 I Branch Unconditional I BCR 15,R2 1 
I NOPR R2 I No Operation I BCR O,R2 I 
~.-----------------------..L--------------------------------..L----------------------------i I u,.;ed After CODipare Instructions I 
t-----------------------T---------------------------------T-------------------------~ I BHR R2 I Branch on High I BCR 2,R2 I 
I BLR R2 I Branch on Low I HCR II, R2 I 
I Elt:R R.: I Branch on Equal I BCR 8,R2 I 
I lINIfR R2 I Branch on Not High I HCR '.3, R2 I 
I BNLR R2 I Branch on Not Low , BCR 11, R2 I 
I BNEH R2 I Branch on Not Equal I BCR 7,R2 I • _______________________ ..L _____________________________ ----..l.-----------------------------i 
I Used After ArithDietic Expressions I 
t-----------------------T-------------------------------T----------------------------i I BOR R2 I Branch on Overflow I BCR 1,R2 I 
I BPR R2 I Branch on Plus I BCR 2,R2 I 
I BMR R2 I Branch on Minus I BeR II,R2 I 
I BZR R2 I Branch on Zero I BCR 8,R2 I 
I BNMR R2 I Branch on Not Minus I BCR 11,R2 I 
I BNOR R2 I Branch on No Overflow I BCR 111,R2 I 
I BHPR R2 I Branch on Not Plus I BCR 13,R2 I 
I BNZR R2 I Branch on Not Zero I BCR 7,R2 I 
t-----------------------..L---------------------------------..L----------------------------i I Used After Test Under Mask Instructions I 
t-----------------------T--------------------------------~-----------------------------i I BOR R2 I Branch if Ones I BCR 1, R2 I 
I BMR R2 I Branch if Mixed I BCR 4,R2 I 
I BZR R2 I Branch if Zeros I BCR 8, R2 I 
I BNMR R2 I Branch on Not Mixed I BCR 11,R2 I 
I BNOR R2 I Branch on Not Ones I BCR 14, R2 I 
I BNZR R2 I Branch on Not Zeros I BCR 7,R2 I l _______________________ ..L ________________________________ ~ ___________________________ _J 

Figure 5. Extended MneDionic Codes (RR format) 
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Just as machine instructions request the 
computer to perform a sequence of opera­
tions during program execution time, so as­
sembler instructions request the assembler 
t.o perform certain operations during the 
assembly. Assembler instruction state­
ments, in contrast to machine instruction 
statements. do not always cause machine 
instructions to be included in the 
assembled program. Some, such as DS and 
DC, generate no instructions but do cause 
storage areas to be set aside for constants 
and other data. Others, such as EQU and 
SPACE, are effective only at assembly time; 
they generate nothing in the assembled pro­
gram and have no effect on the location 
counter. 

This is a list of all the assembler 
instructions: 

Symbol Definition Instruction 
EQU - Equa te symbol 

Data Definition Instructions 
DC 
OS 
DXD 
CXD 

- Define constant 
Define storage 

ccw -

Define external dummy section 
Cumulative length external dummy 
section 
Define channel command word 

• Program Sectioning and Linking 
Instructions 
START 
CSECT 
DSECT 
ENTRY 
EXTRN 
COM 

- Start assembly 

PSECT -

Identify control section 
Identify dummy section 
Identify entry point symbol 
Identify external symbol 
Identify blank common control 
section 
Identify prototype section 

• Base Register Instructions 
USING - Use base address register 
DROP - Drop base address register 

• Discussed earlier in this section 

Listing Control Instructions 
TITLE - Identify assembly output 
EJECT - Start new page 
SPACE - Space listing 
PRINT - Print optional data 

Program Control Instructions 
ICTL - Input format control 
ISEQ - Input sequence checking 
ORG - Set location counter 
LTORG - Begin literal pool 
CNOP - Conditional no operation 
COPY - Copy predefined source coding 
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END - End assembly 
PUNCH - Punch card 
REPRO - Reproduce following card 

SYMBOL DEFINITION INSTRUCTION 

EOU -- Equate Symbol 

The EQU instruction defines a symbol by 
assigning to it the attributes specified in 
the operand fields. The format of the EQU 
instruction statement is: 

r----------T--------~------------------__, I Name I Operation I Operand J 
~----------+--------_+--------------------i 
\Symtol, I EOU I previously defined I 
I variable I Isymbol,length,type I 
lsymbol, orl I I 
I blank I I I L __________ ~ _________ ~ __________________ __J 

The symbol in the name field is option­
al; if it is omitted, the statement is 
treated as a comment. A variable symbol is 
valid in the name field; it is possible to 
code . 

'NAME EQU • 

where 'NAME is undefined. 

The first operand may be absolute 
(including negative). relocatable, or com­
plex. Symbols in this field must be pre­
viously defined. This operand may not be 
omitted unless the name field is also 
omitted. 

The second operand specifies an explicit 
length attribute. It consists of any abso­
lute integer expression with a value from 1 
to 65535, or a 1 -.2 byte self-defining 
term (hex, character, or binary). 

The third operand specifies an explicit 
type attribute. It consists of any abso­
lute integer expression with a value from 0 
to 255, or a I-byte self-defining term 
(hex, character, or binary). 

The symbol in the name field is given 
the attributes explicitly specified by the 
second and third operands. If the second 
operand is omitted. the symbol in the name 
field will receive the length attribute of 
the first operand. If the first operand 
consists of an absolute value, the length 
attribute of the symbol is 1: otherwise, 
the length attribute is that of the left­
nost (or only) term of the first operand. 
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If the type attribute is omitted, the 
symbol's type attribute is assigned a6 U 
(undefined) . 

TlIp vdlue attribute of the symbol in the 
name tield is the value of the first 
opeJ:and. 

No~~: The Recond and third operands are 
optional; if they are specified, they must 
be written in the order shown above. If 
the length attribute is omitted, and the 
type attribute is specified, a co~~a must 
be used to indicate the missing operand. 

The EQU instruction equates symbols to 
regist.er numbers. immediate data, and other 
arbitrary values. These examples illus­
t_rat.e how this might be done: 

r-----T---------T-------7-----------------, 
IName IOperation\Operand I 
t-----+---------+-------------------------i 
IREG2 IEQU 12 (general register) I 
I TEST I EQU I X' 3F' (ilDmediate data) I l _____ L _________ ~ _________________________ J 

In the following example, LENGTH is 
equated to EXP2. The length attribute is 
explicitly specified as 8, overriding the 
length attribute of EXP2. TYPE is equated 
to EXP3J the type attribute is C (charac­
ter). DEFAULT is equated to VALUE. 
Because the second and third operands are 
omitted. the length and type attributes are 
determined by the attributes of VALUE. 

r-------T---------T-----~-----------------, 
IName loperationloperand I 
~-------+---------+-----------------------i 
/LENGTH IEQU IEXP2,8' t 
,TYPE I EOO I EXP3" CtC' I 
I DEFAULT I EQU I VALUE I l _______ L _________ L ______________________ _J 

To reduce programming time, the program­
mer can equate symbols to frequently used 
expressions, and then use the symbols as 
operands instead of the expressions. Thus, 
in the statement: 

r-----~--------T-------------------------, 
IName IOperationloperand I 
~-----+---------+-------------------------i 
IFIELD\EQU IALPHA-BETA+GAMMA I l _____ L _________ ~ ________________________ _J 

FIELD is defined as ALPHA-BETA+GAMMA and 
may be used in place of it. However, 
ALPHA, BETA, and GAMMA must have been pre­
viously defined. 

DATA DEFINITION INSTRUCTIONS 

The five data definition instruction 
statements are: define constant (DC), 
define storage (OS>, define external dummy 
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section (OXD>. cumulative length external 
dummy section (CXD), and define channel 
command word (CCW). They are used tc: (a) 
enter data constants into storage, (b) 

define and reserve areas of storage, (c) 
define storage for external dummy sections, 
td) specify the cumulative length for 
external dummy sections, and (e) specify 
the contents of channel command words. The 
statements may be named by symbols so that 
other program statements can refer to the 
fields generated from them. 

Discussion of the DC instruction is more 
extensive than that of the DS or DXD 
instructions, because the DS and DXD 
instructions are written in the san,e format 
as the DC instruction and may specify some 
or all of the information that the DC 
instruction provides. Only the function 
and treatment of the statements vary. 
Therefore, the DC instruction is presented 
first and discussed in more detail than ei­
ther the DS or DXD instructions. 

DC -- Define Constant 

The DC instruction provides constant 
data in storage. It may specify one con­
stant or a series of constants, thereby 
relieving the programmer of the necessity 
to write a separate data definition state­
ment for each constant desired. Further­
nore, a variety of constants may be speci­
fied: fixed-point, floating-point, decim­
al. hexadecimal. character, and storage 
addresses. (Data constants are generally 
called constants unless they are created 
from storage addresses, in which case they 
are called address constants.) The format 
of the DC instruction statement is: 

r--------T---------T----------------------, 
I Name I Operation I Operand I 
.--------+---------+----------------------~ 
ISymeol IDC lone or more operands I 
lor blank I lin format descriced I 
I I I below, each separated I 
I I Iby comma I l ________ ~ _________ L ______________________ J 

Each operand consists of four sutfields: 
the first three describe the constant. and 
the fourth provides the constants. The 
second and fourth subfields must be speci­
fied; the first and third are optional. 
Note that more than one constant may be 
specified in the fourth subfield for most 
types of constants. All specified con­
stants must be of the same type; the 
descriptive subfields that precede the con­
stants apply to all of them. No blanks may 
occur within any subfields (unless provided 
as characters in a character constant or a 
character self-defining term), nor may they 
occur between the subfields of an operand. 
Similarly, blanks may not occur between 



operands and the commas that separate them, 
when multiple operands are being specified. 

The subfields of each DC operand are 
written in this sequence: 

1 2 3 4 
Duplication Type Modifiers Constants 

Factor 

Although the constants specified in an 
uperand must have the same characteristics, 
each operand may specify different types of 
constants. For example, in a DC instruc­
tion with three operands, the first operand 
might specify four decimal constants, the 
second a floating-point constant, and the 
t:hird a character constant. 

The symbol that names the DC instruction 
is the name Of the constant (or first con­
stant if the instruction specifies more 
than one). Relative addressing (for 
example, SYMBOL+2) may be used to address 
the various constants if more than one has 
been specified, because the number of bytes 
allocated to each constant can be 
determined. 

The value attribute of the symbol naming 
the DC instruction is the address of the 
leftmost byte (after alignment) of the 
first, or only, constant. The length 
attribute depends on two things: tbe type 
of constant being defined and the presence 
of a length specification. Implied lengths 
are assumed for the various constant types, 
in the absence of a length specification. 
If more than one constant is defined, the 
length attribute is the length in bytes 
(specified or implied) of the first 
constant. 

Boundary alignment also varies according 
to the type of constant teing specified and 
the presence of a length specification. 
Some constant types are only aligned to a 
byte boundary, but the DS instruction can 
be used to force any type of word boundary 
alignment for them. This is explained un­
der -DS -- Define Storage.- Other con­
stants are aligned at various word boun­
daries (half, full, or double) in the 
absence of a length specification. If 
length is specified, no toundary alignment 
occurs for such constants. 

Bytes that must be skipped to align the 
field at the proper boundary are not con­
sidered to be part of the constant. In 
other words, the location counter is incre­
mented to reflect the proper.boundary (if 
incrementing is necessary), before the 
address value is established. Thus, the 
symbol naming the constant will not receive 
a value that is the location of a skipped 
byte. 

Any bytes skipped in aligning statements 
that do not cause information to be 
assembled are not set to hexadecimal O. 
Thus bytes ski~ped to align a statement 
such as DC F'123' are set to hexadecimal 0, 
and bytes skipped to align a statement such 
as DS F are not set to hexadecimal O. 

Information concerning constants, pre­
sented in this section. is summarized in 
Appendix c. 

LITERAL DEFINITIONS: The discussion of 
literals as machine instruction operands 
(in Section 2) referred the reader to the 
description of the DC operand for the 
method of writing a literal operand. All 
subsequent operand specifications are appl­
icable to writing literals; the only dif­
ferences are: 

1. The literal is preceded by an equal 
sign. 

2. Multiple operands may not be 
specified. 

3. The duplication factor may not be O. 

4. S-type address constants may not be 
specified. 

Examples of literals appear throughout 
the remainder of the DC instruction 
discussion. 

Operand Subfield 1; Duplication Factor 

The duplication factor may be omitted. 
If specified, it causes the constants to be 
generated as many times as indicated by the 
factor, which may be specified either by an 
unsigned decimal self-defining term or by a 
positive absolute expression that is en­
closed ty parentheses. All symbols in the 
expression must be previously defined. 

The duplication factor is applied after 
the constant is assembled. A duplication 
factor of 0 is permitted. except in a lit­
eral, and achieves the same result as it 
would in a DS instruction (see -Forcing 
Alignment,· under -DS -- Define Storage,­
later in this section). 

~: If duplication is specified for an 
address constant containing a location 
counter reference, the value of the loca­
tion counter used in each duplication is 
incremented by the length of the constant. 

Operand Subfield 2: Type 

This SUbfield defines the type of con­
stant being specified. From that specifi­
cation, the assembler determines how it 
will interpret the constant and translate 
it into the appropriate machine format. 
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r------T------------------T-------------------------------------------------------------, 
, Code I Type of Constant I Machine Format I 
r------t------------------t-------------------------------------------------------------~ 
I C I Character I 8-bit code for each character I 
I x I Hexadecimal 1 q-bit code for each hexadecimal digit I 
I B I Binary I Binary format I 
I F I Fixed-point I Signed. fixed-Foint binary format; normally a fullword I 
I II I r'ixed-point I Signed, fixed-point binary format: normally a halfword I 
I E I Floating-point I Short floating-point format; normally a fullword I 
I D I Floating-point I Long floating-point format; normally a doubleword I 
I P I Decimal I Packed decimal forn-at I 
I Z I Decimal I Zoned decimal format I 
I 1\ I Adc.ress I Va lue of address; normally a fullword I 
I Y I Ad(;ress I Value of address; normally a halfword I 
I 0 I Address I Base register and displace~ent value; a halfword I 
I U I Address I Space reserved for offset of external dummy section; normal-I 
I I I ly a fullword I 
I V I Address I Space reserved for external symbol addresses; each address I 
I I I normally a fullword I 
I R I Address I Space reserved for address of control section of external I 
I I I syxr.bol; each address normally a fullword I l ______ .l _________________ J. ___ , ______________________________________________________ J 

Figure 6. Type codes for Constants 

The Lype is specified by a single-letter 
code, as shown in Figure 6. 

Further information about these con­
stants is provided in the discussion of the 
constants themselves, under ·Constant,· 
below. 

Operand subfield 3: Modifiers 

Modifiers describe the length in bytes 
desired for a constant (in contrast to an 
implied length), and the scaling and 
exponent for the constant. If multiple 
modifiers are written, they must aFpear in 
this sequence: length, scale, exponent. 
Each is written and used as described in 
thp foll'::>wing text. 

U:NGTH MODIFIER: This is written as Ln, 
where n is either an unsigned decimal value 
or an absolute expression enclosed by 
parentheses. Any symbols in the expression 
must be previously defined. A paired relo­
eatable expression cannot be used in a 
length modifier to form an absolute expres­
sion. The value of n re~resents the number 
of bytes of storage assembled for the con­
stant. The maximum values permitted for 
the length modifiers supplied for the 
various types of constants are summarized 
in Atlpendix c. Also, this appendix indi­
cates the implied length for each type of 
constant; the implied length is used unless 
a length modifier is present. A length 
modifier may be specified for any type of 
constant, but no boundary alignment will be 
provided when a length modifier is given. 

Bit-Length Specification: The bit length 
of a constant is specified cy L.n, where n 
is specified as above and represents the 
number of bits in storage into Which the 

constant is to be assembled. The value of 
n may exceed 8 and is interpreted to mean 
an integral number of bytes plus so ~any 
bits. For example, L.20 is interpreted as 
a length of two bytes plus four bits. 

Assembly of the first (or only) constant 
~ith bit-length specification starts on a 
byte boundary. The constant is placed in 
the high- or low-order end of the field. 
depending on the type of constant being 
specified. The constant is padded or trun­
cated to fit the field. If the assembled 
length does not leave the location counter 
set at a byte boundary, and another cit­
length constant does not follow, the 
remainder of the last byte used is filled 
with Os. This leaves the location counter 
set at the next byte boundary. A fixed­
point constant with a specified bit length 
of 13, as coded, and as it would appear in 
storage. is shown in Figure 7. Note that 
the constant has been padded on the left to 
bring it to its designated 13-bit length. 

A reference to BLCON, with an implied 
length of two bytes, would cause both tytes 
to be referenced. 

When tit-length specification is used in 
association with multiple constants (see 
·Constants,· below), each succeeding con­
stant in the list is assembled, starting at 
the next available bit. Figure 8 illus­
trates this. 

The symbol used as a name entry in a DC 
assembler instruction takes on the length 
attribute of the first constant in the 
list; the implied length of BLMCON in 
Figure 8 is two cytes. 



r-----------------------------------------, 
j~_~d~ I 
I I 
~-----T---------T-------------------------i 
IName I operation I operand I 
t-----+---------+-------------------------~ 
jBLCONIDC IFL.13'S19' I 
1------.1.----------.1.-------------------------f 
I I 
'J!U~l9[,d~ I 
j I 
I bytu byte byte I 

(l;,addlllyl I : 
1 0 001001000011000 I 
i--~-'- I 
I 579 fill I l _________________________________________ J 

Figure 7. Bit-Length Specification 
(Single Constant) 

r-----------------------------------------, 
lAS coded I 
I I 
t-------T--------~------------------------~ 
I Name I Operation I Operand I 
t------t---------t-----------------------i I BLMCONjDC IFL.10'613,21,51' I 
~------.1.---------.1.----------------------i 
I I 
I In storage I 
I I 
Ibyte byte byte byte byte I 
: I I F~n91 padfng I I 
I 10101000010000010101000011100100 I 
I '-"- ~ ----------- '- I 
I 673 21 57 fill I l _________________________________________ J 

Figure 8. Bit-Length Specification (Mul­
tiple Constants) 

If duplication is specified, filling 
occurs once, at the end of the field occu­
pied by the duplicated constants. 

When bit-length specification is used in 
association with multiple operands, assem­
bly of the constants in each succeeding 
operand starts at the next available bit. 
Figure 9 illustrates this. 

Three different types of constants have 
teen specified in Figure 9, one to an 
operand. Note that the character constant 
'AB', which normally would occupy 16 bits, 
is truncated on the right to fit the deSig­
nated lO-bit field. Note that filling 
occurs only at the end of the field occu­
ried by all the constants. 

r-----------------------------------------, 
lAB coded 
I .-------T-----T-------------------- ------1 
IName loper-IOperand I 
/ lationl I 
t-------+-----t---------------------,- -,- -i 
IBLMOCONIDC /FL.1'')' ,CL.I0"AB",XL.14':::4' I 
t-------..L-----.1.---------------------------~ 
/ I 
lIn storage I 
I I 
Ibyte byte byte byte ~jtf I IPaddingl I paddinp I 
I 00010011100000111000000110001000 
I .......... - """"""""- --------------------------
I 9 A C4 fill 
I -..--' 
/ A plus 
I first two 
I bits of B I L _________________________________________ • 

Figure 9. Bit-Length Specification (Mul­
tiple Operands) 

SCALE MODIFIER: This nlodifier is wrlttf:i1 
as Sn, where n is either a decimal value 01_ 

an acsolute expression enclosed by paren­
theses. Any symbol in the expression must 
be previously defined. The decimal self­
defining term or the parenthesized expres­
sion may be preceded by a sign; if none is 
present, a plus sign is assumed. The maxi­
Irum values for scale modifiers are sum­
marized in Appendix C. 

A scale modifier may be used with fixed­
point (F, H) and floating-point (E, D) con­
stants only. It is used to specify the 
desired amount of internal scaling. 

Scale Modifier for Fixed-Point Constants: 
This modifier specifies the power of 2, by 
which the constant must be multiplied aftel~ 
it has been converted to its binary repre­
sentation. Just as multiplication of a 
decimal number by a power of 10 causes the 
decimal point to move, multiplication of a 
binary number by a power of 2 causes the 
tinary point to move. This multiplication 
has the effect of Iroving the binary Foint 
away from its assumed position in the 
binary field -- the assumed position being 
to the right of the rightmost position. 

Thus, the scale modifier indicates ei­
ther of these: (a) the number of binary 
positions to be occupied by the fractional 
portion of the binary nUmber, or (t) the 
number of binary positions to be deleted 
from the integral portion of the binary 
number. 

A positive scale x will shift the 
integral portion of the number x binary 
positions to the left, thereby reserving 
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tell' I igbtmost x bindlY positions for the 
f'dctiulldl pertion. A negative scale 
~,tJift~; rllc illt~eqral portion of the number 
l , til>' t.i 'jilt" t hereby deleting rightmost 
l!tl • '.U I ,i J 1)0:; it ions. I f a scale modifier 
.<i"~:~_ll-'2~,_~~(~:;~mpany a fixed-point constant 
,::cll!~~ini!!.~:La fractional part, the fraction­
al "art: is lost. 

. ~-.---- ---

In iiU "ses where fositions are lost 
I:('C.nl~;(' 01 :;cdl ing (or the lack of scal-
I llq l, r Oil lull fill occurs in the lef trnost bi t 
(l' 11,1' If".! portion. The rounding is 
l.t ]. :.:f ,ei in I,he rightmost position saved. 

~j~"~l!' !!~d~fier for Floating-Point Con­
~~l!.!!,t:J: Only a positive scale modifier may 
be u';pd with a floating-point constant. It 
1 rldi cat."s the number of hexadecimal poSi-
t i()n~; t hat the fraction is to be shifted to 
Ulf: right. Note that this shift is in 
term.s of hexadecirnal positions, each of 
wh~ch i3 four binary positions. (A posi-
t.i ve :icaling actually indicates that the 
poinl is to be moved to the left. However, 
a floatIng-point constant is always con­
vertpd t,o a fraction. which is hexadecimal­
ly normalized. The point is assumed to be 
at the left of the leftmost position in the 
field; since the point cannot be moved 
left. the fraction is shifted right.) 

Thus. scaling that is specified for a 
flodting-point constant provides an 
dfill.'mbled fraction that is unnormalized; 
Lhdt is. H. contains hexadecimal Os in the 
leftmost pOl1itions of the fraction. When 
the fraction is shifted, the exponent is 
adjusted accordingly to retain the correct 
magnitUde. When hexadecimal positions are 
lost, rounding occurs in the leftmost hexa­
decimal position of the lost portion. The 
rounding is reflected in the rightmost 
hexadecimal position saved. 

EXPONENT MODIFIER: This modifier is writ­
ten as En, where n is either a decimal 
self-defining term or an absolute expres­
sion enclosed by parentheses. Any symbols 
in the expression must be previously 
defined. The decimal value of the paren­
thesized expreSSion may be preceded by a 
sign: if none is present. a plus sign is 
assumed. The maximum values for exponent 
modifiers are summarized in Appendix c. 

An exponent modifier may be used with 
fixed-point (F, H) and floating-point (E. 
D) constants only. The modifier denotes 
the power of 10 by which the constant is to 
be multiplied before its conversion to the 
proper internal format. 

Thi~; modifier is not to be confused with 
the pxponent of the constant itself, which 
is specified as part of the constant and is 
explained unde:: ·Constant,· below. Both 
art' denoted in the same fashion. as En. 

J6 

The ex~onent modifier affects each constant 
in the operand; the eXfonent written as 
rart of the constant only pertains to that 
constant. ThUS. a constant may Lc speci­
fied with an exponent of +2, and an 
exponent modifier of +5 may precede the 
constant. In effect, the constant has an 
exponent of +1 • 

Note that there is a maximum value, both 
fositive and negative, listed in Appendix 
C. for exponents. This applies both to 
eXfonent modifier and exponents SP(;Cl tied 
as part of the constant. or to their sum, 
if both are specified. 

Operand SUbfield 4: constant 

This sUbfield supplies the constants 
described by the subfields that precede 
them. A data constant (all types except A, 
Y, S, Q. V. and R) is enclosed by afos­
trophes. An address constant (types A, Y. 
S, Q. V, and R) is enclosed by parentheses. 
To sFecify two or more constants in the 
subfie1d. the constants must be se~arated 
ty commas, and the entire sequence of con­
stants must be enclosed by the appropriate 
delimiters (that is. apostrophes or paren­
theses). The format for specifying con­
stants is one of these: 

Single 
Constant 
'Sonstant' 
(constant> 

Multiple 
Constants· 
·constant ••••• constant· 
(constant ••••• constant) 

*Not permitted for character, hexadecimal, 
and tinary constants. 

All constant types except character (C), 
hexadecimal (X). binary (B). packed decimal 
(p), and zoned decimal (Z), are aligned on 
the proper boundary, as shown in Apfendix 
F. unless a 1ength modifier is specified. 
In the presence of a length modifier. there 
is no boundary alignment. If an operand 
specifies more than one constant, any 
necessary alignment applies to the first 
constant only. Thus. for an operand that 
provides five fullword constants, the first 
would be aligned on a fullword boundary, 
and the rest would automatically fallon 
fullword boundaries. 

The total storage requirement of an 
operand is the product of the length multi­
plied by the number of constants in the 
operand. multiplied by the duplicaticn fac­
tor (if present), p1us any bytes skipped 
for boundary alignment of the first con­
stant. If more than one operand is pre­
sent, the storage requirement is derived ty 
summing the requirements for each operand. 

If an address constant contains a loca­
tion counter reference, the location count­
er value to te used is the storage address 



of the first byte the constant will occupy. 
Thus, if several address constants in the 
same instruction refer to the location 
counter, the value of the location counter 
varies from constant to co~stant. Similar­
ly, if a single constant is specified (and 
it is a location counter reference) with a 
duplication factor, the constant is dupli­
cated with a varying location counter 
value. 

The following text describes each con­
stant type and provides examples. 

Character Constant -- C: Any of the valid 
~S6 punch combinations may be designated in 
a character constant. Only one character 
constant may be specified per operand. 
Since multiple constants within an operand 
are separated by commas, an attempt to spe­
cify two character constants would result 
in interpreting the comma separating them 
as a character. 

Special consideration must be given to 
representing apostrophes and aapersands as 
characters. Each apostrophe or ampersand 
desired as a character in the constant must 
be represented by a pair of apostrophes or 
ampersands. Only one apostrophe or amper-
sand appears in storage. . 

The maximum length of a character con­
stant is 256 bytes. No boundary alignment 
is performed. Each character is translated 
into one byte. Double apostrophes or 
double ampersands count as one character. 
If no length modifier is given, the size in 
bytes of the character constant is equal to 
the number of characters in the constant. 
If a length modifier is provided, the 
result varies, as follows: 

1. If the number of characters in the 
constant exceeds the specified length, 
as many rightmost bytes and/or bits as 
necessary are dropped. 

2. If the number of characters is less 
than the specified length, the excess 
rightmost bytes and/or bits are filled 
with blanks. 

In this example, the length attribute of 
FIELD is 12: 

r-----T---------T-------------------------1 I Name I Operation I Operand I 
t-----t---------f-------------------------i 
IFIELDJDC IC'TOTAL IS 110' I L-____ ~ ________ ~ _________________________ J 

However, in this example, the length 
attribute is 15, and three blanks appear in 
storage to the right of the 0: 

r-----T---------T-------------------------, IName 10perationioperand I 
~-----+---------t------------------------_i 
I FIELD I DC I eLlS' TOTAL IS 110' I L _____ ~ _________ ~ _________________________ J 

In this example, the length attribute of 
FIELD is 12, although 13 characters appear 
in the operand; two ampersands count as one 
tyte: 

r-----T---------T-------------------------, 
IName loperationioperand I 
.-----f---------+-------------------------~ IFIELDIDC IC'TOTAL IS "10' I L _____ ~ _________ ~ ________________________ J 

Note that in this example, a length of .. 
bas been specified, but there are five 
characters in the constant: 

r-----T---------~------------------------l IName IOperationlOperand I 
.-----+---------+-------------------------~ 
I FIELD I DC 13CL"'ABCDE' I L _____ ~ _________ ~ _________________________ J 

The generat~d constant would be 

ABCDABCDABCD 

but, if the lengtb had been specified as 6 
instead of 4, the generated constant would 
have been: 

ABCDE ABCDE ABCDE 

Note that the same constant could be speci­
fied as a literal: 

r-----T---------T-------------------------, 
IName IOperationloperand I 
.-----f-------+-----------------~ I IMVe IAREA(12) ,=3CL4' ABCDE' I L _____ 4 _________ 4 ________________________ -J 

Hexadecimal constant -- X: A hexadecimal 
constant consists of one or more of the 
hexadecimal digits 0-9 and A-F. Only one 
hexadecimal constant may be specified per 
operand. The maximum length of a hexade­
cimal constant is 256 bytes (512 hexadecim­
al digits). No boundary alignment is 
perfoned. 

constants that contain an even number of 
hexadecimal digits are translated as one 
tyte per pair of digits. If an odd number 
of digits is specified, the leftmost tyte 
has the leftmost four bits filled with a 
hexadecimal Oi the rightmost four bits con­
tain the odd (first) digit. 

If no length modifier is given. the 
implied length of the constant is half the 
number of hexadecimal digits in the con­
stant (assuming that a.hexadecimal 0 is 
added to an odd nuaber of digits). If a 
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length modifier is given. this is the 
handling of the constant: 

1. If the number of hexadecimal digit 
(lilirs exceeds the specified length, 
Ulf.! oecetlsar y lef tmost bits (and/or 
byte!!) dre dropped. 

1.. 11 the number of hexadecimal digit 
pairo is less than the specified 
length, the necessary bits (and/or 
bytes) are added to the left and 
filled with hexadecimal Os. 

An 8-digit hexadecimal constant provides 
a convenient way to set the bit pattern of 
a full binary word. The constant in the 
following example would set the first and 
third bytes of a word to 1s: 

r-----T---------T-------------------------, 
IName IOperation\Operand I 
t-----+---------+-------------------------~ 
I IDS 10F I 
\TEST IDC IX'FFOOFFOO' I l _____ L _________ ~ _________________________ J 

The DS instruction sets the location 
counter to a fUllword l:::oundary. 

The next example uses a hexadecimal con­
stant as a literal and inserts ls into bits 
24 through 31 of register 5: 

r-----T--------~-------------------------, I Name IOperationloperand I 
t-----t---------+-------------------------~ 
I IIC 15,=X'FF' I l _____ L _________ ~ _________________________ J 

In this example. the digit A would be 
dropped, because five hexadecimal digits 
are specified for a length of two bytes: 

r--------T---------T----------------------, 
IName IOperationloperand I 
t--------+---------+----------------------~ 
iALPHACONIOC 13XL2'A6F4E' I l ________ L _________ L ______________________ J 

The resulting constant would be 6F4E, 
~hich ~ould occupy the specified two bytes. 
It would then be duplicated three times, as 
requested by the duplication factor. If 
X'A6F4E' had been specified, the resulting 
constant would have had a hexadecimal 0 in 
the leftmost position: 

OA6F4E 

Binary Constant -- B: A binary constant 
uses is and Os enclosed in aFostrophes; 
only one binary constant may be specified 
in an operand. Duplication and length may 
be specified. The ma~imum length of a 
binary constant is 256 bytes. 
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The iuplied length of a binary constant 
is the number of bytes occupied by the con­
stant, including any padding necessary. 
Padding or truncation takes place on the 
left; the padding bit used is a O. 

In this example of the coding used to 
designate a binary constant, BCCN would 
have a length attribute of 1: 

r------T---------T------------------------, I Name IOperationloperand I 
t------+---------+------------------------~ 
IseCN IDC IS'11011101' I 
IBTRUNC!CC IBL1'100100011' I 
I BPAD IDC ISL1'101' 1 l ______ ~ _________ ~ ________________________ J 

BTRUNC would assemble with the leftmost bit 
truncated: 00100011 

BPAD would assemble with five Os as ~ad­
ding: 00000101 

Fixed-Point constants -- F and H: A fixed­
~oint constant is written as a decimal num­
ber, which may be followed by a decimal 
exponent if desired. The number may be an 
integer, a fraction, or a mixed number 
(i.e., one with integral and fractional 
~ortions). The format of the constant is: 

1. The number is written as a signed or 
unsigned decimal value. The decimal 
point may be placed before, within, or 
after the number; it may be omitted, 
in which case the number is assumed to 
be an integer. A positive sign is 
assumed if an unsigned number is spec­
ified. Unless a scale modifier accom­
panies a mixed number or fraction, the 
fractional portion is lost, as 
explained under ·Operand Subfield 3: 
Modifiers,· above. 

2. The exponent is optional. If speci­
fied, it is written immediately after 
the number as En, where n is an 
oFtionally signed decimal value speci­
fying the exponent of the factor 10. 
The exponent may be in the range -85 
to +75. If an unsigned exponent is 
specified, a plus sign is assumed. 
The exponent causes the value of the 
constant to be adjusted by the speci­
fied po~er of 10 before the constant 
is converted to its binary form. 

The number is converted to its binary 
equivalent and is assembled as a fullword 
or halfword, depending on whether the ty~e 
is s~ecified as F or H. It is aligned at 
the proper fullword or halfword boundary if 
a length is not specified. An implied 
length of four bytes is assumed for a full­
word (F) and two bytes for a halfword (H). 
However, any length up to and including 
eight bytes may be specified for either 



type of constant by a length modifier, in 
which case no boundary alignment occurs. 

Maximum and minimum values, exclusive of 
scaling, for fixed-point constants are: 

Length Max Min 

8 2 83-1 -2. 3 

" 231 -1 -2 31 

2 2 115 -1 -21 & 
1 27-1 -2 7 

The binary number occupies the rightmost 
lortion of the field in which it is placed. 
The unoccupied portion (i. e.. the leftmost 
Lits) is filled with the sign; that is. the 
setting of the bit designating the sign is 
the setting for the bits in the unusedpor­
tion of the field. If the value of the 
number exceeds the length, the necessary 
leftmost bits are dropped. A negative num­
ber is carried in 2s complement form. 

If the rightmost portion of the number 
must be dropped as a result of scale modi­
fiers, rounding occurs. Any duplication 
factor that is present is applied after the 
constant is converted to its binary format 
and assembled into the proper number of 
bytes. 

A field of three fullwords is generated 
from the statement shown below. The loca­
tion attribute of CONWRD is the address of 
the leftmost byte of the first word, and 
the length attribute is q, the implied 
length for a fullword fixed-point constant. 
The expression CONWRD+q could be used to 
address the second constant (second word) 
in the field. 

r------T---------T------------------------, I Name I Operation I operand I 
.. ------+---------+---------------------~ 
ICONWRDIDC 13F'65Sq74' I l ______ ~ _________ ~ ________________________ ~ 

The next statement causes the generation 
of a 2-byte field containing a negative 
constant. Notice that scaling has been 
specified in order to reserve six bits for 
the fractional portion of the constant. 

r--------T---------T----------------------, I Name I Operation I operand I 
.. -------+--------+----------------------~ 
IHALFCON IDC IHS6·-25.93' I L ________ ~ _________ ~ ______________________ ~ 

The next constant (3.50) is multiplied 
by 10 to the -2 before being converted to 
its binary format. The scale modifier 
reserves 12 bits for the fractional 
portion. 

r--------T-------'--T-----------------, I Name I Operation I Operand I 
.--------+---------+----------------------~ 
IFULLCON IDC IHS12·3.50E-2' t L ________ ~ _________ ~ ___________________ ~ 

The same constant could be specified as 
a literal: 

r-----~--------T-----------------------~ 
IName IOperationloperand I 
.-----+---------+-------------------------~ I lAB 17,=BS12'3.50E-2' I L _____ ~ _________ ~ ________________________ ~ 

The final example specifies three con­
stants; the scale modifier requests four 
bits for the fractional portion of each 
constant. The four bits are provided 
whether or not the fraction exists. 

r--------T---------T----------------------, I Name I Operation I Operand I 
r--------+---------t----------------------~ ITBREBCONIDC IFS4'10,25.3.100' I L ________ ~ ________ -i ______________________ ~ 

Floating-point Constants -- E and D: A 
floating-point constant is written as a 
decimal number, which may be followed by a 
decimal exponent, if desired. The number 
may be an integer, a fraction, or a mixed 
number (i.e., one with integral and frac­
tional portions). 'The format of the con­
stant is: 

1. The number is written as a signed or 
unsigned decimal value. The dect.al 
point may be placed before, within, or 
after the number; it may be omitted, 
in which case the number is assumed to 
be an integer. A positive sign is 
assumed if an unsigned number is 
specified. 

2. The exponent is' optional. If speci­
fied, it is written immediately after 
the number as En, where n is an 
OFtionally Signed decimal value speci­
fying the exponent of the factor 10. 
The exponent may be in the range -85 
to +75. If an unsigned exponent is 
specified, a plus sign is assumed. 

Machine format for a floating-point num­
ter is in two parts: (a) the portion con­
taining the exponent, which is sometimes 
called the characteristic, followed by (b) 
the ~ortion containing the fraction, which 
is sometimes called the mantissa. There­
fore, the number specified as a floating­
point constant must be converted to a frac­
tion before it can be translated into the 
proper format. . For example, the constant 
27.35B2 represents the number 27.35 multip­
lied by 10 to the 2nd. Represented as a 
fraction, it would be 0.2735 multiplied by 
10 to the qth. the exponent having ceen 
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modified to reflect the shifting of the 
decimal point. The exponent may also be 
affected by the presence of an exponent 
modifier (explained under ·Operand Subfield 
3: Modifiers.-) Thus, the exponent is also 
alt.ered before being translated into 
machine format. When the constant is con­
verted into the proper exponent and frac­
tion, each is translated into its binary 
equivalent and arranged in machine 
flodting-point format. 

The translated constant is placed in a 
fIlII wOI·d or a doubleword, depending on 
whuther the type is specified as E or D. 
It is aligned at the proper word or double­
word boundary if a length is not sFecified. 
An implied length of four bytes is assumed 
tOI a fullword (E), and eight bytes is 
assumed for a doubleword (D). However~ any 
length up to and including eight bytes may 
be specified for either type of constant by 
a length modifier, in which case no boun­
dary alignment occurs. 

Within the portion of the floating-point 
field allocated to the fraction, the hexa­
decimal point is assumed to be to the left 
of the leftmost hexadecimal digit, and the 
fraction occupies the leftmost portion of 
the field. The fraction is normalized (no 
leading hexadecimal Os), unless scaling is 
specified. If the rightmost portion of the 
fraction must be dropped, because of length 
or scale modifiers, rounding will occur. 
Negative fractions are carried in true 
representation, not in the 2s complement 
form. 

Any of the following statements could be 
used to specify 46.415 as a positive, full­
word, floating-point constant; the last is 
a machine instruction statement with a lit­
eral operand. Note that the last two con­
stants contain an exponent modifier. 

r-----T---------T-------------------------, I Name I operation I Operand I 
t-----+---------+-------------------------~ 
I IDC IE'46.415' I 
I IDC IE'46415E-3' I 
I I DC IE' +464.1SE-l' I 
I IDC IE' •. 4641SE+2' I 
I IDC IEE2'.46415' 1 
I IAE 16,=EE2'.4641S' I l _____ ~ _________ ~ _________________________ J 

The following would each be generated as 
doubleword floating-point constants. 

r-----~---------T-------------------------, 
INaIDe IOperationlOperand I 
t-----+---------+-------------------------i I FLOAT I DC IDE+4 t +46,-3.729,+473' I l _____ ~ _________ ~ _________________________ J 
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recimal Constants -- P and Z: A decimal 
constant is written as a signed or unsigned 
deci~al value. If the sign is omitted, a 
plus sign is assumed. The decimal paint 
nay be written wherever desired, or it may 
be omit~ed. Scaling and exponent modifiers 
may not be specified for decimal constants. 
The maximum length of a decimal constant is 
16 bytes; there is no word boundary 
alignment. 

The placement of a decimal point in the 
definition does not affect the assembly of 
the constant in any way because, unlike 
fixed-~oint and floating-point constants, a 
decimal constant is not converted to its 
binary equivalent. The fact that a decimal 
constant is an integer, a fraction, or a 
nixed number is not pertinent to its 
generation. Further. the decival Foint is 
not assembled into the constant. The pro­
grammer may determine proper decimal point 
alignment, either by defining his data so 
that the point is aligned or by selecting 
machine instructions that will operate on 
the data properly (that is, shift it for 
purposes of alignment). 

If zoned decimal format (Z) is speci­
fied, each decimal digit is translated into 
one byte. The rightmost byte contains the 
sign, and the rightmost digit. For packed 
decimal format (P), each pair of decimal 
digits is translated into one byte. The 
rightmost digit and the sign are translated 
into the rightmost byte. The bit confi­
guration for the digits is identical to the 
configurations for the hexadecimal digits 
0-9, as shown in section 3 under -Hexade­
cimal Self-Defining Value. w For both 
facked and zoned decimals a plus sign is 
translated into the hexadecimal digit C, 
and a minus sign into the digit D. 

If an even number of packed decimal 
digits is specified, one digit will te left 
unpaired, because the rightmost digit is 
paired with the sign. Therefore, in the 
leftmost byte, the leftmost four bits will 
be set to Os, and the rightmost four bits 
will contain the odd (first) digit. 

If no length modifier is given, the 
implied length for either constant is the 
number of bytes the constant occupies (tak­
ing into account the format, sign, and 
possible addition of 0 bits for packed 
deciroals). If a length modifier is given, 
this is the handling of the constant: 

1. If the constant requires fewer bytes 
than the length specifies, the neces­
sary nurober of bytes is added to the 
left. For zoned decimal format, the 
decimal digit 0 is placed in each 



added byte. For facked decimals, the 
bits of each added tyte are set to O. 

2. If the constant requires more bytes 
than the length specifies, the neces­
sary number of leftmost digits or 
pairs of digits is dropped, depending 
on which format is specified. 

Exampleu of decimal constant 
definitionn: 

r-----T---------T-------------------------, 
IName IOperationloperand I 
t-----t---------+-------------------------~ 
! tDC IP'+1.2S' I 
i IDC IZ'-543' I 
I IDC IZ'79.68' I 
I IDC IPL3'19.68' I L _____ ~ _________ ~ _________________________ ~ 

The following statement specifies both 
packed and zoned decimal constants. The 
length modifier applies to each constant in 
the first operand (that is, to each packed 
decimal constant). Note that a literal 
could not specify both 0ferands. 

r--··· -----T--------T---------------------, 
I Name IOperationlOperand I 
~--------+---------t----------------------~ 
I DECIMALS I DC IPLS'+25.8,-3874, I 
I I 1+2.3',Z'+80,-3.72' I l ________ ~ _________ ~ _________ ~ ____________ ~ 

This example illustrates the use of a 
packed decimal literal: 

r-----T---------T-------------------------, 
lName I operation I Operand I 
~-----+---------+-------------------------~ I IUNPK I OUTAREA, =PL2' +25' I L _____ 4 _________ 4 _________________________ J 

ADDRESS CONSTANTS: An address constant is 
a virtual storage address or an absolute 
expression that is translated into a Con­
stant. Address constants are normally used 
for initializing base registers to facili­
tate the addressing of storage. Further, 
they provide the means of communicating 
between control sections of a rrultisection 
frogram. However, storage addressing and 
control section communication are also 
dependent on the USING assembler instruc­
tion and the loading of registers. These 
considerations are illustrated in Section 3 
under ·Programming With the USING 
Instruction.-

An address constant, unlike other types 
of constants, is enclosed in parentheses. 
Two or more address constants specified in 
an operand are separated by commas, and the 
entire sequence is enclosed by parentheses. 
The six types of address constants are A, 
Y. S, Q. v, and R. 

complex Relocatable Expressions: A complex 
relocatable expression can only be used to 
specify an A-type or Y-type address con­
stant. These expressions contain two or 
«ore unpaired relocatatle terms and/or a 
negative relocatable term, in addition to 
any absolute or paired relocatable terms 
that may be present. In contrast to relo­
eatable expressiona, complex relocatatle 
expressions may represent negative values. 
A complex relocatable expression might con­
siat of external symbols (which cannot be 
paired) and deSignate an address in an 
independent assewbly that is to be linked 
and loaded with the assembly containing the 
address constant. 

A-Type Address Constant: This constant is 
specified as an absolute, relocatable. or 
complex relocatatle expression. (Remember 
that an expression may be single term or 
rrultiterm.) The value of the expression is 
calculated as explained in Section 2, with 
one exceftion. The maximum value of the 
expression may be 2 31-1. The implied 
length of an A-type constant is four bytes. 
and the value is placed in the rightmost 
fosition. The length that may be specifi­
fied depends on the type of constant. A 
length of 1-4 bytes may be used for an 
absolute, relocatable, or complex eXFres­
sion. The programmer is cautioned that 
address constants which contain relocatahle 
values may cause truncation of the relo­
cated value if fewer than four bytes are 
allowed for the length of the constant. 

In the following examples, the field 
generated from the statement named ACONST 
contains four constants. each of which 
occupies four bytes. Note that one has a 
location counter reference. The value of 
the location counter will be the address of 
the first byte allocated to the fourth con­
stant. The second statement shows the same 
set of constants specified as literals 
(i.e., address constant literals). 

(-----T-------T-----------------------, 
I Name IOperation I Operand I 
.------+---------+------------------------~ 
IACONSTI£C IA(108,LOOP, I 
I I IEND-STRT,*+4096) I 
I ILM 14, 7,=A(108,LOOP, I 
I I IEND-STRT,*+4096) I L ______ ~ _________ ~ ________________________ ~ 

Note: When the location counter reference 
occurs in a literal, as in the LM instruc­
tion acove, the value of the location cOUn­
ter is the address of tbe first byte of the 
instruction. 

Y-Type Address Constant: This constant has 
the characteristics and format of the A­
type constant, except for: 
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1. The constant is assembled as a 16-bit 
value and is aligned to a halfword 
boundary. 

2. The implied length is two bytes. 

3. The maximum length of a Y-type address 
constant is two bytes. If length spe­
cification is used, a length of one or 
two bytes may be designated for a 
relocatable or complex expression and 
one to two bytes for an a£solute 
expression. 

WARNING: Specification of relocatable Y­
type address constants two or fewer bytes 
in length should be avoided in programs to 
be executed under TSS control, since such 
constants do not permit the assignment of 
a complete virtual storage address. 

y-type address constants should not be 
used in programs to be executed under 
as control. 

~-Type Address constant: This constant is 
used to store an address in base­
displacement form. It may be specified in 
two ways: 

1. As an absolute or relocatable expres­
Sion, for example, S(BETA). 

2. As two absolute expressions, the first 
of which represents the displacement 
value and the second the £ase regis­
ter. e.g., S(QOO(13». 

The address value represented by the ex­
pression in 1 will be £roken down by the 
assembler into the proper base register and 
displacement value. An S-type constant is 
assembled as a halfword and aligned on a 
halfword boundary. The leftmost four bits 
of the assembled constant represents the 
base register designation: the remaining 12 
bits the displacement value. 

If length specification is used, only 
two bytes may be specified. S-type address 
constants may be specified as literal. 

Q-l~Ee Address Constant: This constant is 
used to reserve storage for the offset of 
<in external dummy section. This offset is 
added to the address of the tlock of 
sVlrage allocated to the external dummy 
sections to address the desired section. 
'l'he constant is specified as a relocatable 
symbol which is defined in a DXD or DSECT 
statemc!nt. The implied length of a Q-type 
address constant is 4 bytes, and the boun­
dary alignment is to a fullword; a length 
of 1-4 bytes may be specified. No bit 
l~ngth specification is permitted. Q-type 
address constants may be specified in 
literals. 
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In the following example, the constant 
VALUE is defined in a DXD or DSECT state­
nent. To address VALUE, the value of A is 
added to the base address of the block of 
storage allocated for external dummy 
sections. 

r----T---------T--------------------------, 
INameloperationlOperand I 
~----+---------+--------------------------i 
IA IDC IQ(VALUE) I l ____ ~ _________ ~ __________________________ J 

V-TYFe Address Constant: This constant is 
used to reserve storage for the address of 
an external symbol. The constant is speci­
fied as one relocatable symbol, which need 
not te identified by an EXTRN statement. 
The symbol used is assumed to be an extern­
al symtol because it is supplied in a V­
type address constant. 

Specification of a symbol as the oFerand 
of a V-type constant does not constitute a 
definition of the symbol for this assembly. 
The implied length of a V-type address con­
stant is four bytes, and boundary alignment 
is to a fullword. A length modifier may be 
used to specify a length of from one to 
four bytes, in which case no such toundary 
alignment occurs. The programmer is cau­
tioned that address constants which contain 
relocatatle values may cause truncation of 
the relocated value if fewer than four 
tytes are allowed for the length of the 
constant. In the following example 12 
tytes will be reserved, because there are 
three symbols.' The values of each 
assembled constant will be 0 until the pro­
gram is loaded. 

r------T---------T----------------------, 
I Name IOperationloperand I 
.------t---------+---------------<--------~ 
\VCONSTIDC IVCSORT,MERGE.CALC) I L ______ ~ _______ ~ ________________________ J 

R-TYFe Address Constant: This constant, 
when linking to a reenterable progran, sup­
plies the address of the control section 
that is required by the reenterable program 
for working storage, variable progra~ data, 
and address constants unique to the calling 
program. The programmer need not be a~are 
of the name given to the section by the re­
enteracle program; he needs to know only 
the desired entry point within the reenter­
able program. Use of the R-type address 
constant causes the loader to suprly the 
address of the control section as a func­
tion of the entry point name. 

r------T---------T------------------------l 
I Name IOperationlOperand I 
.------t---------t------------------------i 
I RCONST I DC I R (SINE) I L ______ ~ _________ ~ ________________________ J 



In the example aLove, SINE is an entry 
point, defined by an ENTRY assembler 
Instruction, in a reenterable routine. The 
prototype control section for the routine 
ls named MATHSECT. The pr\19rammer who 
wishes to use the SINE entry needs to write 
only the entry name; the loader will pro­
vide the address of the prototype section 
MATHSECT in which SINE has been defined by 
th~ ENTRY instruction. The assembler will 
'wner-ate the equivalent of: 

i -'-- ---T---------T-----------------------, 
!Name IOperationloperand I 
~--·----t---------+-----------------------~ 
iHCONSTloc IV (MATHSECT) I l ______ ~ _________ ~ _______________________ _J 

The rules for specifying an R-type 
odoress constant are the same as those for 
v-type. 

The assembler automatically associates 
the name of an entry point with the name of 
the eSEeT, PSECT, or COM section in which 
it was defined (see the ENTRY assembler 
instruction in Section ). 

DS -- Define Storage 

The DS instruction reserves areas of 
storage and assigns names to those areas. 
The use of this instruction is the pre­
ferred way of symbolically defining storage 
tor work areas, input/output areas, etc. 
The size of a storage area that can be 
reserved by using the OS instruction is 
limited only by the maximum value of the 
location counter. 

r--------T--------~----------------------, I Name IOperationloperand I 
t--------t---------t----------------------~ I Symbol I DS lOne or more operands, I 
lor blank I Iseparated by commas, I 
I I Iwritten in format de- I 
I I Iscribed in following I 
I I I text I L ________ ~ _________ ~ ______________________ J 

The format of the DS operand is identi­
cal to that of the DC operand; exactly the 
same subfields are employed and are written 
in the same sequence as in the DC operand. 
Although the formats are identical, there 
are two differences in the specification of 
subfields: 

1. The specification of data (subfield 4) 
is optional in a DS operand, but is 
mandatory in a DC operand. 

2. The maximum length that may be speci­
fied for character (e) and hexadecimal 
(X) field types is 65,535 bytes, rath­
er than 256 bytes. 

If a DS operand specifies a constant in 
sutfield 4, and no length is specified in 
subfield 3, the assembler determines the 
length of the data and reserves the apFro­
priate amount of storage. It does not 
assemble the constant. The ability to spe­
cify data and have the assembler calculate 
the storage area that would be required for 
such data is a convenience to the progra.­
«-er. If he knows the general format of t.he 
data that will be placed in the storage 
area during program execution, he need only 
show it as the fourth subfield in a DS 
operand. The assembler then determines the 
correct amount of storage to be reserved. 
thus relieving the programmer of length 
considerations. 

If the DS instruction is named by a sym­
bol, its value attribute is the location of 
the leftmost byte of the reserved area. 
'Ihe length attribute of the symbol is the 
length (implied or explicit) of the type of 
data specified. Should the OS have a 
series of operands, the length attribute of 
the symbol is developed from the first item 
in the first operand. Any positioning 
required for aligning the storage area to 
the proper type of boundary is done before 
the address value is determined. Bytes 
skipped for alignment are not set to O. 

Each field type (for example, hexadeci­
J[al, character, floating point) is asso­
ciated with certain characteristics (sua­
~arized in Appendix C). The associated 
characteristics will determine which field­
type code the programmer selects for the DS 
operand and what other information he adds, 
such as a length specification or a dupli­
cation factor. For example, both E 
floating-point fields and F fixed-point 
fields have implied lengths of four tytes. 
The leftmost byte is aligned to a fullword 
toundary. Thus, either code could be spec­
ified, if it were desired to reserve four 
bytes of storage aligned to a fullword 
toundary. To obtain a length of eight 
bytes, either the E or F field type could 
be specified with a length modifier of 8. 
However, a duplicatlon factor would have to 
be used to reserve a larger area, because 
the maximum length specification for either 
type is eight bytes. Note also that speci­
fying length would cancel any special boun­
dary alignment. 

In contrast, packed and zoned decimal (P 
and Z>, character (C>, hexadecimal (X), and 
binary (B) fields have an implied length of 
one tyte. Any of these codes sbould be 
accompanied by a length modifier, unless 
just one byte is to be reserved. Although 
no alignment occurs, the use of e and X 
fields permits greater latitude in length 
specifications; the maximum for either type 
is 65,535 bytes. (Note that this differs 
from the maximum for these types in a DC 
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instruction.) Unless a field of one byte 
is desired, the length must he either: (a) 
specified for the C, X, P, Z. or B field 
types, or (b) the data must be specified 
(as the fourth subfield), so that the as­
sembler can calculate the length. 

To define four 10-byte fields and one 
100-byte field, the respective OS state­
ments might be: 

r --- -'"---------T------------------------, 
IName \OperationlOperand I 
~-----i---------+-------------------------~ 
IFIELDIDS 14CL10 I 
I AREA I DS I CL100 I l _____ L _________ 4 _________________________ J 

Although FIELD might have been specified 
as one 40-byte field, the preceding defini­
tion has the advantage of providing FIELD 
with a length attribute of 10. This would 
be pertinent when using FIELD as an SS 
machine instruction operand. 

Here are more examples of OS statements: 

r-----~-------~-------------------------, 
IName IOperationlOperand I 
t-----t---------+-------------------------~ 
lONE IDS ICLeO (one BO-byte field; I 
I I Ilength attribute, 80) I 
ITWO IDS 180C (80 i-byte fieldsf I 
I I Ilength attribute, 1) I 
I THREE \ os 16F (six fullwords; length I 
I I I attril:ute, 4) I 
IFOUR IDS 10 (one doubleword; length I 
I I I attribute, 8) I 
IFIVE !DS 14H (four balfwords; I 
I I Ilength attribute, 2) I l _____ L _________ 4 ________________________ -J 

Note: A OS statement causes the storage 
area to be reserved but not set to O·s. No 
assumption should be made as to the con­
tents of the reserved area. 

Special Uses of the Duplication Factor 

FORCING ALIGNMENT: The location counter 
can be forced to a doubleword, fullword, or 
half word boundary by using the appropriate 
field type (for example, D. F. or H) with a 
duplication factor of O. This method may 
be used to obtain boundary alignment that 
otherwise would not be provided. For 
example, the following statements would set 
the location counter to the next doubleword 
boundary and then reserve storage space for 
a 12B-byte field (whose leftmost byte would 
be on a doubleword boundary). 

r-----T---------T-------------------------, 
IName IOperationloperand I 
~-----t---------+-------------------------~ 
I lOS 100 I 
I AREA IDS I CL12B I l _____ ~ _________ ~ _________________________ J 

£EFINING FIELDS OF AN AREA: A OS instruc­
tion with a duplication factor of 0 can ce 
used to assign a name to an area of storage 
~ithout actually reserving the area. Addi­
tional OS andlor DC instructions may then 
be used to reserve the area and assign 
names to fields ~ithin the area (and gener­
ate constants if DC is used). 

For example. assume that BO-character 
records are to be read into an area for 
processing, and that each record has this 
format: 

Positions 
Positions 
Positions 
Positions 
Positions 

5-10 
11-30 
31-36 
47-54 
55-62 

Payroll nun:ber 
Employee nan:e 
Date 
Gross wages 
Withholding tax 

The following example illustrates ho~ OS 
instructions might be used to assign a name 
to the record area, then define the fields 
of the area and allocate the storage for 
them. The first statement names the entire 
area by defining the symbol RDAREA; the 
statement gives RDAREA a length attribute 
of 80 bytes, but does not reserve any 
storage. Similarly, the fifth statement 
names a 6-byte area by defining the symbol 
DATE; the three Bul:sequent statements actu­
ally define the fields of DATE and allocate 
storage for them. The second, ninth, and 
last statements are used for spacing pur­
poses and, therefore, are not named. 

r-----~--------~------------------------, 
IName \ operation I operand I 
~------t---------+------------------------~ I RDAREA I OS 10CLBO , 
I IDS \CLq I 
IPAYNO IDS I CL6 I 
I NAME I DS I CL20 I 
I DATE IDS IOCL6 I 
I DAY I os I CL2 I 
IMONTH IDS ICL2 I 
IYEAR I DS I CL2 I 
I IDS ICL10 I 
IGROSS IDS I CLB I 
I FEDTAX I OS I CLB I 
I IDS ICLlB I l ______ ~ _________ 4 ________________________ J 

DXD -- Define External Dummy Section 

The DXD instruction defines an external 
dummy section (also referred to as a Pseudo 
Register). When the assembler encounters a 
DXD instruction, it computes the amount of 
storage, and the alignment, required for 
each operand. This information is avail­
able to the loader, Which will cowFute the 
total length of the external dummy sec­
tions. The format for the DXD instruction 
is: 



r------T---------T--------------------~---, I Name I Operation I Operand I 
~------+---------+------------------------~ 
(SymbolIDXD lDuplication factor, I 
I I Itype,modifiers,constant I 
l------~-________ ~ ________________ ~ _______ J 

The name field, which must be specified, 
may not contain a sequence symbol. The 
symbol in the name field is a symbol which 
usually appears as a Q-type constant in the 
operand field of a DC statement in the pro­
gram. The symbol has a length attribute 
Which is calculated by the rules for DC and 
DS instructions. 

The operand of a DXD may be written as 
if it were a DS instruction operand. The 
constant in the operand field is only used 
in determining the byte alignment and total 
length. ~ultiple operands ~nd multiple 
constants are allowed but are only used to 
determine the length of the work area requ­
est. The storage specified in DXO instruc­
tions is not initialized to the value spec­
ified in the constant. 

If more than one external dummy section 
with the same name is encountered by the 
loader, it uses the first section in com­
puting length. If two or more identically 
named external dummy sections have dif­
ferent boundary alignments, tne loader uses 
the first alignment encountered in comput­
ing total length. 

An external dummy section may also be 
defined by a Q-type address constant which 
refers to a OSECT name. The alignment is 
doubleword and the length is the highest 
location counter value assigned to that 
DSECT. 

CXD -- cumulative Length External Dummy 
Section 

The CXD instruction allocates a four­
byte, fullword aligned area in storage 
Which will contain, at execution time, the 
sum of the lengths of all external dummy 
sections plus the sum of the lengths of all 
bytes used in aligning external dummy sec­
tions. This sum is supplied by the loader. 
The instruction format is: 

r---------------T---------T---------------, 
I Name I Operation I Operand 1 

r---------------+---------+---------------i 
Isymbol or blanklCXD IMust be blank I l _______________ ~ _________ ~ _______________ J 

The CXD instruction may appear anywhere 
within a program, or, if several programs 
are being combined, it may appear in each 
program. The symbol in the name field has 
the length attribute of 4. 

The following example shows how external 
dummy sections may be used. 

r--7--------------------------------------, I ROUTINE A I 
~-------T--------~-----------------------i I Name I Operation I Operand I 

.-------+---------+--------------------~ I ALPHA I DXD 12 OL8 I 
I BETA I DXD I 4FL4 I 
IOMEGA ICXD I I 
I I . I I 
I I . I I 
I Ai I DC I Q (ALPHA) I 
IA2 I DC 10 (BETA) I 
I I . I I 
I I . I I 
~-------~--------~-----------------------i I ROUTINE B I 
~-------T---------y_----------------------i I Name I Operation I Operand I 
~-------t---------+-----------------------i 
I GAMMA I DXD 1 5D I 
I DELTA IDXD 110F I 
I I . I I 
I I . I I 
IA3 IDC. I o (GAMMA) I 
I A4 I DC 10 (DELTA) I 
I I . I I 
I I . I I 
t-------~---------~-----------------------i I ROUTINE C I 
~-------T-------~---------------------~ 
I Name I Operation I Operand I 
.-------t---------+-----------------------i 
I DELTA I DXD 110F I 
I EPSILON I DXD 14H I 
I I . I I 
I I . I I 
IA4 IDC IQ(DELTA) I 
IA5 IDC 10 (EPSILON) I 
I I . I I 
I I . I I L-______ ~ ________ ~ ______________________ _J 

Each of the three routines is requesting a 
work area. Routine A requests 2 double­
words and 4 fullwords. Routine B request 5 
doublewords and 10 fullwords. Routine C 
requests 10 fullwords and 4 halfwords. At 
the time these routines are loaded, the sum 
of the individual lengths, plus the length 
of any alig~ent bytes used. will be placed 
in the fullword storage area allocated by 
the CXD instruction labeled OMEGA. Routine 
A can then allocate the amount of storage 
that is specified in the CXD location. 
Note that routines Band C may communicate 
with each other ty placing information in 
the dummy section named DELTA. No othe~ 
interroutine communication is possible in 
the example shown tecause no other corres­
ponding external dummy sections have been 
defined in routines A, B. or C. 
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cCW -- Define Channel Command Word 

The CCW instruction provides a con­
venient way to define and generate an 8-
cyte channel command word aligned at a 
doubleword boundary. The internal machine 
format of a channel command word is shown 
in Table 3. The format of the CCW instruc­
tion Btatement is: 

r---'-----T---------T---------------------, 
INdme IOperationlOperand I 
.--------+---------t----------------------~ 
ISymbol I CCW I Four operands, sepa- I 
lor blankl Irated by commas, spec-I 
I I lifying contents of I 
I I I channel con~nd word I 
i I lin format described inl 
I I Ifollowing text I L ________ ~ _________ ~ _____________________ J 

The four operands must appear, written 
from left to right, as: 

1. An absolute expression that specifies 
the command code. This expression's 
value is right-justified in byte 1. 

2. An absolute, relocatable, or complex 
relocatable expression specifying the 
data address. The value of this ex­
preGsion is right-justified in bytes 
2- '+. 

3. An absolute expression that specifies 
the flags for bits 32-36 and O's for 
bits 37-39. The value of this expres­
sion is right-justified in byte 5 
(byte 6 is set to 0). 

4. An absolute expression that specifies 
the count. The value is right­
justified in bytes 1-8. 

This is an example of a CCW statement: 

r-----T---------T-------------------------, 
IName I Operation I Operand I 
.-----t---------t-------------------------i 
I ICCW 12,REA[AREA.X'48',80 I L-____ ~ _________ ~ _________________________ J 

The form of the third operand sets bits 
37-39 to O. as required. The bit pattern 
of this operand is: 

32-35 
0100 

36-39 
1000 

A symbol appearing in the name field of 
the CCW instruction is aSSigned the address 
value of the leftmost byte of the channel 
command word. The length attribute of the 
symbol is 8. 
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Table 3. Channel command Word 
r--------T---------y----------------------, I Byte I Bits I Usage I 
~--------t---------t----------------------~ 
I 1 I 0-7 I Command code I 
I 2-4 I 8-31 I Data address I 
I 5 I 32-36 I Flags I 
I I 31-39 I Must be 0 I 
I 6 I 40-47 I Set to 0 I 
I 7-8 I 48-63 I count I L ________ ~ _________ ~ ______________________ J 

CAUTION: The ccw command does not provide 
a field large enough to contain a 32-bit 
address. 

LISTING CONTROL INSTRUCTIONS 

These instructions identify an assembly 
listing, provide blank lines in the list­
ing, and designate how much detail is to be 
included. In no case are instructions or 
constants generated in the object program. 

~ITLE -- Identify Assembly Output 

TITLE enables the programmer to identify 
the assembly output, and has the fo~t: 

r--------T--------~----------------------, 
IName I Operation I Operand I 
~--------+---------+--------------------~ 
I Name ITITLE ISequence of charac- I 
lor blankl Iters, enclosed in I 
I I I apostrophes I L ________ ~ _________ ~ _____________________ _J 

The name field may contain a name of 
from one to four alphabetic or numeric 
characters, in any combination. The con­
tents of the name field are placed in the 
assenbly output to serve as identification 
for punChing output cards. Only the first 
~ITLE statement in a program may have a 
name in the name field: for all subsequent 
TITLE statements the field should be blank. 

The operand field may contain up to 100 
characters, enclosed in apostrophes. The 
contents of the operand field are printed 
at the top of each assembly listing page. 

If a character string containing at 
least one single apostrophe is to be sub­
stituted for an operand in a TITLE state­
ment, it must meet the requirements 
described in Section 1. under -Free 
Apostrophes.-

A program may contain more than one 
~ITLE statement. Each statement provides 
the heading for pages in the assembly list­
ing that follow it, until another TITLE 
statement is encountered. Each TITLE 
statement encountered causes the listing to 
be advanced to a new page (before the bead­
ing is printed). For example, assume that 



this statement is the first TITLE statement 
to appear in a program: 

r-----T---------T-------------------------, 
iName I operation I Operand I 
~-----+---------+-------------------------~ I ITITLE \' FIRST HEADING' I l _____ ~ _________ ~ _________________________ ~ 

then this heading a~pears at the top of 
f~dCh following page: FIRST HEADING 

If t.his statement occurs later in the 
~;<lme program: 

r-----T---------T-------------------------, 
IName IOperationlOperand I 
t------t---------t---------------------~ 
I I TITLE I' A NEW HEADING' I l _____ .J. __________ .1. ______________________ --' 

then each following page begins with this 
heading: A NEW HEADING 

EJECT -- Start New Pa~ 

EJECT causes the next line of the list­
ing to appear at the top of a new page. 
This instruction provides a convenient way 
to separate routines in the program list­
ing. The format is: 

r-----T---------T-------------------------, 
IName IOperationlOperand I 

~-----+---------+------------------------i I Blank I EJECT INot used I l _____ ~ _________ .1. ________________________ -J 

If the next line of the listing no~ally 
appears at the top of a new page. the EJECT 
Htatement has no effect. Two !.JECl state­
ments may be used in succession to obtain a 
completely blank page. 

SPACE -- Space Listing 

This instruction inserts one or more 
blank lines in the listing. The format is: 

r-----T---------T-------------------------, 
/Name IOperationloperand I 
t-----+---------+-------------------------~ 
IBlanklSPACE IDecimal value or blank I l _____ ~ _________ .1. _________________________ ~ 

A decimal value specifies the number of 
blank lines to be inserted in the assembly 
listing; a blank operand causes one blank 
line to be inserted. If this value exceeds 
the number of lines remaining on the list­
ing page, the statement will have the same 
effect as an EJECT statement. 

PRINT -- Print Optional Data 

The PRINT instruction controls what is 
assembled into the list data set. Through 
use of this instruction, lines or data 0ay 

be included or omitted from the listing 
created during assembly. The object module 
created is not affected. 

~: The PRINT assembler instruction is 
not to be confused with the PRINT cOKmand. 
The instruction determines what lines or 
data are to be included or not in the list­
ing, the command is necessary to cause the 
listing to be printed. (A special case, 
however. is when a nonconversational user 
elects to have his listing printe~ t.medi­
ately on SYSOUT; in this case, any PRINT 
asse.bler instructions will affect the out­
put listing just as it would if the list 
data set had been retained internally.) 

The format for the PRINT instruction is: 

r-----~--------~----------------------__, IName IOperationlOperand I 

.-----+---------+-------------------------~ I BlanklPRINT lone to three operands I L ____ .1. _______ ~ _________ ~ 

One to three of these operands are used: 

ON - Listing is printed. 

CFF - No listing is printed. 

GEN - All statements generated by macro 
instructions, backward AGO 
instructions, or stata.ents in a 
copied element are printed. 

PULLGEN - All statements generated by macro 
instructions, backward AGO state­
ments, conditional instructions 
as they are encountered, or 
statements in a copied element 
are printed. 

NOGEN - Statements generated by macro 
instructions, backward AGO 
instructions, or statements in a 
cOFied element are not printed. 
The macro instruction or COpy 
statementO itself will appear in 
the listing. 

BATA - Constants are printed in full in 
the listing. 

NODATA - Only the first eight bytes (16 
hexadecimal digits), or the first 
constant, whichever is shorter, 
of the assembled data is ~rinted 
in the listing. 

A program may contain any number of 
PRINT statements. One PRINT controls the 
printing of the assembly listing until 
another PRINT is encountered. If no PRINT 
assembler instruction is issued, the fol­
lowing is assumed: 
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r-----T---------T-------------------------, IName IOperationlOperand I 
~-----t---------+-------------------------~ 
I I PRINT ION,NODAT~,GEN I L _____ L _________ ~ ________________________ ~ 

FOr example, if 

r-----T---------T-------------------------, IName IOperationloperand I 
~-----+-------+-------------------------i 
I IDC IXL256'00' I L--___ ~ _________ L-________________________ J 

appears in a Frogram, 256 cytes of O's are 
assembled. If 

r-----T---------T-------------------------, 
IName IOperationloperand I 
t-----f---------+-------------------------i 
I I PRINT I DATA I 
l _____ L _________ ~ _______ ~----------------~ 

is the last PRINT to aFpear before the DC 
statement, the 256 bytes of O's are print~d 
in the assembly listing. However. if 

r-----T---------T-------------------------, 
IName I Operation I Operand I 
.-----f---------+-------------------------i 
I I PRINT J NODATA I l _____ A _________ i _________________________ J 

is the last PRINT before the DC statement, 
only eight bytes of O's are printed in the 
assembly listing. 

Whenever an operand is omitted, the as­
sembler assumes the operand specification 
made in the most recent PRINT statement. 

PROGRAM CONTROL INSTRUCTIONS 

Program Control instructions: 

• specify tne end of an assembly. 

• Set the location counter to a value or 
word boundary. 

• Insert previously written coding in the 
program. 

• specify the placement of literals in 
storage. 

• Check the sequence of input cards. 

• Indicate statement format. 

Except for the CNOP and COpy instruc­
tions, none of these assembler instructions 
generate instructions or constants in the 
object program. 
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ICTL -- Input Format Control 

This instruction allows the programmer 
to alter the normal format of source state­
ments that originate on punched cards: it 
has no effect on statements entered through 
a keyboard. ICTL must precede all other 
statements in the source program that ori­
ginate from cards: it may be used only 
once. The format of the ICTL instruction 
statement is: 

r-----~--------T-------------------------, IName \OFerationloperand I 
.-----+---------+-------------------------i 
IBlanklICTL 11-3 decimal values of thel 
\ I I form b, e, c I l _____ A _________ i-________________________ J 

OFerand b specifies the begin column of 
the source statement. It must always ce 
specified, and must be from 1-40, 
inclusive. 

OFerand e specifies the end column of 
the last source statement. The end column, 
when specified, must be from 41-80, inclu­
sive; when not specified, it is assumed to 
be 71. The column after the end column is 
used to indicate whether the next card is a 
continuation card. 

OFerand c specifies tha continue column 
of the source statement. The continue 
colu~n, when specified, must be fro~ 2-40 
and must be greater than b. If the con­
tinue column is not specified, or if column 
80 is specified as the end column, the as­
sembler assumes that there are no continua­
tion cards and that all statements are on a 
single card. 

If no ICTL statement is used in the 
source program, the assembler assumes that 
1, 71, and 16 are the begin, end, and con­
tinue columns, respectively. An error in 
the specification of b causes the statement 
to be ignored. If e is in error, the end 
column defaults to 71. If the specifica­
tion for c is in error, the continue column 
defaults to 16; if this default conflicts 
~ith the begin or end column specifica­
tions, continuation cards will not be 
allowed. 

The next examFle designates the begin 
colu.n as column 25. Since the end column 
is not specified, it is assumed to ce 
column 11. No continuation cards are reco­
gnized because the continue column is not 
specified. 

r-----T---------T-------------------------, 
\Name I Operation I Operand I 
~-----+---------+------------------------~ 
I IICTL 125 I l _____ A _________ ~ _________________________ J 



ISEQ -- Input Sequence Checking 

ISEQ checks the sequence of source 
statements that originate from cards. The 
format of the ISEQ instruction statement 
is: 

r-----T---------r-------------------------, 
IName IOperationloperand I 
t-----+---------+-------------------------~ 
IBlankllSEQ ITwo decimal values of thel 
I I I form 1, r. or blank I l _____ ~ _________ ~ _________________________ J 

The operands land r specify the left­
ruOHt and rightmost columns of the field in 
the input cards to be checked. 0Ferand r 
U1U8t. be equal to or greater than operand 1-
columna to be checked mU8t not be between 
the -begin- and -end- columns. 

Sequence checking begins with the first 
card followin'g the ISEQ statement. Com­
parison of adjacent cards makes use of the 
a-bit internal collating sequence. ISEQ 
with a blank operand terminates the opera­
tion; checking may be resumed with another 
lSEQ. 

Sequence checking is performed only on 
statements in the source program. State­
ments inserted by the copy assembler 
instruction or generated by a macro 
instruction are not checked for sequence. 

PUNCH -- Punch a Card 

Tht' PUNCH assembler instruction is in 
the Idn4uuy~ for compatibility with other 
rl\M tllHwmlJ!er languaqes. It will produce 
'\ lira· In the printed listing only. 

HEPHO -- Reproduce Following Card 

The REPRO assembler instruction. too, 
is in the language for compatibility with 
other IBM assemblers. It will produce 
lines in the printed listing only. 

ORG -- Set Location Counter 

ORG alters the setting of the location 
counter for the current control section. 
The format is: 

r-----T---------T-------------------------, 
IName IOperationloperand I 
t-----+---------+-------------------------~ 
IBlanklORG I Expression, or blank I l _____ 4 _________ 4 ________________________ -J 

Any symbols in the expression must have 
been previously defined and must not be 
external. If the expression is relocat­
able, it must not be complex; the unpaired 
relocatable symbol must be defined in the 
same control section in which the ORG 

statement appears. Absolute expressions 
Rust not be negative. 

The location counter is set to the value 
of the expression in the operand. An abso­
lute value sets the location counter the 
specified number of virtual storage loca­
tions higher than the beginning of the con­
trol section, which is always O. If the 
operand is omitted, the location counter is 
set to a location that is one byte higher 
than the maximum location assigned for the 
control section up to this point. 

An ORG statement must not be used to 
specify a location below the beginning of 
the control section in which it aPFears. 
For example, 

r-----T---------T-------------------------, 
IName jOFerationloperand I 
~-----+---------+-------------------------~ I IORG 1·-500 I l _____ ~ _________ 4 _________________________ J 

is invalid if it appears less than 500 
bytes from the beginning of the current 
control section. 

If the location counter is to be reset 
to a value that is one byte beyond the 
highest location yet assigned (in the con­
trol section), this statement should be 
used: 

r-----T---------T-------------------------, 
IName ioperationlOperand I 
~-----+---------+-------------------------~ 
I IORG I I L ____ ~~ _________ 4--______________________ _J 

If previou8 ORG statements have reduced 
the location counter for the purpose of 
redefining a portion of the current sec­
tion, an ORG statement with an omitted 
operand can be used to terminate the 
effects of such statements and restore the 
location counter to its highest setting. 

LTORG -- Begin Literal Pool 

The LTORG instruction causes all 
literals thus far encountered in the source 
program to be assembled at appropriate 
boUndaries, starting at the first double­
word boundary following the LTORG state­
ment. The format of the instruction is: 

r-------~--------~----------------------, I Name I operation I Operand I 
~--------+---------+----------------------~ I Symbol I LTORG I Not used I 
lor blank I I I l ________ ~ ________ ~ ______________________ J 

The symbol represents the address of the 
first byte of the literal pool; it has a 
length attribute of 1. 
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:!~,cial Addressi~onsideration 

Any literals used after the last L'l'ORG 
"tat Pl1Ipnl are placed at the end of the 
1 i r:;t control section. If there are no 
I:TOHt; statements, all literals used in the 
program are placed at the end of the first 
control section. In these circumstances, 
Uw programmer must ensure that the first 
conlrol section is always addressable. 
'Tt,is means that the base address register 
I ''t the first control section should not be 
,'Ldr!'Jed through use in subsequent control 
,'('t lons. If the programmer does not want 

( l re~a~rve a register for this purpose, he 
!hly place an LTORG statement at the end of 
".ll'!! control section. thereby ensuring that 
.111 literalR appearing in that section are 
.• d<h t'''~;dble. 

In l:rograms which define one or more 
Ifototype control sections (PSECTS), liter­
dl address constants are placed in a separ­
ate literal pool at the end of the first 
!,rototype control section. In these cir­
cumstances, the programmer also must ensure 
that the first prototype control section is 
always addressable. 

DUplicate Literals 

If duplicate literals occur within the 
rdnge controlled by one LTORG statement, 
only one literal is stored. Literals are 
considered duplicates only if their speci­
lications are identical. A literal will be 
H~ored even if it appears to duplicate 
dnother literal, if it is an A-type address 
constant containing any reference to the 
location counter. 

These examples illustrate how the assem­
bl .. r ut,oces pairs of literals, if the pla­
cpmpnt of each pair is controlled by the 
~;dml' LTORG statement: 

X'fO' 
C'O' 

XL3'O' 
HL3'O' 

X'FFFF' 
X'FFFF' 

Both are stored 

Both are stored 

Both are stored 

Identical; the first is stored 

CNOP -- Conditional No Operation 

This instruction allows the programmer 
to align an instruction at a specific word 
boundacy. If any bytes must be skifped to 
align the instruction properly, the assem­
bler ensures an unbroken instruction flow 
ty generating no-oFeration instructions. 
This facility is useful in creating calling 
sequences consisting of a linkage to a sub-
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routine followed by parameters such as 
channel command words (CCW). 

CNOP ensures the alignment of the loca­
tion counter setting to a halfword, full­
word, or doubleword boundary. If the loca­
tion counter is already properly aligned, 
the CNOP instruction has no effect. If the 
specified alignment requires the location 
counter to be incremented, one to three 
no-oferation instructions are generated. 
Each uses two bytes. 

This is the format of the CNOP 
instruction: 

r-----T---------T-------------------------, 
IName IOferationlOperand I 
~-----+---------+-------------------------i 
IBlankicNOP ITwo absolute expressions I 
I I lof the form b,w I L _____ ~ _________ ~ _________________________ J 

Any symbols used in the expressions in 
the operand field must have been previously 
defined. 

Operand b sfecifies at which byte in a 
word or doubleword the location counter is 
to be set; b can be 0, 2, ~, or 6. Operand 
w specifies whether byte b is in a fullword 
(w=4) or doubleword (w=8). These pairs of 
t and ware valid: 

t,w Specifies 

0,4 Beginning of word 
2,4 Middle of word 
0,8 Beginning of doubleword 
2,8 Second halfword of doubleword 
4,8 Middle (third halfword) of doutleword 
6,8 Fourth halfword of doubleword 

The pOSition in a doubleword that each 
of these pairs specifies is shown in Figure 
10. Note that both 0,4 and 2,4 specify two 
locations in a doubleword. 

Assuming that the location counter is 
currently aligned at a doubleword boundary, 
the CNOP instruction in this sequence 

r-----T---------T-------------------------, 
IName IOperationlOperand 1 
~-----+---------+-------------------------i 
I I CNOP 10 ,8 1 
I I BASR 12,14 I L _____ ~ _________ ~ _________________________ J 

has no effect; it is printed in the assem­
tly listing. However, this sequence 

r-----T---------T-------------------------, 
IName IOferationlOperand I 
~-----+---------+-------------------------_i 
I I CNOP 16 , 8 I 
I IBASR 12,14 I 
L-----~ _________ ~ _________________________ J 



causes three branch-on-conditions (No-OPs) 
to be generated, thus aligning the BASR 
instruction at the last halfword in a 
doubleword. as follows: 

r-----T---------T-------------------------, 
IName IOperationloperand I 
t-----+---------t-------------------------~ 
I t BCR 10,0 I 
I I BCR 10.0 I 
i I BCR 10,0 I 
I I BASH 12,14 I l ___ . __ 4-________ J. ________________________ J 

r-----------------------------------------, I Doubleword I 
t-------------------T--------------------~~ 
I Word I Word I 
t---------T---------t---------T-----------f 
IHalfword IHalfword IHalfword IHalfword I 
t----T----+----T----t----T----+----T--~---~ 
IBytelBytelBytelBytelBytelBytelBytelByte I 
t----J.----J.----J.----J.----J.----J.----J.-----f 
10,4 2,4 0,4 2,4 I 
10,8 2,8 4,8 6,8 I l _______________________________________ ~ 

figure 10. COOP Alignment 

After the BASR instruction is generated, 
the location counter is at a doutleword 
boundary, thereby ensuring an unbroken 
instruction flow. 

COpy -- Copy Predefined Source Coding 

The COPY instruction obtains source lan­
quage coding froro a library and includes it 
in the program currently being assembled. 
This is the format: 

r--'---T---------T-------------------------, 
IName I Operation I Operand I 
t-----+---------+------------------------~ 
IBlanklCOPY lOne symbol I L _____ J. _________ J. _______________________ -J 

The operand is a symbol that identifies 
the section of coding to be copied. The 
assembler inserts the requested coding 
iromediately after the COpy statement is 

encountered. The requested coding must not 
contain another COpy statement. If identi­
cal COPY statements are encountered, the 
coding they request is brought into the 
~rogram each time. The control section in 
effect at the time of the COpy statement is 
not automatically resumed after the copied 
element; therefore, if the copied element 
contains one or more control section state­
ments, all coding following the COpy state­
~ent (until another control section state­
ment is encountered) will be considered as 
part of the last control section in the 
copied element. 

ENP -- End Assembly 

END terminates the assembly of a pro­
gram. It may also designate a point in the 
program, or in a separately ass~led pro­
gram, to which control may be transferred 
after the program is loaded. The END 
instruction must always be the last state­
ment in the source program. in this format: 

r-----T---------~----------------------__, 
IName I Operation I Operand I 

~-----t---------+-------------------------~ 
I Blank I END IRelocatable or abSOlute I 
I I I expression, or blank I L _____ L _________ L ________________________ -J 

The operand specifies the point to which 
control is transferred when loading is com­
plete. This point is usually the first 
machine instraction in the program. as 
shown in this sequence: 

r-----~-------~------------------------, I Name I Operation I Operand I 

.-----+---------+-----------------------~ 
INAME ICSECT I I 
IAREA IDS 150F I 
I BEGIN I BASR 12,0 1 
I I USING '* , 2 I 
I I . I I 
I I . I I 
I I . J I 
I lEND 1 BEGIN I L _____ 4-________ L __ L ______________________ J 
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~STION 6: INTRODUCTION TO MACRO LANGUAGE 

Macro lanquage is an extension of the 
TSS Assembler language. 

The macro language provides the program­
mer with a convenient way to generate a 
desired, previously prepared sequence of 
dssembler language statements with only one 
statement, a macro instruction. 

The Gequence of generated statements is 
dptermined in a previously written defini­
t i on ;~nd. when invoked with a macro 
instruction, placed in line \lith his code. 
Thit; definition may be written only once, 
utou·d. and used repeatedly in one or more 
proqIama. The definition may be created by 
d programmer for his sole use, or it may be 
shared by many users in a system. 

This facility simplifies coding pro­
grams, reduces the chance of programming 
errors, and ensures that standard sequences 
of assembler language statements are used 
to accomplish desired fUnctions. 

An additional facility, called condi­
tional assembly, allows specification of 
assembler language statements, which mayor 
may not be assembled, depending upon condi­
tions evaluated at assembly time. These 
conditions are usually tests of values. 
which may be defined, set, changed, and 
tested during the course of the assembly 
itself. The conditional assembly facility 
can be used without macro instruction 
statements. 

MACRO INSTRUCTION STATEMENT 

A macro instruction statement, or simply 
a macro instruction, is a source program 
statement that is processed by the assem­
bler, just as assembler language statements 
are source program statements that are pro­
cessed by the assembler. 

The assembler generates a sequence of 
assembler language statements for each 
occurrence of the same macro instruction. 
The generated statements are then processed 
like any other assembler language 
statement. 

Three types of macro instructions may be 
written: positional. keyword, and 
mixed-mode. 

Positional macro instructions permit the 
programmer to write the operands of a macro 
instruction in a fixed order. Keyword 
macro instructions permit him to write the 
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operands in a variable order. Mixed-mode 
macro instructions permit him to use the 
features of both positional and keyword 
nacro instructions in the same macro 
instruction. 

~ACRO DEFINITION 

Before a macro instruction can be 
assembled, a macro definition must be 
available to the assembler. 

A macro definition is a set of state­
ments that provides the assembler with: 
(a) the mnemcnic operation code and the 
format of the macro instruction, and (b) 
the sequence of statements the assembler 
generates when the macro instruction 
a~pears in the source program. 

Every macro definition consists of a 
macro definition header statement, a macro 
instruction prototype statement, one or 
more model statements, and a macro defini­
tion trailer statement. In addition, COPY 
statements MEXIT, MNOTE, and conditional 
assembly instructions may be used. 

Header and trailer statements indicate 
to the assembler the beginning and end of a 
.acro definition. 

The prototype statement specifies the 
mnemonic operation code and format of the 
nacro instruction. 

Model statements are used by the assere­
bier to generate the assembler language 
statements that replace each occurrence of 
the macro instruction. 

COpy statements can be used to copy 
wodel statements, MEXIT, MNOTE, or condi­
tional assembly instructions from a system 
library into a macro definition. 

MEXIT can be used to terminate process­
ing of a macro definition. 

MNOTE can be used to generate an error 
nessage when the rules for writing a parti­
cular macro instruction are violated. 

The conditional assembly instructions 
nay be used to vary the sequence of state­
ments generated for each occurrence of a 
nacro instruction. conditional assembly 
instructions may also be used outside macro 
definitions, that is, among the assembler 
language statements in the program. 



SOURCES OF MACRO DEFINITIONS 

Macro definitions may be secured from 
three sources and are searched for in the 
following order: 

1. User source statements 

2. Supplementary macro library 

3. System macro library 

The same macro definition may be made 
available to more than one source program 
by placing the macro definition in a macro 
library. A macro library is a collection 
of macro definitions that can be used by 
several assembler language programs. Once 
a macro definition has been placed in a 
macro libra.ry, it may be used by writing 
it.s corresponding macro instruction in a 
source program, if the user h~s access to 
that library. 

SYSTEM MACRO INSTRUCTIONS 

The macro instructions that correspond 
to macro definitions prepared hy IBM are 
called system macro instructions; they are 
described in Assembler User Macro 
Instructions • 

VARYING THE GENERATED STATEMENTS 

Each time a macro instruction appears in 
the source program, it is replaced by the 
same sequence of assembler language state­
ments. unless one or more conditional as­
sembly instructions appear in the macro 
definition. Conditional assemhly instruc­
tions are used to vary the number ~nd for­
mat of the generated statements. 

YARlABLE SYMBOLS 

A variable symbol is assigned different 
values by either the programmer or the as­
sembler. When the assembler uses a macro 
definition to determine what statements are 
to replace a macro instruction, variable 
symbols in the model statement are replaced 

with the values assigned to them. By 
Changing the values aSSigned to variahle 
symbols, the prcgrammer can change parts of 
the generated statements. 

A variable symbol is written as an 
ampersand followed by from one through 
seven letters and/or digits, the first of 
which must be a letter. Elsewhere, two 
ampersands must be used to represent an 
ampersand. 

Types of Variable Symbols 

There are three types of variable sym­
bols: symbolic parameters, system variable 
symbols. and SET symbols. SET symbols are 
further broken down into SETA, SETB, and 
SETC symkols. The three types of variable 
symbols differ in the way they are assigned 
values. 

Assigning Values to Variable Symbols 

Symbolic parameters are assigned values 
by the prQgrammer each time he writes a 
macro inst&uction. 

System variable symbols are assigned 
values by the assembler each time it pro­
cesses a macro instruction. 

SET symbols are assigned values by the 
programmer's use of conditional assembly 
instructions. 

Global SET Symbols 

The values assigned to SET symbols in 
one macro definition may be used to vary 
the statements that appear in other macro 
definitions. All SET symbols used for this 
purpose must be defined by the programmer 
as global SET symbols. All other SET sym­
bols (that is. those which may be used to 
vary statements that appear in .the same 
macro definition) must be defined by the 
programmer as local SET symbols. Local SET 
symbols and the other variable symbols 
(that is. symbolic parameters and system 
variable symbols) are local variable sym­
bols. Global SET symbols are global vari­
able symhols. 
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SECTION 7: HOW TO PREPARE MACRO DEFINITIONS 

A macro definition, which must appear in 
UI(' :;ource program before any macro 
lll!;t ruction that references it, consists 
ot: 

• A macro definition header statement. 

• A macro instruction prototype 
statement. 

• Zero or more model statements, COpy 
statements, MEXIT, MNOTE, or condition­
al assembly instructions. 

• A macro definition trailer statement. 

Except for MEXIT, MNOTE, and conditional 
dS~iembly il13tructions, this section 
describes all statements that may be used 
to prepare macro definitions. conditional 
assembly instructions are described in Sec­
tion 9. MEXIT and MNOTE instructions are 
dt>scribed in Section 10. 

MACRO -- Macro Definition Header 

The macro definition header statement, 
indicating the beginning ofa .acro defini­
tion, must be the first statement, with 
this format: 

r-----T---------T-------------------------, 
IName I operation I Operand I 
r-----~--------+-------------------------i 
I Bla nk I MACRO I Blank I l _____ i-________ ~ _________________________ J 

MEND -- Macro Definition Trailer 

The trailer statement, indicating the 
end of a macro definition, must be the last 
statement, with this format: 

r-----T---------T-------------------------, 
IName IOperationloperand I 
t-----+---------+-------------------------~ 
I Blank I MEND I Blank I l _____ L _________ 4 _________________________ J 

MACRO INSTRUCTION PROTarYPE 

The macro instruction prototype state­
ment, called the prot_otype statement, spe­
cifies the mnemonic operation code and the 
format of all macro instructions that refer 
to the macro definition. It must be the 
second statement of every macro definition, 
with this format: 
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r---------T---------T---------------------, 
I Name I Operation I Operand I 
~---------+---------+--------------------_i 
ISymbolic ISymbol IZero or more sy~tolicl 
I parameter I I parameters, separated I 
lor blank I I by commas I L _________ ~ _________ 4 ____________________ _J 

The symbolic parameters (see -Model 
statements,- below) are used in the macro 
definition to represent the na~e field and 
operands of the corresponding macro 
instruction. The name field of the ~roto­
type statement may be blank, or it may COn­
tain a symbolic parameter. 

The symtol in the operation field is the 
mnemonic operation code that must appear in 
all Kacro instructions that refer to a 
.acro definition. The mnemonic operation 
code must not be the same as the mne.onic 
operation code of another macro definition 
in the source program or of an asse~tler 
instruction. If a macro definition in a 
source program has the same mnemonic as a 
~achine operation, the macro definition is 
used during assembly. If the macro defini­
tion is stored in a library, however, the 
aachine operation will be used. 

The o~erand field may contain 0 or more 
symbolic para~ters separated by co.mas. 

This is a prototype statement: 

r-----~-------~----------------------___, 
IName IOperationlOperand I 
~-----+------+-------------------1 
I iNAI!EIMOVE liTO,iFROM I L _____ ~ _________ i-_______________________ _J 

STATEMENT FORMAT 

The prototype statement may be written 
in a format different from that used for 
other assembler language statements. The 
normal format was described in Section 2, 
under -Assembler Language coding Conven­
tions.- The alternate format described 
here allows the programmer to write an 
operand on each line, and intersperse 
cperands and comments in the statement. 

In the alternate format, as in the nor­
mal, the name and operation fields must 
a~pear on the first line of the statement, 
and at least one blank must follow the 
cperation field on that line. Both types 
of stateRent format may be used in the same 
FrototYFe statement. 



The rules for using the alternate format 
for punched cards are: 

1. If an operand is followed by a comma 
and a blank. and the column after the 
end column contains a nonblank charac­
ter, the operand field may be con­
tinued on the next line, starting in 
the continue column. More than one 
operand may appear on the same line. 

~. comments may appear after the blank 
that indicates the end of an operand. 
up to and including the end column. 

3. If. in the next card, the operand 
field starts after the continue 
colUmn, the information entered on 
that line is considered to be c0m­

ments, and the operand field of the 
previous card is considered ter­
minated. Any subsequent continuation 
lines are considered comments. 

Note: A prototype statement may be written 
on as many continuation lines as there are 
operands. 

The Lules for using the alternate state­
ment format at a keyboard are: 

1. If an operand is followed by a comma 
and either a blank or a horizontal 
tab, and the remaining text contains a 
keyboard continuation character prior 
to the return, the operand field may 
be continued on the next line. start­
ing in the first column of the state­
ment area. If this form of continua­
tion is used, an operand must appear 
on a Single line. More than one 
operand, however, may appear on the 
same line. 

2. comments may appear after the blank or 
horizontal tab that indicates the end 
of an operand, up to the column con­
taining the return. 

3. If text contains the keyboard con­
tinuation character prior to the 
return. and the next line starts in 
the first column of the statement 
area, the information entered on the 
next line is considered to be an 
operand. However, if the first column 
of the statement area is blank or con­
tains a horizontal tab character, the 
information entered on the next line 
is considered to be comments, and the 
operand field is considered ter­
minated. Any subsequent continuation 
lines are considered to contain only 
commands. 

4. A prototype statement may be written 
on as many continuation lines as there 
are operands. 

The following examples illustrate: (a) 
the normal statement format, (b) the 
alternate statement format, and (c) the 
combination of both statement formats. 

r-------,----,------------------------T-' 
IName IOper-loperand Comments I I 
I lationl J I 
t--------t-----+------------------------+-~ 
INAMEl IOPI I OPERANDI,OPERAND2, OPERAN IX I 
I I 103 THIS IS THE NORMAL IXI 
I I I STATEMENT FORMAT I I 
~--------+----t------------------t_t 
INAME2 IOP2 IOPERANDI, THIS IS THE ALIXj 
I I IOPERAND2,OPERAND3 TERNA IXI 
I I I TE STATEMENT FORMAT I I 
.-------i----t--------------------t-i I NAME 3 IOP3 I OPERANDI, THIS IS A COMBIXI 
I I IOPERAND2,OPERANDJ,OPERANIXI 
I I ID4,OPERAND5 INATION OF IXI 
I I I BOTH STATEMENT FORMATS I I L-_______ ~ ____ ~ ________________________ ~_J 

~ODEL STATEMENTS 

These are the macro definition state­
Kents from which the desired sequences of 
assembler language statements are 
generated. One or .are model statements 
may follow the prototype statement. A 
Kodel statement consists of one to four 
fields (left to right): name, operation. 
operand, and comments. 

The name field may be blank, or it may 
contain a symbol or symbolic parameter. 

The operation field may contain: any 
machine instruction mnemonic operation 
code; any assembler mnemonic operation code 
exceFt COPY, END, ICTL. ISEQ. START, MACRO, 
and MEND; or the mnemonic operation code of 
a user macro instruction or of a system 
macro instruction. Variable symbols may 
not te used to generate the following as­
sembler mnemonic operation codes: COPY. 
END, ICTL, ISEQ. REPRO, START, MACRO, and 
MEND. 

Variatle symbols may not be used in the 
name field nor in the operand fields of the 
follOWing instructions: COpy, END. ICTL, 
ISEQ. REPRO, and START. 

The operand field may contain symbols, 
symbolic parameters, or other combinations 
of characters, with the exception noted un­
der -Free Apostrophes· below. 

The couments field may contain any com­
bination of characters. 

Free ApostroFhes 

A free apostrophe is: 
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• A !iingle apostrophe not immediately 
preceded or followed by another 
dpo!,trophe. 

• The la~.t apo~;trorhE in a sequence con­
taining an odd number of consecutive 
dpost rophes. 

A macro instruction operand may include 
free apostrophes. If a macro definition is 
to treat such an operand in an apostrophe 
delimited field, the character positions 
which Iray contain free apostrophes must be 
doubled by using concatenated substring 
notat.ions. substring notation is discussed 
in Section 9. 

Apostrophe delimited fields a(:pear as 
operands of TITLE (Section 5), SETC (Sec­
tion 9), MNOTE (Section lO) instructions, 
or as terms of character relations in the 
operand fields of AIF or SETB instructions 
(Section 9). 

~X~OLIC PARAMETERS 

A nYlllbolic parameter is a type of vari­
able nymhol that is assigned values by the 
l;lofjral1llner when he writes a macro instrUC­
tion. The programmer may vary statements 
that are generated for each occurrence of a 
macro instruction by varying the values 
assigned to symbolic parameters. 

A symbolic parameter consists of an 
ampersand followed by fro~ one to seven 
letters andlor digits, the first of which 
must be a letter. Elsewhere, two amper­
sands must be used to represent an amper­
sand. The programmer should not use 'SYS 
as the first four characters of a symbolic 
parameter. 

These are valid symbolic parameters: 

.READER 
'A23456 
'X4F2 

These are invalid symbolic parallleters: 

CARDAREA (first character is not 
ampersand) 

'2565 (first character after amper­
sand is not letter) 

'AREA2~56 (more than seven characters 
after ampersand) 

'BCD~34 (contains special character 
other than initial ampersand) 

'IN AREA (contains special character 
(blank) other than initial 
ampersand) 

Any symbolic parameters in a model 
statement must appear in the prototype 
statement of the macro definition. 
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The following is an example of a macro 
definition. Note that the symbolic parame­
ters in the model statements appear in the 
~rotctype statement. 

r-----T---------T----------------, 
IName IOperationloperand I 
~-----t---------+----------------~ 

Header I I MACRO I I 
Prototype I &NAME I MOVE I'TO.&FROM I 
Model liNAMEIST 12. SAVE I 
~odel I I L 12. 'FROM I 
~odel liST 12,&TO I 
Model I IL I 2, SAVE I 
Trailer I I MEND I I L _____ ~ _________ ~ ________________ J 

Symbolic parameters in model statements 
are replaced by the characters of the macro 
instruction that correspond to the symtolic 
(:araroeters. 

In the following example, the characters 
HERE. FIELDA. and FIELDB of the MOVE roacro 
instruction correspond to the symbolic 
parameters iNAME, iTO. and 'FROM, respec­
tively. of the MOVE prototype stateroent. 

r-----T---------T------------------------, 
IName I operation I Operand I 
.-----t---------t-------------------------~ 
IHERE IMOVE IFIELDA,FIELDB I L _____ ~ _________ i_ ________________________ J 

Any occurrence of the symbolic farame­
ters 'NAME, 'TO, and 'FROM in a model 
statement will be replaced by the charac­
ters HERE, FIEIDA. and FIELDS. If the pre­
ceding macro instruction were used in a 
source program. these assembler language 
statements would be generated: 

r-----T---------~-----------------------_, 
IName I Operation I operand I 
.-----t---------+-------------------------~ I HERE I S'I \2, SAVE I 
I I L 12 • FIELDB I 
I I S'I 12, FIELDA I 
I I L \2, SAVE I L _____ L _________ ~ _________________________ J 

The example below illustrates another 
use of the MOVE macro instruction, using 
operands that are different from those that 
appear in the preceding example. 

r-----T--------~-----------------, 
'Name IOperationlOperand I 
.-----+---------t----------------~ 

Macro I LABELl MOVE IIN,OUT I 
I I I I 

GeneratedlLABELIST I 2, SAVE I 
Generated I IL 12,OUT I 
Generated I I ST 12, IN I 
Generated I IL I 2. SAVE I l _____ L _________ L ________________ J 



If a symbolic parameter appears in the 
comments field of a model statement, it is 
not replaced by the corresponding charac­
ters of the macro instruction. 

Concatenating Symbolic Parameters With 
Other Characters or other Symbolic 
Parameters 

It ~ aymbollc parameter in a model 
nlat \'ment is immediately preceded or fol­
lowed by other characters or another sym­
bolic parameter, the characters that corre­
spond to the symbolic parameter are combi­
ned. in the generated statement, with the 
other characters or the characters that 
correspond to the other symbolic parameter. 
This process is called concatenation. 

The macro definition, macro instruction, 
and generated statements in the following 
example illustrate these rules. 

r-----T---------T----------------, 
IName IOperationloperand I 
t-----+---------+-----------------~ 

Header I I MACRO I 
Prototype I 'NAME I MOVE 'TY,'P,'TO,'FROMI 
Model I'NAMEIST'TY 2,SAVEAREA I 
Model I IL'TY 2.'P'FROM I 
Model I I STiTY 2. 'P'TO I 
Model I IL'TY 2,SAVEAREA I 
Teai ler I I MEND I 

I I I 
Macro IHERE IMOVE D.FIELD,A,B I 

I I I 
GeneratedlHERE ISTD 2,SAVEAREA I 
Generatedl ILD 2.FIELDB I 
Generatedl ISTD 2,FIELDA I 
Generatedl ILD 2,SAVEAREA I l _____ ~ _________ ~ ________________ J 

Symbolic parameter 'TY is used in each 
of the four model statements to vary the 
wlemonic operation code of each of the 
generated statements. The character D in 
the macro instruction corresponds to sym­
bolic parameter 'TY. Since 'TY is preceded 
by other characters (that is, ST and L) in 
the model statements, the character that 
corresponds to iTY (that is, D) is conca­
tenated with .the other characters to form 
the operation fields of the generated 
statements. 

Symbolic parameters iP, iTO, and 'FROM 
are used in two of the model statements to 
vary part of the operand fields of the 
corresponding generated statements. The 
characters FIELD, A, and B correspond to 
the symbolic parameters 'P, 'TO, and 'FROM. 
Since iP is followed by .FROM in the second 
model statement, the characters that corre­
spond to them (that is, FIELD and B) are 
concatenated to form part of the operand 
field of the second generated statement. 
Similarly, FIELD and A are concatenated to 

form part of the operand field of the third 
generated statement. 

If the programmer wants to concatenate a 
symbolic parameter with a letter, digit, 
left parenthesis, Or period following the 
symbolic parameter, he must immediately 
follow the symbolic parameter with a 
~eriod. A period is optional if the sym­
tolic parameter is to he concatenated with 
another symbolic parameter, or with a spe­
cial character other than a left parenthe­
sis or another period that follows it. 

If a symbolic parameter is immediately 
followed by a period, the symbolic faramet­
er and the period are replaced by the 
characters that correspond to the symbolic 
parameter. A period that immediately fol­
lows a symbolic parameter does not a~pear 
in the generated statement. 

The following macro definition, macro 
instruction, and generated statements il­
lustrate these rules. 

r-----T--------~----------------, 
IName IOperationloperand I 
~-----t---------t----------------~ 

Header I I MACRO I I 
Prototypel'NAMEI~OVE I'P,'S,'Rl,iR2 I 
Model I 'NAME I ST I 'R1, i5. (iR2) I 
~odel I IL liR1,iP.B I 
~odel liST I'R1,'P.A I 
Model I IL I'R1,'S.('R2) I 
Trailer I I MEND I I 

I I I I 
~acro IHERE IMOVE IFIELD,SAVE,2,4 I 

I I I I 
GeneratedlHERE 1ST 12,5AVE(4) I 
Generated I IL 12,FIELDB I 
Generated I 1ST 12,FIELDA I 
Generated I IL 12,SAVE(4) I L ____ --1 ________ -J. _______________ J 

The symbolic parameter iP is used in the 
second and third model statements to vary 
part of the operand field of each of the 
corresponding generated statements. FIELD 
cf the macro instruction corresponds to ,Po 
Since iP is to be concatenated with letters 
(B and A) in each of the statements, a 
period immediately follows iP in each of 
the model statements. The period does not 
appear in the generated statements. 

Similarly. symbolic parameter is is 11sed 
in the first and fourth model statem€nl~ to 
vary the operand fields of the correspahd M 

ing generated statements. &S is followed 
ty a period in each of the model statements 
because it is to be concatenated with a 
left parenthesis. The period does not 
appear in the generated statements. 

Section 7: How to Prepare Macro Definitions 57 



comments Statements 

A model statement may be a comments 
~tdtement. A comments statement consists 
of dn asterisk in the begin column, fol­
lowed by comments. The comments statement 
.is used by the assembler to generate an as­
c,emll1 PI: language comments statement, just 
.l~; oLtlPr model statements are used by the 
<m~;elTlbler to generate assembler language 
!;Llt pmf,nts. No variable symbol substitu­
tlun is performed. 

TIJP programmer may also write, in a 
lIiacro de[init.ion. comments statements that 
dn:~ HOt: to be generated. These statements 
tr.ust have a period in the tegin column, 
immediately followed by an asterisk and the 
comments. 

The first statement in the following 
example will be used by the assembler to 
q(,llerat.e a comments statement; the second 
~;t:dteml'nt will not. 

r ------T---------T------------------------, 
I Name I Operation I operand I • ___ . __ 1. _________ ..l. ________________________ ~ 

I ·'1'111:; []'rATEMENT WILL BE GENERATED I 
I. ·T!II!; ONE WILL NOT BE GENERATED I l ___________________________________ :.. ____ --' 

COpy STATEMENTS 

COPY statements may be used to copy 
model statements and MEXIT. MNOTE, and con-
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ditional assembly instructions into a macro 
definition, just as COpy may be used out­
side macro definitions to copy source 
statements into an assembler language 
program. 

The format of this statement is: 

r-----T---------~------------------------_, 
IName I Operation I Operand I 
~-----+---------+-------------------------~ I Blank ! COpy IA symbol I L _____ L _________ L _________________________ J 

The symbol in the operand field identi­
fies the section of coding to be copied. 
Any statement that may be used in a macro 
definition may be part of the copied cod­
ing, except MACRO, MEND. COPY. and proto­
type statements. 

Statements to be copied are secured ei­
ther from a supplementary macro library or 
the system macro library. If availatle, 
the supplementary macro library is first 
searched for the statements to be copied. 
If the statements are not in the supplemen­
tary macro library. the system macro 
library is then searched. 

A COpy statement is not a model state­
ment. since it is not used by the assembler 
to generate a COPY statement. 



The format of a macro instruction is: 

r--------T---------T----------------------, I Name I Operation I Operand I 
r--------t---------t----------------------i 
ISymbol IMnemonic 10 or more operands, I 
lor blankloperationlseparated by commas I 
I I code I I L ________ ~ _________ ~ ______________________ J 

The name field of the macro instruction 
may contain a symbol. The symbol will not 
be defined unless a symbolic parameter 
appears in the name field of the prototype 
and the same parameter appears in the name 
field of a generated model statement. 

The operation field contains the mnemon­
ic operation code of the macro instruction. 
The mnemonic must be the same as the mne­
monic of a macro definition in the source 
program or in the macro library. The macro 
definition with the same mnemonic is used 
by the assembler to process the macro 
instruction. If a macro definition in the 
source program and one in the macro library 
have the same mnemonic, the macro defini­
tion in the source program is used. 

The placement and order of the operands 
in the macro instruction are determined by 
the placement and order of the symbolic 
parameters in the operand field of the pro­
totype statement. 

MACRO INSTRUCTION OPERANDS 

Any combination of up to 255 characters 
may be used as a macro instruction operand, 
provided the following rules concerning 
apostrophes. parentheses, equal signs, 
ampersands. commas, and blanks are 
observed. 

Paired Apostrophes: An operand Bay contain 
one or more quoted strings, or sequences of 
characters that begin and end with apos­
trophes and contain even numbers of 
apostrophes. 

The first quoted string starts with the 
first apostrophe in the operand. Subse­
quent quoted strings start with the first 
apostrophe after the apostrophe that ends 
the previous quoted string. 

The first and last apostrophes of a 
quoted string are called paired apos­
trophes. In the following exa~ple, the 
first and fourth and the fifth and eighth 
apostrophes are paired apostrophes. 
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An apostrophe ilrmediately followed ty a 
letter and immediately preceded by the 
letter L, which in turn is preceded Ly any 
special character other than ., and not 
within a quoted string, is not considered 
to be the first apostrofhe of a quoted str­
ing. An example is (L'X). 

Paired parentheses: There must be an equal 
number of left and right parentheses; 
paired parentheses are a left parenthesis 
and a following right parenthesis, without 
any intervening parentheses. If ther~ is 
Bore than one pair, each additional pair is 
determined by removing any pairs already 
recognized and reapplying the above rule 
for paired parentheses. For instance, in 
the following example the first and fourth, 
the second and third, and the fifth and 
sixth parentheses are paired parentheses: 
(A(B)C)D{E) 

A parenthesis that appears between 
paired apostrophes is not considered in 
determining paired parentheses. For 
instance, the middle parenthesis is not 
considered in this example: (t).) 

Equal Signs: An equal sign can occur only 
as the first character in an operand Or 
between paired apostrophes or paired paren­
theses. These illustrate the rules 

=F'32' 
, C=D' 
E(F=G) 

Ampersands: Each sequence of consecutive 
ampersands must. te an even number of am(H-'c­
sands, except as noted under WInner Macro 
Instructions,· below. This example illu~­
trates the rule: • 

"123"" 

Commas: A comma indicates the end of an 
operand, unless it is Ilaced between faired 
apostrophes or paired parentheses. Thi:; 
example illustrates the rule: 

(A,B)C', • 

Blanks: A blank indicates the ('nd of lb.­
operand field, unless it is l'ldcfc'd hetwCt'll 
paired apostrophes, except at> noted undf-r 
·Statement Format,- below. This eXdRFle 
illustrates the rule: 

'1\ E C' 
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The~;e are valid macro instruction 
operands: 

~3YMB()L A+2 

123 (TO ( 8 ) , FROM) 

X'lB9A' O{2,3) 

• =F'4096" 

L'NAME A3&t 9 

'TEN -- 10' 'PARENTHESIS IS) , 

'QUOTE IS' , , 'COMMA IS. I 

The:je are invalid macro instruction 
operands: 

W'NAME 

5A)B 

(odd nUl1lber of 
aFostrophes) 

(number of left paren­
theses does not equal num­
ber of right Farentheses) 

(15 B) (blank not placed between 
apostroFhes) 

'ONE' IS 'I' (blank not placed between 
paired apostrophes) 

STATEMENT FORMAT 

Macro instructions may use the same 
alternate format that can be used for pro­
t_otype statements. If the alternate format 
is used. a blank does not always indicate 
tile end of the operand field. The altern­
ate format was described in Section 7 under 
-Macro Instruction Prototype.-

OMITTED OPERANDS 

If an operand that appears in the proto­
type statement is omitted from the macro 
instruction, the comma that would have 
separated it from the next operand must be 
present. If the last operand is omitted 
from a macro instruction, the comma 
separating the last operand from the pre­
vious operand may be omitted. 

The following example shows a macro 
instruction preceded by its corresponding 
prototype statement; the operands that 
correspond to the third and sixth operands 
of the prototype statement are omitted. 

r----T---------T--------------------------, 
IName I Operation I Operand I 
~----+---------+--------------------------~ 
I I EXAMPLE 16A.6B •• C,.C.'E,.F I 
I I EXAMPLE 117,*+4.,AREA,FIELD(6) I l ____ L _________ L __________________________ J 
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If the sy~bolic parameter that corres­
ponds to an omitted operand is used in a 
model statement, a null character value 
replaces the symbolic parameter in the 
generated statement. In effect, the syro­
tolic rarameter is removed. 

For example, the first statement below 
is a model state~ent that contains the sym­
bolic Farameter .C. If the operand that 
corresronds to &C were omitted from the 
macro instruction, the second staterrerlt 
would be generated from the model 
statement. 

r----T---------T--------------------------, 
\ Name \ Operation \ Operand \ 
~----+---------+--------------------------~ 
I \MVC ITHEREiC.25.THIS \ 
\ \MVC \THERE25,THIS I l ____ ~ _________ ~ __________________________ J 

OPERAND SUBLISTS 

An oFerand of a macro instruction may be 
a sublist that provides the progralrmer with 
a convenient way to refer to: (a) a 
collection of macro instruction operands as 
a Single operand, or (b) a single operand 
in a collection of operands. 

A sublist consists of one or more 
operands separated by commas and enclosed 
in paired parentheses. The entire sublist, 
including the parentheses, is considered to 
be one macro instruction orerand. 

If a macro instruction is written in the 
alternate statement format, each sublist 
operand may be written on a separate line; 
the u.acro instruction may be written on as 
many lines as there are operands, including 
sublist operands. 

If iP! is a symbolic parameter in a pro­
totYFe statement, and the corresponding 
operand of a macro instruction is a sub­
list, 'Pl(n) may be used in a model state­
ment to refer to the nth operand of the 
sublist, where n may be a decimal integer. 
(n may also be any arithmetic expression 
allowed in the SETA instruction that is 
described in Section 9.> 

If iPl is a symbolic parameter in a pro­
totYFe statement, and the corresponding 
operand of a macro instruction is not a 
sublist, .Pl(n) refers to the operand as a 
whole, regardless of the value of n. 

For example, consider these macro 
definition, macro instruction, and 
generated statements: 



r-----T----,-----T---------------, 
IName IOperationloperand I 
• -----+---------+----------------~ 

Header J I MACRO I I 
Prototype I I TOTAL liNUM.iREG,iAREA I 
Model I IL I 'REG, iNUM(1) I 
Model J I A I iREG, iNUM( 2) I 
Model I IA liREG,iNUM() I 
Model I I ST I 'REG, iAREA I 
Trailer I I MEND I I 

I I I I 
Miler 0 I I TOTAL I (A, B, C) ,6, SUM I 

I I I I 
(,t'lIprdtedl IL 16,A I 
(;t'npratt~dl IA 16,B I 
l 'f' Ill' r i\ t ed I I A I 6, C I 
(;"neraledl 1ST 16,SUM I l _____ L _________ L ________________ J 

The operand of the macro instruction 
that corresponds to symbolic parameter 'NUM 
is a sublist. One of the operands in the 
sub list is referred to in the operand field 
of three model statements. For example, 
iNUM(l) refers to the first operand in the 
sublist corresponding to symbolic parameter 
iNUM; the first operand is A. Therefore, A 
replaces iNUM(1) to form part of the 
generated statement. 

Note: When referring to an operand in a 
sublist, the left parenthesis of the sub­
list notation must immediately follow the 
last character, iNUM(1), of the symbolic 
farameter. 

A period should not be placed between 
the left parenthesis and the last character 
of the symbolic parameter. A period may be 
used between these two characters only when 
the programmer wants to concatenate the 
left parenthesis with the characters that 
the symbolic parameter represents. The 
tollowing example shows what would be 
yenerated if a period appeared between the 
left parenthesis and the last character of 
the symbolic parameter in the first model 
statement of the preceding example. 

r-----T---------T----------------, 
IName loperationioperand I 
~-----+---------+----------------~ 

Prototype I I TOTAL I'NUM.'REG,iAREA I 
Model I I L I 'REG, .NUM. (1) I 

I I I I 
Macro I I TOTAL I (A,B.C),6,SUM I 

I I I I 
Generated I IL 16.(A,B.C) (1) I l _____ L _________ L ________________ J 

The symbolic parameter 'NUM is used in 
the operand field of the model statement. 
~he characters (A,B,C) of the macro < 

instruction correspond to 'NUM. Since 'NOM 
is immediately followed by a period, 'NUM 
and the period are replaced by (A,B,C): the 
period is not in the generated statement. 

The resulting generated statement is an 
invalid assembler language statement • 

INNER MACRO INSTRUCTIONS 

A macro instruction may be used as a 
model statement in a macro definition: then 
the macro instruction is called an inner 
macro instruction. A macro instruction 
that is not used as a model statement is 
called an outer macro instruction. 

Any symbolic parameters used in an inner 
aacro instruction are replaced by the 
corresponding characters of the outer macro 
instruction. The macro definition corres­
ponding to an inner macro instruction is 
used to generate the statements that 
replace the inner macro instruction. 

The TOTAL macro instruction of the pre­
vious example is used as an inner macro 
instruction in the following example. The 
inner macro instruction contains two sym­
colic parameters •• 5 and iT. Characters 
(X,Y,Z) and J of the macro instruction 
correspond to is and iT. Therefore, these 
characters replace the symbolic parameters 
in the operand field of the inner macro 
instruction. 

r---~---------T----------------_, I Name I Operation IOperand I 
.----+---------+-----------------~ 

Header t I MACRO I I 
Prototype I ICOMP liRl.iR2,'S,iT.iU I 
Model I I SR I iRl, 'R2 I 
~odel I Ie I 'Rl f iT I 
Model I I BNE I'U I 
Inner I I TOTAL I'S,12,iT I 
~odel I'U IA I'Rl,'T , 
Trailer I I MEND I I 

I I I I 
Macro IK ICOMP 110,11, (X,Y,Z> ,J,K\ 

I I I I 
Generated I I SR 110,11 I 
Generatedl IC 110,J I 
Genera ted I I BNE I K I 
Generatedl jL 112,X I 
Genera ted I I A 112, Y I 
Generated \ IA 112,Z I 
Generatedl 1ST 112,J I 
GeneratedlK IA 110,J I l ____ ~ _________ ~ _________________ J 

The assembler then uses the macro 
definition that corresponds to the inner 
aacro instruction to generate statements to 
replace the inner rracro instruction. The 
fourth through seventh statements are 
generated for the inner macro instruction. 

Note: An ampersand that is part of a sym­
bolic parameter is not considered in deter­
aining whether a macro instruction operand 
contains an even number of consecutive 
ampersands. 
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LEVELS OF MACRO INSTRUCTIONS 

A macro definition that corresponds to 
an outer macro instruction may contain any 
number of inner macrO instructions. The 
outer macro instruction is considered a 
first-level macro instruction. Each inner 
macro instruction is considered a second­
level macro instruction. 

The macro definition that corresponds to 
d second-level macro instruction may con­
tain any number of inner macro instructions. 
These are considered third-level macro 
instructions, etc. 
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SECTION 9: 

The conditional assembly instructions 
dllow the programmer to: (a) define and 
d~,sign values to SET symbols that can be 
u<;eel to vary parts of generated statements, 
,md (b) vary the sequence of generated 
c;tatements. Thus the programmer can use 
these instructions to generate many dif­
ferent sequences of statements from the 
~dme macro definition. 

Nine of the 12 conditional assembly 
instxuctions are described in this section: 

LCLA 
LCLB 
LCLC 

SETA 
SETB 
SETC 

AIF 
AGO 
ANOP 

The other three, GBLA, GBLB, and GBLe, 
are described in Section 10. 

All conditional assembly instructions 
may be used anywhere in an assembler lan­
quage source program; the primary use is in 
macro definitions. 

The LCLA, LCLB, and LCLC instructions 
may be used to define and assign initial 
values to SET symbols. 

The SETA, SETB, and SETC instructions 
may be used to assign arithmetic, binary, 
and character values, respectively, to SET 
symbols. The SETB instruction is described 
below, after the SETA and SETC instruc­
tions, because the operand field of the 
!jETB instruction is a combination of the 
operand fields of the SETA and SETC 
instructions. 

The AIF, AGO, and ANOP instructions may 
be used in conjunction with sequence sym­
bols to vary the sequence in which state­
ments are processed by the assemtler. The 
progranuner Cdn test attributes assigned by 
the assembler to macro instruction operands 
to determine Which statements are to be 
rrocessed. 

Examples illustrating the use of each 
conditional assembly instruction are 
included throughout this section, and a 
chart sununarizing the elements that can be 
used in each instruction appears at the end 
uf this section. 

~;ET SYMBOLS 

SET symbols are one type of variable 
~ymbol; symbolic parameters, in section 7. 
are another type. SET symbols differ from 
symbolic parameters in: (a) where they can 
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be used in an assembler language source 
program, (b) how they are assigned values, 
and (c) whether the values assigned to them 
can be changed. 

Symbolic par'ameters can only be used in 
macro definitions; SET symbols can be used 
inside and outside macro definitions. 

Symtolic parameters are assigned values 
when the programmer writes a macro instruc­
tion; SET symbols are assigned values when 
he writes SETA, SETB, and SETC conditional 
assembly instructions. 

Each symbolic parameter is assigned a 
Single value for one use of a macro defini­
tion, whereas the values assigned to each 
SETA, SETB, and SETC symbol can change dur­
ing one use of a macro definition. 

~efining SET Symtols 

SET symbols must be defined by the pro­
grammer before they are used. When a SET 
symbol is defined, it is assigned an ini­
tial value. New values may be assigned by 
the SETA, SETB, and SETC instructions. A 
SET symbol is defined when it appears in 
the operand field of an LeLA, LCLB, or LCLC 
instruction. 

Using Variable Symbols 

SETA, SETB, and SETC instructions may be 
used to change the values assigned to SETA. 
SETB, and SETC symbols. When a SET symtol 
a~pears in the name, operation, or operand 
field of a statement, the current value of 
the SET symbol replaces the SET symbol in 
the statement. 

For example, if ~A is a symbolic para­
rreter and the corresponding characters of 
the macro instruction are the symbol HERE, 
then HERE replaces each occurrence of 'A in 
the macro definition. However, if 'A is a 
SET symtol, the value assigned to 'A can be 
changed. and a different value can replace 
each occurrence of 'A in the macro defini­
tion. The same variable symbol may not be 
used as a symbolic parameter and as a SET 
symbol in the same macro definition. The 
rule is illustrated by: 

r-----T---------T-------------------------l 
IName loperationlOperand I 
t-----t---------t-------------------------~ 
I 'NAME I MOVE I 'TO, 'FROM I l _____ .1. _________ . .L-_______________________ ~ 
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If the statement above is a prototype 
statement, &NAME, &TO, and 'FROM may not be 
used as SET symbols in the macro 
definition. 

The same variable symtol may not be used 
as two different types of SET symbols in 
the same macro definition. Similarly, the 
same variable symbol may not be used as two 
different types of SET symbols outside 
macro definitions. For example, if &A is a 
S1:~A symbol in a macro definition, it can­
not_ be used as a SETC symbol in that 
definition. Similarly, if &A is a SETA 
symbol outside macro definitions, it cannot 
be used as a SETC symbol outside macro 
definitions. 

The same variable symtol may be used in 
two or more macro definitions and outside 
macro definitions. In th~t case, the vari­
able symbol will be considered a different 
variable symbol each time it is used. For 
example, if iA is a variable symbol (either 
SET symbol or symbolic parameter) in one 
macro definition, it can be used as a vari­
able symbol in another definition. Simi­
larly. if iA is a variable symbol in a 
macro definition, it can be used as a SET 
symbol outside macro definitions. 

All variable symbols may be concatenated 
with other characters in the same way that 
symbolic parameters may be concatenated 
with other characters. The rules for this 
concatenation are in section 7. under 
-Model Statements.-

Variable symbols in macro instructions 
are replaced by the values assigned to 
them. LDmediately prior to processing the 
definition. If a SET symbol is used in the 
operand field of a macro instruction, and 
the value aSSigned to the SET symbol is e­
quival~nt to the sublist notation, the 
operand is not considered a sublist. 

ATTRIBUTES 

The assembler assigns attributes to 
macro instruction operands, all literals, 
and all symbols defined in the program. 
The six attributes, type, length. scaling, 
integer, count, and number, are discussed 
below. 

All attributes of macro instruction 
operands may be referred to within macro 
definitions. However. only the type, 
length. scaling. and integer attributes of 
symbols may be referred to outside macro 
definitions. Attribut.es of syabols appear­
ing in the name field of generated state­
ments may not be referred to outside macro 
definitions. they may be referred to within 
macro definitions only when the symbol is 
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previously defined. The notations asso­
ciated with the attributes are: 

Type T' 
Lenqth I' 
Scaling S' 
Integer I' 
Count K' 
Number N' 

This is how the programmer may refer to 
an attribute: 

1. In a statement that is outside macro 
definitions, he may write the notation 
for the attribute, immediately fol­
lowed by a symbol; for example, L'NAME 
refers to the length attribute of the 
symcol NAME. 

2. In a statement that is in a macro 
definition, he may write the notation 
for the attribute, immediately fol­
lowed by a symbolic parameter; e.g., 
L"NAME refers to the length attribute 
of the macro instruction operand that 
corresponds to symbolic parameter 
'NAME; L"NAME(2) refers to the length 
attribute of the second operand in the 
sublist that corresponds to symbolic 
parameter &NAME. 

If a macro instruction operand is a 
sublist, the programmer may refer to 
any of the attributes of each member 
in the list. However, the only attri­
butes defined for the entire sublist 
are number and count, and any 
reference to type, length, scaling or 
integer attributes of an entire sub­
list parameter is invalid. For 
example. L"NAME(2}. referring to the 
length attribute of the second member 
of a symbolic parameter which is a 
sublist, would be valid; L'iNAME, ref­
erring to the sublist itself, would 
not be valid. 

If an outer macro instruction operand is 
a symbol or a literal, the operand attri­
cutes are the same as the corresponding 
attributes of the symbol or literal. The 
symbol must appear in the name field of an 
assembler language statement or in the 
operand field of an EXTRN statement. The 
statement must be outside macro definitions 
and must not contain any variable symbOls. 
If an inner macro instruction operand is a 
symbolic parameter, the operand attributes 
are the same as the attributes of the 
corresponding outer macro instruction 
operand. 

Type Attribute (T') 

The type attribute of a macro instruc­
tion operand, a literal, or a symbol is a 
letter. This list defines the letters that 



are used for symbols that name DC and DS 
statement:::. and for outer macro instruction 
operands that are either literals or sym­
bols that name DC or DS statements: 

A A-type address constant. implied 
length, aligned 

B Binary constant 

C Character constant 

o 

E 

G 

H 

K 

p 

Q 

R 

'" '-' 

v 

x 

Y 

z 

Long floating-point constant, 
implied length. aligned 

Short floating-point constant, 
implied length, aligned 

Fullword fixed-point constant, 
implied length, aligned 

Fixed-point constant, explicit 
length 

Halfword fixed-point constant, 
implied length, aligned 

Floating-paint constant. explicit 
length 

Packed decimal constant 

Q-type address constant, implied 
length, aligned " 

A-, Q-, R-, s-, V-, or Y-type 
clddres8 constant, explicit length 

S-type address constant. implied 
length, aligned 

V-type address constant, implied 
length, aligned 

Hexadecimal constant 

Y-type address constant, implied 
length, aligned 

Zoned decimal constant 

R-type address constant, implied 
length, aligned 

These letters are used for symbols and 
outer macro instruction operands that are 
symbols which: Ca) name statements other 
than DC or DS statements, or (b) appear in 
the operand field of an EXTRN statement: 

I Machine instruction 
J Control section name 
M Macro instruction 
T External symbol 
W CCW assembler instruction 

These letters are used only for inner 
and outer macro instruction operands: 

N Self-defining term 
o Omitted operand 

U = Undefined is used fora (a) symbols 
whose attributes are not available, and (b) 
inner and outer macro instruction operands, 
symbols, or literals that cannot be 
assigned any of the above letters. The U 
is also assigned to symbols that name EQU 
statements. 

The programmer may refer to a type 
attribute in the operand field of a SETC 
instruction, or in character relations in 
the operand fields of SETB or AIF 
instructions. 

Length (LI) Scaling (SI) ... and Integer (I') 

Attributes 

These attributes of macro instruction 
operands. literals, and symbols are numeric 
values. 

The length attribute of a symbol (or of 
a macro instruction operand that is a sym­
bol) was deecribed in Section 2. The 
length attribute of symbols or macro 
instruction operands with attributes of M, 
0, T, or U is o. If N is the type attri­
bute. the length attribute is 1. 

Scaling and integer attributes are pro­
vided for fixed-point, floating-point, and 
decimal literals, and for symbols that name 
fixed-foint, floating-point and decimal 
fields. 

Fixed-Point: The scaling attribute of a 
fixed-point number is the value of the 
scale modifier subfield of the DC state­
went. The integer attribute of a fixed­
foint number is a function of the length 
and scaling attributes, as I'=S*L'-S'-l. 

Floating-Point: The scaling attribute of a 
floating-point number is the number of hex­
adecimal Os in the leftmost portion of the 
fraction. The integer attribute of a 
floating-point number is the number of sig­
nificant hexadecimal digits in the 
fraction. 

Decimal: The scaling attribute of a decim­
al number is the number of decimal digits 
to the right of the decimal point. The 
integer attribute of a decimal number is a 
fUnction of the length and scaling attri­
butes. For a packed decimal number, 1'=2* 
L'-S'-l: for a zoned decimal number, 
I'=L'-S'. 

Scaling and integer attributes are 
available for symbols and macro instruction 
operands only if their type attributes are 
H, F, and G (fixed-point>'; D. E, and K 
(floating-point); or P and Z (decimal). 
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The programmer may refer to the length, 
scaling, and integer attri~utes in the 
operand field of a SETA instruction. or in 
arithmetic relations in the operand fields 
of SE~B or AIF instructions. 

<;OUI'..t Attribute (1\') 

The count attribute is a value equal to 
Uw nllmber of characters in the macro 
i 11~;truction operand, excluding commas. If 
til(; operand is a sublist, the count attri­
bute includes the beginning and ending 
pdrentheses and the commas within the sub­
list. The count attribute of an omitted 
opr'rdnd is O. This attribute is assigned 
to macro instruction operands only. 

If the macro instruction operand con­
tains variable symbols, the characters that 
replace the variable symbols, rather than 
the variable symbols themselves, are used 
to determine the count attribute. 

The programmer may refer to the count 
dttr ibute in the operand field of a SETA 
im.truction. or in arithmetic relations in 
the operand fields of SETB and AIF instruc­
tiolls that are parts of a macro definition. 

Number Attribute (N') 

The programmer may refer to the number 
attribute of macro instruction operands 
only. 

The number attribute is a value equal to 
the number of operands in an operand sub­
list. The number of operands in an operand 
sublist is equal to 1 plus the number of 
commas that indicate the end of an operand 
in the sublist. 

These examples illustrate the rule: 

(A.B,C,D,E) 
(A"C,D,E) 
(A,B.C,D) 
( ,B,C,D,E) 
(A.B,C,D.) 
(A,B,C,D.,) 

5 operands 
5 operands 
4 operands 
5 operands 
5 operands 
6 operands 

If the macro instruction operand is not 
a sublist, the number attribute is 1; if 
the operand is omitted, it is O. 

The programmer may refer to the number 
attribute in the operand field of a SETA 
instruction, or in arithmetic relations in 
the operand fields of SETB and AIF instruc­
tions that are part of a macro definition. 

Assigning Attributes to Symbols 

The integer attribute is computed from 
the length and scaling attributes. 
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Fixed-Point: The integer attribute of a 
fixed-point number is equal to eight times 
the length attribute of the number, minus 
the scalinq attribute, minus 1; that is, 
1"=S*L"-S'-1. 

Each of the following statements defines 
a fixed-foint field. The length attricute 
of HALFCON is 2, the scaling attribute is 
6, and the integer attribute is 9. The 
length attribute of ONECON is 4. the scal­
ing attribute is S, and the inteqer attri­
tute is 23. 

r--------T---------~-------------------_, I Name I operation I Operand I 
t--------t---------t----------------------~ 
IHALFCON IDC IBS6'-25.93' I 
IONECON IDC IFSS'100.3E-2' I l _______ ~ _________ 4 _____________________ _J 

Floating-Point: This integer attribute is 
equal to two times the difference tetween 
the length attribute of the number and 1, 
minus the scalinq attribute; that is, 
I'=2*(L'-1)-S". 

Each of the following statements defines 
a floating-point field. The length attri­
bute of SHORT is 4, the scalinq attribute 
is 2, and the integer attribute is 4. The 
length attribute of LONG is S, the scaling 
attribute is 5, and the integer attritute 
is 9. 

r-----~--------T------------------------_, 
IName IOperationlOperand I 
t-----t---------t-------------------------i 
\ SHORT I DC IES2'46.41S' I 
ILONG IDC IDSS"-3.129' I L _____ ~ _________ 4-_______________________ _J 

Decimal: The integer attribute of a packed 
decimal number is equal to two. times the 
length attribute of the number. minus the 
scalinq attribute, minus 1: that is, 1'=2* 
L'-S'-l. The integer attribute of a zoned 
decimal number is equal to the difference 
tetween the length attribute and the scal­
ing attribute; that is, I"=L'-S'. 

This table identifies the characteris­
tics of the names that are in the state­
~ents defining the decimal fields: 

Name 
FIRST 
SECOND 
THIRD 
FOURTH 

1ength 
2 
3 
Ii 
3 

Scaling 
2 
o 
2 
2 

Integer 
1 
3 
2 
3 



r------T---------T------------------------, 
IName I operation I Operand I 

t------+---------+------------------------~ 
IFIRST IDC IP'+1.2S' I 
I SECOND I DC IZ'-S43' I 
ITHIRD IDC \Z'79.68' I 
I FOURTH\ DC I P'79.6S' I L ______ L _________ L ________________________ J 

~EQUENCE SYMBOLS 

Name fields may contain sequence symbols 
that provide the programmer with the abili­
ty to vary the sequence in which statements 
dr ... processed by the assembler. 

A sequence symbol is used in the operand 
tield of an AIF or AGO statement to refer 
to the statement named by the sequence sym­
bol. A sequence symbol may be used in the 
nallIe field of any statement that does not 
cartain a symbol or SET symbol; exceptions 
are prototype statements and MACRO, LCLA, 
LeLB, LCLC, GBLA. GBLB, and GBLC 
instructions. 

A sequence symbol consists of a period 
followed by one through seven letters and/ 
or digits; a letter must be first. 

These are valid sequence symbols: 

• READER • A23456 

. LOOP2 .X4F2 

.N .S4 

These are invalid sequence symbols: 

CARDAREA 

.2468 

(first character is not 
period) 

(first character after period 
is not letter) 

.AREA2345 (more than seven characters 
after period) 

.IN AREA 

(contains special character 
other than initial period) 

(contains special character 
(blank) other than initial 
period) 

If a sequence symbol appears in the name 
field of a macro instruction, and the 
corresponding prototype statement contains 
a symbolic parameter in the name field, the 
sequence symbol does not replace the sym­
bolic parameter wherever it is used in the 
macro definition. 

This example illustrates the rule: 

r-----T---------T-----------------------, IName IOperationloperand I 
~-----+---------+-----------------------i 
I I MACRO I I 

1 liNAMEIMOVE liTO,iFROM I 
2 I iNAMEIST 12,SAVEAREA I 

I IL 12,iFROM I 
I 1ST 12, iTO I 
I I L 12,SAVEAREA I 
I I MEND I I 
I I I I 

3 I.SYM IMOVE IFIELDA,FIELDB I 
I I I I 

4 I 1ST 12,SAVEAREA I 
I IL 12,FIELDB I 
\ I ST 1 2, FIELDA I 
I IL 12,SAVEAREA I L _____ i _________ i ______________________ -J 

The symbolic parameter iNAME is used in 
the name field of the prototype statement 
(1) and the first model statement (2). In 
the macro instruction (3) a sequence symbol 

. (.SYM) corresponds to the symbolic paramet­
er iNAME that is not replaced by .SYM; 
therefore, the generated statement (4) does 
not contain an entry in the same field. 

Sequence symbols appearing within a 
Bacro definition ar~. in effect, -local­
symbols that may be duplicated in other 
Bacro definitions • 

LCLA, LCLB, LCLC -- pefine SET Symbols 

The format of these instructions is: 

r-----T---------T-------------------------, 
IName IO~erationloperand I 
~-----+---------+------------------------~ 
IBlankiLCLA, lone or more variable I 
I I LCLB, Isymbols to be used as I 
I lor LCLC ISET symbols, separated I 
I I I by commas I L _____ i _________ i __ ~ ______________________ J 

The LCLA, LeLB, and LCLC instructions 
are used to define and assign initial 
values to SETA, SETB, and SETC symbols. 
SETA, SETB, and SETC are assigned initial 
values of 0, 0, and null character value, 
respectively. 

The programmer should not define any SET 
symbol whose first four characters are 
iSYS. 

An LCLA, ICIB, or LCLC instruction that 
is part of a macro definition roust occur 
before any of the symbols which it defines 
are referenced by SET statements. 
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SETA -- SET Arithmetic 

This instruction may be used to assign 
an arithmetic value to a SETA symbol. The 
format of this instruction is: 

r-----·-T---------T------------------------, 
IName loperationloperand I 
~------+---------+------------------------~ 
ISETA I SETA IArithmetic expression I 
Isymboll I I l ______ L _________ L ________________________ J 

The expression in the operand field is 
eval uat.ed as a signed 32-bit arithmetic 
value which is assigned to the SETA symbol 
in the name field. The minimu~ and maximum 
allowable values of the expression are -231 

and +2:)1-1. 

The expression may consist of one term 
or an arithmetic combination of terms. 
Terms that may be used alone or in combin­
ation are self-defining terms, variable 
symbols, and the length, scaling, integer, 
count, and number attributes. 

A variable symbol may not represent a 
relocatable symbol (even if paired to form 
an absolute expression) when used in the 
operand of a SETA instruction. 

Nete: A SETC variable symbol may appear in 
a SETA expression only if the value of the 
SETC variable is from one to eight decimal 
digits; decLmal digits will be converted to 
a positive arithmetic value. 

The arithmetic operators that may be 
used to combine the terms of an expression 
are + (add), - (subtract), • (multiply>, 
and / (divide). An expression may not con­
tain two terms or two operators in succes­
sion, nor may it begin with an operator. 

These are valid operand fields of SETA 
inst.ructions: 

iAREA+X' 20' 
iBETA·I0 
L" 'HERE+]2 

I'iN/25 
.EXIT-S'iENTRY+l 
29 

These are invalid operand fields of SETA 
instructions : 

iAREAX' C' 

-.DELTA·2 

·+32 

NAME/IS 
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(two terms in succession) 

(two operators in 
succession) 

(begins with operator) 

(begins with operator; two 
operators in succession) 

(NAME is not valid term) 

Evaluation of Arithmetic Expressions 

The procedure used to evaluate the 
arithmetic expression in the operand field 
of a SETA instruction is the same as that 
used to evaluate arithmetic expressions in 
assembler language statements. The only 
difference between the two types of arith­
metic expressions is the terms that are 
allo~ed in each expression. This is the 
evaluation procedure: 

1. Each term is given its numerical 
value. 

2. The arithmetic operations are per­
formed from left to right; multi~lica­
tion and division are performed before 
addition and SUbtraction. 

3. The computed result is the value 
assigned to the SETA symbol in the 
name field. 

The arithmetic expression in the o~erand 
field of a SETA instruction may contain one 
or more sequences of arithmetically combi­
ned terms that are enclosed in parentheses. 
A sequence of parenthesized terms may 
appear ~ithin another parenthesized 
sequence. These examples of SETA instruc­
tion operand fields contain parenthesized 
sequences of terms: 

(I" &HERE+32).29 

&AREA+X'2D'/(&EXIT-S'&ENTRY+l) 

iEETA*10·(I"N/2S/(&EXIT-S'&ENTRY+1» 

The parenthesized portions of an arith­
metic ex~ression are evaluated before the 
other terms. Parenthesized terms that are 
within other parenthesized sequences are 
evaluated first. 

Using SETA Symbols 

The arithmetic value assigned to a SETA 
symbol is substituted for the SETA symbol 
when it is used in the operand field of a 
SETA instruction, or in arithmetic r~la­
tions in the operand fields of SETB and AU' 
instructions. If SETA is used in any other 
statement, the arithmetic value is con­
verted to an unsigned integer, with leading 
O's removed; when the value is 0, it is 
converted to a single O. 



This illustrates the rule: 

r-----T---------T-----------------------, 
IName I operation I Operand I 
~-----+--------+-------·----------------i 
I I MACRO I , 
liNAMEIMOVE iiTO,iFROM I 
I I LCLA liA,iB,iC,iD I 

1 I 4A I SETA 110 , 
L lin I SETA 112 I 
I I iC I SETA I iA-iB I 

4 1'0 P;ETA I iA+iC I 
liNAMEIST 12,SAVEAREA I 

5 I IL 12, iFROMiC I 
6 lisT l2.iTOiD I 

I IL 12,SAVEAREA , 
I I MEND I I 
I t I I 
IHERE IMOVE IFIELDA,FIELDB I 
I I I I 
IHERE 1ST 12,SAVEAREA , 
I IL 12,FIELDB2 I 
I 1ST 12, FIELDA8 I 
I I L 12, SAVEAREA , L _____ i _________ i _______________________ J 

Statements 1 and 2 assign values +10 and 
+12 to SETA symbols iA and iB. Statement 3 
assigns value -2 to SETA symbol iC. When 
.C is used in statement 5, value -2 is con­
verted to unsigned integer 2. When iC is 
lllled in Btatement. 4, value -2 is used, and 
iO is 4suigned value +8. When iD is used 
in statement 6. value +8 is converted to 
IInoigned integer 8. 

This example shows how the value 
aSsigned to a SETA symbol in a macro 
definition may be changed: 

r-----T--------T-----------------------, 
IName IOperationloperand I 
• -----+---------+-----------------------~ 
I I MACRO , I 
I iNAME I MOVE I 'TOiFROM I 
I 'LCLA I 'A I 

1 I iA I SETA 15 , 
liNAMEIST 12,SAVEAREA I 

2 I I L 12. 'FROMiA I 
3 I 'A I SETA I 8 I 
4 liST 12.iTOiA I 

I IL 12,SAVEAREA I 
I I MEND I I 
I I I I 
IHERE IMOVE IFIELDA,FIELDB I 
I I I I 
IHERE 1ST 12,SAVEAREA I 
I IL I 2, FIELDB5 I 
I 1ST 12, FIELDA8 I 
I I L 12,SAVEAREA I L _____ L _________ L _______________________ J 

statement 1 assigns value +5 to SETA 
symbol &A. In stat.ement 2, &A is converted 
to unsigned integer 5. statement 3 assigns 
value +8 to &A. In statement 4. therefore, 
&A is converted to unsigned integer 8. 
instead of 5. 

A SETA symbol used with a symbolic para­
meter to refer to an operand in an operand 
sublist must have been aSSigned a ~ositive 
value. Expressions that may be used in 
operand fields of SETA instructions may be 
used to refer to operands in operand sub­
lists (described in Section 8. under 
·Operand Sublists-). 

The following macro definition may be 
used to add the last operand in an operand 
sublist to the first operand in an operand 
sublist and store the result at the first 
operand. A sample macro instruction and 
the generated statements follow the macro 
definition. 

r-----T---------T----------------------, 
IName loperationioperand I 
~-----+---------+----------------------i 
I I MACRO 

1 I IADDX 
I I LCLA 

2 liLASTISETA 
I IL 

3 I IA 
liST 
I I MEND 
I I 

4 I IADDX 
I I 

'NUMBER. 'REG 
'LAST 
N"NUMBER 
iREG,iNUMBER 
iREG,iNUMBER 
'REG,iNUMBER 

(A.B r C,D,E).3 

I IL 3,A 
I IA p,E 

(1) 

(iLAST) 
(1) 

liST 13,A I L _____ ~ _________ ~ _____________________ _J 

'NUMBER is the first symbolic parameter 
in the operand field of the prototype 
statement (1). The corresponding charac­
ters (A,B,C,D,E) of the macro instruction 
(4) are a sublist. statement 2 assigns to 
'LAST arithmetic value +5, which is equal 
to the number of operands in the sublist • 
Therefore. in statement 3, iNUMBERCiLAST) 
is replaced by the fifth operand of the 
sublist. 

SETC -- SET Character 

SETC assigns a character value to a SETC 
symbol. The forwat of this instruction is: 

r------T--------T-------------------------, 
IName IOperationiOperand I 
.------+---------+-----------------------~ 
IA SETCISETC lOne operand. of the forml 
Isymboll Idescribed below I L ______ ..L ________ --'-______________________ J 

The operand field may consist of the 
type attribute. a character expression, a 
substring notation, or a concatenation of 
substring notations and character e~pres­
sions. A SETA symbol may a~pear in the 
operand of a SETC statement. The result is 
the character representation of the deciwal 
value, unsigned, with leading O's removed; 
if the value is 0, one decimal 0 is used. 
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If d character string containing at 
least one single apostrophe is to be sub­
~iti t uted for an operand in a SETC instruc­
tion, it must meet the requirements 
der;cr i Led in Section 7, under "Free 
J\pOlit rO(lht:!s •• 

IYL'~_~ttrihute 

If the character value assigned to a 
SETC symbol is a type attribute, the attri­
bute must appear alone in the operand 
fipld. The following example assigns to 
~TYPE the type attribute (T') of the macro 
instruction operand that corresponds to the 
symLolic parameter 'ABC. 

r-----T---------T-------------------------, 
IName IOperationloperand I 
t-----t---------+-------------------------~ 
I ~TYPE' SETC IT' iABC I l _____ i _________ L _________________________ J 

Character Expression 

1\ character expression consists of any 
combination of characters enclosed in apos­
trophes; the enclosed value in the operand 
iif'ld is assigned to the SETC symbol in the 
namp field. The maximum value size that 
can be assigned to a SETC symbol is eight 
characters. 

Evaluation of Character Expressions: This 
statement assigns the character value ABI4 
to S~~C symbol iALPHA: 

r------T---------T------------------------, I Name IOperationlOperand I 
t------t---------t------------------------~ 
, '-ALPHA I SETC I • ABI4 • I l ______ L _________ L ________________________ J 

More than one character expression may 
be concatenated into a single expression by 
placing d period between the terminating 
apo~;trophe of one expression and the open­
illq apostrophe of the next expression. For 
exanlple, either of the following statements 
may Le used to assign the character value 
ABCDEF to the SETC symbol 'BETA. 

r-----T---------T-------------------------l 
IName IOperationlOperand t 
~-----t---------t-------------------------4 
I .. BETA I SETC I' ABCDEF' I 
1'- B.E.~A I SETC I' ABC' . • DEF' I l _____ ~ _________ L _________________________ J 

Two apostrophes must be used to repre­
sent an apostrophe that is part of a char­
acter expression, as in this statement: 

r-------T---------T-----------------------, I Name joperationlOperand I 
r-------t---------+-----------------------4 
IGLENGTH\SETC I'L"SYMBOL' I l _______ L _________ L _______________________ J 
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Variable symbols may be concatenated 
with other characters in the operand field 
of a SETC instruction, according to the 
general rules for concatenating symcolic 
t=ararreters with other characters (see Sec­
tion 7). 

If 'ALPHA has been assigned the charac­
ter value ABS4, the following statement may 
be used to assign the character value 
ABS4RST to the variable symbol 'GAMMA. 

r------T--------~------------------------l I Name I Operation I Operand I 
.------+---------+------------------------~ 
I 'GAMMA I SETC l'iALPHA.RST' I L ______ ~ _________ i ________________________ J 

Two ampersands must be used to represent 
an ampersand that is not part of a variable 
symbol. Only one ampersand becomes ~art of 
the character value assigned to the SETC 
symbol. This statement assigns value HALF' 
to the SETC symbol 'AND: 

r-----T-------~-------------------------l 
IName I Operation I Operand I 
.-----t---------t-------------------------~ 
I 'AND I SETC ,'HALF'" I L _____ L-________ L-________________________ J 

Substring Notation 

T"he character value assigned to a SETC 
symbol may be a substring character value, 
to permit the programmer to assign part of 
a character value to a SETC symbol. If the 
programmer wants to assign part of a char­
acter value to a SETC symbol. he must ind­
icate to the assembler in the operand field 
of a SETC instruction: (a) the character 
value itself, and (b) the part of the char­
acter value he wants to assign to the SETC 
symbol. The combination of (a) and (t) is 
a substring notation; the value is referred 
to as a substring character value. 

Substring notation consists of a charac­
ter expression, immediately followed hI' two 
arithmetic expressions that are separated 
by a comma and enclosed in parentheses; the 
expressions may be any expression that is 
allowed in the operand field of a SETA 
instruction. The first expression indi­
cates the first character in the character 
expression that is to be assigned to the 
SETC symbol in the name field. The second 
expression indicates the number of consecu­
tive characters in the character expression 
(starting with the character indicated by 
the first expression) that are to be 
assigned to the SETC symbol. 

The maximum size substring character 
value that can be assigned to a SETC symbol 
is eight characters; 255 characters is the 
maximum size character expression that the 



~;ubstring character value can be chosen 
from. 

These are valid substrin~ notations: 

"ALPHA'(2,S} 
'ABI4'C'AREA+2,1) 
·'ALPHA.RST'(6,'A) 
'ABC'GAMMA'('A,'AREA+2) 

'l'he~;e are invalid substring notations: 

"BETA' (4,6) 

'L"SYMBOL' 
(142-&XYZ) 

(blanks between charac­
ter value and arithmetic 
expressions) 

(only one arithmetic 
expression) 

"ABIliALPHA' (arithmetic expressions 
(8'FIELD.2) not separated by comma) 

'BETA'4,6 (arithmetic expressions 
not enclosed in 
parentheses) 

Using SETC Symbols 

The character value assigned to a SBTe 
~;ymbol is substituted for the SBTC symbol 
when it is used in the name, operation, or 
operand field of a statement. Consider 
these macro definition, macro instruction, 
and generated statements: 

r-------T---------T---------------------, 
I Name I Operation I Operand I 
~-------+---------+---------------------f 
I I MACRO I 
I 'NAME I MOVE I 'TO, iFROM 
I I LCLC I 'PREFIX 

1 liPREFIXISETC ,'FIELD' 
I'NAME 1ST 12,SAVEAREA 

2 I IL . 12,'PREFIXiFROM 
3 liST 12,'PREFIX'TO 

, IL 12,SAVEAREA 
I I MEND I 
I I I 
/HERE IMOVE IA,B 
I I I 
1 HERE 1ST 12,SAVEAREA 
I IL 12,FIELDB 
liST 12,FIELDA 
I I L 12,SAVEAREA l _______ ~ _________ i ____________________ _J 

Statement 1 assigns the character value 
fIELD to the SETC symbol 'PREFIX; in 2 and 
3, 'PREFIX is replaced by FIELD. 

This is how the value assigned to a SETC 
symbol may be changed in a macro 
definition: 

1 

2 
3 

" 

r-------T---------T---------------------, 
IName IOperationlOperand I 

~-------+---------+---------------------~ 
'MACRO / 

'NAME I MOVE liTO, 'FROM 
I LCLC I' PREFIX 

'PREFIX/SETC 'FIELD' 
iNAME I ST 12 , SAVEAREA 

IL 12.'PREFIX'FROM 
'PREFIXISETC ,'ARIA' 

1ST I 2. 'PREFIX iTO 
IL 12,SAVEAREA 
I MEND I 
I I 

HERE I MOVE IA,B 
I I 

BERE 1ST 12, SAVEAREA 
I L 12 • FIELDB 
1ST 12,AREAA 

I IL 12,SAVEAREA I L _______ ~ _________ i-___________________ _J 

Statement 1 assigns the character value 
FIELD to the SETC symbol 'PREFIX. There­
fore, 'PREPIX is replaced by FIELD in 
statement 2. Statement 3 assigns the char­
acter value AREA to 'PREFIX. Therefore, 
'PREFIX is replaced by AREA, instead of 
FIELD, in statement 4. 

Here is an illustration of a substring 
notation used as the operand field of a 
SETC instruction: 

r------~--------~------------------__, I Name l~perationlOperand I 
~-------+---------+--------------------~ I I MACRO I I 
I 'NAME I MOVE I 'TO, &FROM I 
I I LCLC I URUIX I 

1 liPREFIXISETC I "TO' (1,5) I 
I 'NAME 1ST 12,SAVEAREA I 

2 I I L 12 , 'PREFIXiFROM I 
I 1ST 12, 'TO I 
I I L 12,SAVEAREA I 
I I MEND , I 
I I I I 
tHERE I MOVE IFIELDA,B I 
I I I I I HERE 1ST 2, SAVEAREA I 
I I L • 12, FIELDB I 
I 1ST I2,FIELDA I 
I I L 12 , SAVEAREA I L _______ ~ _________ i ____________________ _J 

Statement 1 assigns the substring char­
acter value FIELD (the first five charac­
ters corresponding to symbolic parameter 
'TO) to the SETC symbol 'PREFIX. There­
fore, FIELD replaces iPREFIX in statement 
2. 

concatenating Substring Notations and Char­
acter Expressions; substring notations may 
ce concatenated with character expressions 
in the operand field of a SETC instruction. 
If a sucstring notation follows a character 
expression, both may be concatenated by a 
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period between the terminating apostrophe 
of the chara~ter expression and the opening 
apostrophe of the substring notation. 

For example, if tALPHA has been assigned 
thE! character value AB"4 and 'BETA has 
va llJ(, ABCDEF, this statement assigns value 
AB"4IlCD to 'GAMMA: 

r------T---------T------------------------, 
INam~ IOperationloperand I 
~------+---------+------------------------~ 
I'GAMMAISETC ,"ALPHA'."BETA'(2,3) I L ______ ~ _________ L ________________________ J 

If a substring notation precedes a char­
acter expression or another sutstring nota­
tion, both may be concatenated by writing 
the opening apostrophe of the second item 
immediately after the closing parenthesis 
of a substring notation and the opening 
apostrophe of the next ieem in the operand 
field. 

If the character value ABlq is assigned 
to 'ALPHA, and value 5RS to 'ABC, either of 
these statements may be used to assign 
value ABI45RS to 'WORD: 

r-----T---------T-------------------------, 
IName IOperationlOperand I 
t-----+---------+-------------------------~ 
I'WORDISETC I f 'ALPHA'(l,4)"ABC' I 
I'WORDISETC ,"ALPHA'(l,4)"ABC'(1,3) I l _____ L ________ -i _________________________ J 

When a SETC symbol is used in the 
operand field of a SETA instruction, the 
character value assigned to the SETC symbol 
must be from one to eight deci.al digits, 
which will be converted to a positive 
arithmetic value when the SETC symbol is 
replaced in the SETC instruction. 

When a SETA symbol is used in the 
operand field of a SETC statement, the 
arithmetic value is converted to an 
unsigned integer with leading Os removed; 
if the value is 0, it is converted to a 
Single O. 

SETS -- SET Binary 

The SETB instruction assigns binary 0 or 
1 to a SETB symbol. The format of this 
instruction is: 

r------T--------~------------------------, 
IName iOperationlOperand I 
t------t---------+------------------------~ 
ISETB ISETB 10 or 1, or logical I 
I symbol I lexpression enclosed in I 
I I I parentheses I l ______ ~ ________ ~ ________________________ J 

A logical expression is evaluated to 
determine if it is true or false; binary 1 
or 0, corresponding to true or false, is 
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then assigned to the SETB symbol in the 
name field. 

A logical expression consists of one 
term or a logical combination of tenf.S. 
The terms that may be used alone or in com­
bination with each other are arithnetic 
relations, character relations, and SETB 
symbols. The logical operators that comci­
ne the terms are AND, OR, and NOT. 

A ldgical expression may contain two 
operators in succession only if the first 
operator is either AND or OR, and the 
second operator is NOT. A logical expres­
sion may begin with operator NOT, not with 
operators AND or OR. 

An arithmetic relation consists of two 
arithmetic expressions connected by a rela­
tional operator. A character relation con­
sists of two character values connected by 
a relational operator. The relational 
operators are EO (equal), NE (not equal), 
LT (less than), GT (greater than), IE (less 
than or equal), and GE (greater than or 
equal) • 

Any expreSSion that may be used in the 
operand field of a SETB instruction may be 
used as an arithmetic expression in the 
operand field of a SETB instruction. Any 
expression that may be used in the operand 
field of a SETC instruction may be used as 
a character value in the operand field of a 
SETB instruction, including substring and 
type attribute notations. The maximum size 
of the character values that can be com­
pared is 255 characters. If the two char­
acter values are of different lengths, the 
shorter one will always compare -less than­
the larger one. 

Relational operators may be preceded 
iromediately by one or more blanks. a clos­
ing parenthesis, or a closing apostrophe. 
They may be followed immediately by one or 
more blanks. an opening parenthesis, an 
opening apostrophe, or an ampersand that 
introduces a variable symbol. Each rela­
tion mayor may not be enclosed in paren­
theses; it must be separated from the log­
ical operators by at least one blank. A 
relation enclosed in parentheses need not 
be separated by any blanks from the logical 
operators; however, blanks may be optional­
ly placed between logical operators and 
relations enclosed in parentheses. 

If a character string containing at 
least one single apostrophe is to be sub­
stituted for a variable symbol in a SETB 
instruction, it must meet the requirements 
described in Section 7, under -Free 
Apostrofhes.-



These are valid operand fields of SETB 
instructions: 

1 
(iAREA+2 GT 29) 
('ABlq' EO ·'ALPHA') 
(T',ASC NE T',XYZ) 
(T"P12 EO 'F') 
(iAREA+2 GT 29 OR 'B) 
(NOT 'B AND iAREA+X'2D' GT 29) 

These are invalid oFerand fields of SETS 
instructions: 

iB (not enclosed in 
parentheses) 

(T"P12 EO ' F' iB) (two terms in suc-
ces,sion) 

(' ABI4' EO 'ALPHA' (NOT operator must 
NOT 'B) be preceded by AND 

or OR) 

(AND T"P12 EO 'F') (expression begins 
with AND) 

~valuation of Logical Expressions 

This procedure evaluates a.logical ex­
pression in the operand field of a SETB 
instruction: 

1. Each term (arithmetic relation, char­
acter relation, or SETB symbol) is 
evaluated and given its logical value 
(true or false). 

2. The logical operations are perfoxmed 
from left to right. However, NOTa are 
performed before ANDs and AHDs before 
ORs. 

3. The computed result is the value 
assigned to the SETB symbol in the 
name field. 

The logical expression in the operand 
field of a SETB instruction may contain one 
or more sequences of logically combined 
terms that are enclosed in parentheses. A 
sequence of parenthesized terms .ay appear 
within another parenthesized sequence. 
These are examples: 

(NOT "B AND 'AREA+X'2D' GT 29» 
(iB AND (T"P12 EO 'F' OR 'B» 

The parenthesized portion or portions of 
a logical expression are evaluated before 
other terms are evaluated. If a sequence 
of parenthesized terms appears within 
another parenthesized sequence, the inner­
most sequence is evaluated first. 

USing SETB Symhols 

The logical value assigned to a SETB 
symbol is used for the SETB symbol appear­
ing in the operand field of an AIF instruc­
tion or another SETB instruction. 

If a SETB symbol is used in the o~erand 
field of a SETA instruction, or in arithme­
tic relations in the operand fields of AIF 
and SETB instrUctions, binary 1 (true) and 
o (false) are converted to arithmetic 
values +1 and +0. 

If a SETB symbol is used in the operand 
field of a SETC instruction, in character 
relations in the operand fields of AIF and 
SETB instructions, or in any other state­
Kent, binary 1 (true) and 0 (false) are 
converted to character values 1 and o. 
L"TO EO 4 is assumed to be true, and S"TO 
EO 0 is assumed to be false. 

r-----y---------T-----------------------, IName IOperationlOperand I 
~-----+--~------+-----------------~ 
I I MACRO I 
I 'NAME I MOVE 'TO, 'FROM I 
I ILCLA Ul I 
I ILeLB 'Bl,'B2 I 
I I LCLC 'Cl I 

1 I'Bl ISETB (L"TO EO 4) I 
2 I'B2 ISETB (S"TO EO 0) I 
3 l£Al I SETA 'Bl I 
4 I'Cl ISETC "B2' I 

I 1ST 2. SAVEAREA I 
I IL 2,lFROMUl I 
liST 2,'TO'Cl I 
I IL 2,SAVBAREA I 
I IM~D 1 
I I I 
IBDE IMOVE IFIBLDA,FIELDB I 
I I I 1 
IHERE 1ST 12,SAVEAREA I 
I IL 12,FIELDBl I 
I 1ST 12,PIBLDAO 1 
I I L 12,SAVEAREA I L _____ ~ _________ 4 ______________________ _l 

Because the operand field of statement 1 
is true, 'Bl is assigned the binary value 
1. Therefore, the arithmetic value +1 is 
substituted for iB1 in statement 3. 
Because the operand field of statement 2 is 
false, 'B2 is assigned the binary value 0; 
character value 0 is substituted for iB2 in 
statement 4. 

AIF -- Conditional Branch 

The AIF instruction conditiopally alters 
the sequenc~ in which source program state­
ments are processed by the assembler. This 
format is used: 
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r--------T---------T----------------------, 
IName I Operation I Operand I 
~--------+---------t----------------------~ 
ISequencelAIF ILogical ex~ression I 
Isymbol I lenclosed in parenthe- I 
lor bldnkl Ises, illlDlediately fol- I 
I I I lowed ty sequence I 
I I I symbol I l ________ ~ _________ ~ ______________________ J 

Any logical expression that may be used 
in the operand field of a SETB instruction 
may he used in the operand field of an AIF 
instruction. The sequence symbol in the 
operand field must immediately follow the 
closing parenthesis of the logical 
expression. 

The logical expression in the o~erand 
field is evaluated to determine if it is 
tIue or false. If true, the statement 
named by the sequence symbol in the operand 
field is the next statement processed by 
the assembler. If false, the next sequen­
tial statement is processed by the 
assembler. 

The statement named by the sequence sym­
bol may precede or follow the AIF 
i Wit I uct.ion. 

If all AIF instruction is in a macro 
definiLion, the sequence symbol in the 
op(~rdnd field must appear in the name field 
ot a statement in the def ini tiona If. AIF 
appears outside macro definitions, the 
sequence symbol in the operand field must 
appear in the name field of a statement 
outside macro definitions, and any attri­
butes used in the logical expression must 
be those of previously defined symbols. 

These are valid operand fields of AIF 
instructions: 

(£AREA+X'2D' GT 29).READER 
(T"P12 EO 'F').THERE 

These are invalid operand fields of AIF 
instructions : 

CT"ABC NE T',XYZ) (no sequence 
symbol> 

. X4F2 (no logical 
expression) 

(T"ABC NE T"'XYZ) .X4F2 (blanks between 
logical expres­
sion and 
sequence sym­
J:::ol) 

The following macro definition may be 
used to generate the statements needed to 
move a fullword fixed-Foint number from one 
storage area to another. The statements 
will be generated only if the type attri­
bute of both storage areas is the letter F. 
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r-----T---------T-----------------------, IName IOperationlOperand I 
.-----+---------+-----------------------~ I I MACRO 1 I 
I'N I MOVE liT,iF I 

1 I IAIF I (T' iT NE T' iF) .END 1 
2 I IAIF I(T"T NE 'F").END I 
3 liN 1ST 12,SAVEAREA I 

I IL 12.'F I 
liST 12, iT I 
I IL 12,SAVEAREA I 

4 I.END IMEND 1 I L _____ ~ _________ ~ _______________________ J 

The logical expression in the oFerand 
field of statement 1 is true if the type 
attributes of the two macro instruction 
operands are not equal. If the attributes 
are equal, the expression is false. There~ 
fore, if the attriJ:::utes are not equal. 
statement 4 (named by the sequence symbol 
• END) is the next statement processed by 
the assembler. If the attributes are 
equal, statement 2 (the next sequential 
statement) is processed. 

The expression in the operand of state­
Kent 2 is true if the type attribute of the 
first macro ~nstruction operand is not F. 
If the attribute is F, the expression is 
false. Therefore, if the attribute is not 
F and the ex~ression is true, statement 4 
(named by the sequence symbol .END) is the 
next statement processed by the assembler. 
If the attribute is F, statement 3 (the 
next sequential statement) is processed. 

If a character string containing at 
least one single apostrophe is to J:::e sub­
stituted for a" variable symbol in an AlF 
statement, it must meet the requirements 
described in Section 7, under -Free 
Apostrophes.-

Note: AIFB is an instruction, identical in 
format and function with AIF, which can be 
used to provide compatibility with the IBM 
OS Assembler. 

AGO -- Unconditional Branch 

The AGO instruction unconditionally 
alters the sequence in which source Frogram 
statements are processed by the assembler • 
This is the format: 

r--------T---------T----------------------, I Name I Operation I Operand I 
.--------+---------+----------------------~ I Sequence I AGO Isequence symbol I 
I symbol I I I 
I or J:::lank I I I L ________ ~ _________ ~ ______________________ J 

The statement named by the sequence sym­
bol in the operand field is the next state­
rrent processed by the assembler. 



The statement named by the sequence sym­
bol may precede or follow the AGO instruc­
tion. If an AGO instruction is part of a 
macro definition, the sequence symbol in 
the operand field must appear in the name 
field of a statement that is in that 
definition. If an AGO appears outside 
macro definitions, the sequence symbol in 
the operand field must appear in the name 
field of a statement outsi~e macro 
deft ni tions. 

This illustrates the use of the AGO 
instruction: 

r------T---------T----------------------, \ Name I Operation I Operand I 
t------t-----t--------------------..;f 
I I MACRO I I 
I iNAME I MOVE I iT, U I 

1 I IAIF I(T'iT EO 'F').FIRST I 
2 I I AGO I . END I 
3 I.FIRSTIAIF I(T"iT NE T"iF).END I 

I iNAME 1ST 12, SAVEAREA I 
I IL 12,iF I 
I 1ST 12, iT I 
I I L 12, SAVEAREA I 

4 I. END I MEND I I L ______ L ________ ~ ______________________ J 

statement 1 determines if the type 
attribute of the first macro instruction 
operand is the letter F. If the attribute 
is F, statement 3 is the next statement 
processed by the assembler. Otherwise, 
statement 2 is processed next. Statement 2 
indicates to the assembler that statement 4 
(named by sequence symbol .END) is the next 
statement. 

Note: AGOB is an instruction, identical in 
format and function with AGO, which can be 
used to provide compatibility ~'lith the IBro{ 
OS Assembler. 

ANOP -- Assembly NO Operation 

The ANOP instruction facilitates condi­
tional and unconditional branching to 
statements named by symbols or variable 
symbols. 

The format of this instruction is: 

r--------T---------T----------------------, I Name I operation I operand I 
~-------+---------t----------------------f I Sequence I ANOP I blank 1 
I symbol 1 1 • I L ________ L ________ L _____________________ -J 

If the programmer wants to use an AIF or 
AGO to branch to another statement. he must 
place a sequence symbol in the name field 
of the statement to which he wants to 
branch. However, if he has already entered 
a symbol or variable symbol in the name 
field of that statement, he cannot place a 
sequence symbol in the name field. 

Instead, he must place an ANOP before the 
statement and then branch to the ANOP. 
This has the same effect as branching to 
the statement immediately after the ANOP. 

This illustrates the use of the ANOP 
instruction: 

r------T---------T----------------------l I Name I Operation I Operand I 
.------t---------t----------------------i 
I I MACRO I I 
I iNAME IMOVB I'T,iF I 
I I LCLC I 'TYPE I 

1 I IAIF I (T"T EO 'F").FTYPE I 
2 I'TYPE ISETC "E' I 
3 I.FTYPEIANOP , I 
4 I iNAME I STiTYPE 12 r SAVEAREA I 

I I LiTYPE 12, iF I 
I I STiTYPB I 2. iT I 
I I LiTYPE 12,SAVEAREA I 
I I MEND I I L ______ ~ ___________ L__ ____________________ J 

Statement 1 determines if the tYFe 
attribute of the first macro instruction 
operand is the letter F. If the attritute 
is not F, statement 2 is the next statement 
processed by the assembler. Otberwise, 
8~atement 4 1s processed next. However. 
since there 18 a variable symbol ('NAME) in 
the name field of statement 4, the requ1rfld 
.equence symbol (.nIPE) cannot be placed 
in the name field. Therefore, an ANOP 
(8~atement 3) must be placed before state­
ment 4. 

Then, if the attribute of the first 
operand is F, the next statement processed 
by the assembler is the statement na~ed ty 
sequence symeol .FTYPE. The value of 'TYPE 
retains its initial null character value 
eecause the SBTC instruction is not Fro­
ceased. Since .FTYPE names an ANOP 
instruction, the next statement processed 
ty the assembler is statement 4. which fol­
lows the ANOP. 

CONDITIONAL ASSEMBk¥ ELEMENTS 

The elements that can be used in each 
conditional assembly instruction are sum­
~arized in Figure 11. Each row 1n this 
chart indicates which elements can be used 
in a single conditional. assembly instruc­
tion. Each column indicates the condition­
al assemtly instructions in which a parti­
cular element can be used. 

The intersection of a column and a row 
indicates whether an element can be used in 
an instruction; if so, in what fields of 
the instruction the element can be used. 
For examFle. the intersection of the first 
row and the first column of the chart indi­
cates that symbolic parameters can ,f)e used 
in the operand field of SETA instlu·tions. 
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r--------------------------------T-----------------------------------T---·----, I Variable Symbols I I I 
~-------T-----··-----------------~ Attributes I I 
I 1 SET Symbols I I I 
I ~------~-----T-------_+-----T----~----~----~-----T-----+--------i 
I S.P. I SETA I SETB I SETC I T' I L" I s' I I" I X' I N" I S.S. I 

r---------t-------+-------+-------t--------+-----t-----t-----t-----+-----+-----+--------i 
I SETA I 0 I N,O I 0 I 0 I I 0 I 0 I 0 I 0 I 0 I I 
~---------t-------t-------+-------+--------t-----+----_+-----+-----+-----+-----t--------i 
I SETH I 0 I 0 I N.O I 0 I 0 1 I 0 2 I 0 2 I 0 2 I 0 2 I 0 2 I I 
t---------t-------f-------t-------+--------t-----t-----t-----t-----+-----i-----+--------i 
I ~;E1'c I 0 I 0 I 0 I NrO I 0 I I I I I I I 
~---------+-------+-------+-------+--------+-----t-----t-----t-----t-----+-----t--------~ 
I AIF I 0 I 0 I 0 I 0 I 0 1 I O~ I 0 2 I Oa I 0 2 I oa I NrO I 

t---------+-------+-------t-------t--------t-----+----_+-----+----+-----+-----+--------i 
I AGO I I I I I I I I I I I N r 0 I 
t---------+-------+-------t-------t-------_+-----t-----t-----t-----t-----t-----t--------i 
I ANOP I I I I I I I I I I I N I l _________ L _______ L _______ ~ _______ ~ ________ L _____ L _____ ~ ____ -L ____ -L _____ L _____ ~ ________ J 

10nly in character relations I 
~Only in arithmetic relations I 

I 
Abbreviations I 
N is Name T' is Type Attribute X' is Count Attribute I 
o is operand L' is Length Attri£ute N' is Number Attribute I 
S.P. is Symbolic S" is Scaling Attribute S.S. is sequence symbol I 

I Parameter I t is Integer Attribute I L-___________________________________________________________________________________ J 

Figure 11. Conditional Assembly Elements 
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SECTION 10: EXTENDED FEATURES OF MACRO LANGUAGE 

The extended features of the macro lan­
guage allow the programmer to: 

1. Terminate processing of a macro 
definition. 

2. Generate error messages. 

3. Define global SET symcols. 

4. Define subscripted SET symbols. 

5. Use system variable symbols. 

6. Prepare keyword and mixed-mode macro 
definitions and write keyword and 
mixed-mode macro instructions. 

7. Use other macro definitions. 

HEXIT -- MACRO DEFINITION EXIT 

The MEXIT instruction, used only in a 
macro definition, indicates to the assem­
bler that it should terminate processing of 
a macro definition. The format is: 

r--------T---------T----------------------, I Name I Operation I Operand I 
~--------+---------+----------------------i I Sequence I HEXIT I Blank I 
I symbol I I I 
lor blank I I I L ________ L _________ ~ _____________________ _J 

If the assembler processes the HEXIT 
instruction in a macro definition corres­
ponding to an outer macro instruction, the 
next statement processed by the assembler 
is the next statement outside macro 
definitions. 

If the assembler processes the HEXIT in 
a macro definition corresponding to a 
second- or third-level macro instruction, 
the next statement processed is the next 
statement after the second- or third-level 
macro instruction in the macro definition. 

MEXIT should not be confused with MEND, 
which indicates the end of a macro defini­
tion. MEND must be the last statement of 
every macro definition, including those 
that contain one or more MEXIT 
instructions. 

This illustrates the use of the MEXIT 
instruction I 

r-----T---------T-----------------------, 
IName IOperationloperand I 
t-----+---------+-----------------------i 
I I MACRO I I 
I iNAHEI JlJOVE I &T, H I 

1 I I AIF I (T' n EQ • F' ). OK I 
2 I IMEXIT I I 
3 I. OK I ANOP I I 

I iNAJlJE I ST 12, SAVEAREA I 
I IL 12 ,H I 
liST p,n I 
I I L f2 ,SAVEAREA I 
I IMEND I I 
L _____ ~ _________ L _____ ------------------J 
Statement 1 determines if the type 

attribute of the first macro instruction 
operand is the letter F. If the type is F. 
the assembler frocesses the remainder of 
the ~acro definition, starting with state­
ment 3. Otherwise, statement 2 is ~ro­
cessed next. statement 2 indicates to the 
assembler that processinq of the macro 
definition is to be terminated. 

~NOTE -- Request for Error Message 

The MNOTE instruction requests the as­
sembler to generate an error message or 
comments line. This instruction is prin­
cipally used with conditional asse~tly 
statements, either in macro definitions or 
assembler language source code. The format 
iSI 

r--------T---------T----------------------, 
IName IOperationlOperand I 
~--------+---------+----------------------~ 
I Sequence I MNOTE ISeverity code, fol- I 
Isymcol I Ilowed by comma, fol- I 
lor I Ilowed by any co",tind- I 
I blank I Ition of characters en-I 
I I Iclosed in apostrophes I L ________ 4 _________ L _______________ ~ ______ J 

If the first operand field is an acso­
lute or null value, the MNOTE causes aT! 
error message to be generated, and the 
value is treated as a severity code. This 
severity code roay be a decimal integer froUi 
o through 255. A null value is treated d~; 
a value O. A severity code value of 0 
remains 0, and the message is not included 
in the error count. A severity code vdlu~> 
of 1 reroains 1 and causes the error count 
to be incremented and a W to appear on the 
errOr message. A severity code value of L 
or greater is set to 2 and causes the error 
count to be increroented and an E to dHP') r: 
on the error message. The maximum numher 
of characters allowed in the errOl Ife!;~;dqe 
character string is 226. 
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An asterisk in the first operand indi­
cates that the MNOTE is to generate a com­
ments line. The error level and count are 
unaffected by such a statement. A maximum 
of 100 characters is allowed in the follow­
ing character string. 

When an MNOTE instruction is processed 
by the assembler, the characters enclosed 
in dPo~trophes are provided in the source 
l'Io'lcamlisting. in the same way as other 
prrox' messages. When the asselllbler encoun­
ters an MNOTE instruction in assembler lan­
yuage source code in a conversational as­
sembly. it will interpret processing to 
prompt the user for corrections. 

Two apostrophes must be used to repre­
sent an apostrophe enclosed in apostrophes 
in the operand field of an MNOTE instruc­
tion; one apostrophe will be listed for 
each pair of apostrophes in the operand 
field. 

Any variable symbols used in the operand 
field of an MNOTE instruction will be 
replaced by the values assigned to them. 

Two ampersands must be used to represent 
an ampersand that is not part of a variable 
symbol in the operand field of an MNOTE 
statement; one ampersand will be listed for 
each pair of ampersands in the operand 
Held. 

If a character string containing at 
least one single apostrophe is to be sub­
stituted for an operand in an MNOTE 
instrUction, it must meet the requirements 
described in section 1, under -Free 
Apostrophe.-

This exalllple illustrates the use of 
MNOTE in a lII&cro definition. The MNOTE 
instruction is valid anywhere in an assem­
bler language source program. 

r-----y---------y-----------------------, 
IName IOperationloperand I 
.-----+---------+-----------------------~ 
I I MACRO I I 
I iNAME I MOVE I iT, tF I 

1 I IAIF I (T"T NE T"F).Ml I 
2 I IAIF I (T"T NE 'F').M2 I 
3 I'NAME/ST 12,SAVEAREA I 

I IL 12,iF 
liST 12. iT I 
I I L 12, SAVEAREA I 
I IMEXIT 1 I 

4 I.N1 INNOTE "TYPE NOT SAME' I 
I INEXIT I t 

5 I.M2 IMNOTE "TYPE NOT F' . , 
I I MEND I I l _____ ~ _________ L _______________________ J 

Statement 1 determines if the type 
attributes of both macro instruction 
operands are the same. If they are, state-
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went 2 is the next statement processed ty 
the asselllbler. Otherwise, statement 4 is 
the next statement processed. Staterr.ent 4 
causes an error message -- TYPE NOT SAME -­
to be printed in the source prograrr. 
listing. 

statement 2 determines if the type 
attribute of the first lIIacro instruction 
operand is the letter F. If the type is F, 
statement 3 is the next statelllent pro­
cessed. otherwise, statement 5 is next. 
Statement 5 causes an error message -- TYPE 
NOT F -- to be printed in the source pro­
gram listing_ 

GLOBAL AND LOCAL VARIABLE SYMBOLS 

These are local variable symbols: 

Symbolic parAllleters 
Local SET symbols 
Systell\ variable symbols 

Global SET sYlllbols are the only global 
variable symbols. 

The GBLA, GBlB. and GBLC instructions 
define global SET symbols. just as the 
lCLA, LeLB, and LCLC instructions define 
the SET symbols described in section 9. 
SET symbols defined by LCLA, LCLB, and LCLC 
instructions are referred to as local SET 
symbols. 

Global SET symbols cOllllllunicate values 
developed outside a macro definition to 
statements which are within macro defini­
tions. COmlllunication from lIIacro defini­
tions to macro definitiOnS is also permiss­
ible. However. local SET symbols communic­
ate values between statelllents in the same 
.acro definition, or between statements 
outside lIIacro definitions. 

If a local SET symbol is defined in two 
or lIIore lIIacro definitions, or in a macro 
definition and outside macro definitions, 
the SET symbol is considered to. be a dif­
ferent SET symbol in each case. However. a 
global SET symbol is the same SET symbol in 
each place it is defined. 

A SET symbol must be defined as a glotal 
SET sYllltol in each macro definition in 
which it is to be used as a global SET sym­
bol. A SET symbol must be defined as a 
global SET symbol outside macro defini­
tions, if it is to be used outside. 

If the same SET symbol is defined as a 
global SET symbol in one or more places. 
and as a local SET symbol elsewhere, it is 
considered tbe same symbol wherever it is 
defined as a global SET sYlllbol, and a dif­
ferent sYlllbol wherever it is defined as a 
local SET symbol. 



cefining Local and Global SET Symbols 

Local SET symbols are defined when they 
appear in the operand field of an LCLA. 
LeLB, or LCLC instruction. These instruc­
tions were discussed in Section 9, under 
-Defining SET Symbols.-

Global SET symbols are defined when they 
dPpear in the operand field of a GBLA, 
GELB, or GBLe instruction. The formats of 
these instructions are: 

r-----T---------T-------------------------, 
IName IOperationlOperand I 
~-----+---------+-------------------------~ 
IBlankIGBLA, lone or more variahle I 
I IGBLB, or Isymbols to be used I 
I I GRLC I as SE'I symbols, I 
I I Iseparated by commas I l _____ ..l ___________ ..l _________________________ J 

The GBLA, GBLB, and GBLe instructions 
define global SETA, SETB, and SETC symbols 
dnd assign the same initial values as the 
corresponding types of local SET symbols. 
However, a global SET symbol is assigned an 
initial value by only the first GBLA, GBLB, 
or GBLe instruction processed in which that 
SET symbol appears. Subsequent GBLA, GBLB, 
or GBLe instructions processed by the as­
sembler do not affect the value assigned to 
the SET symbol. The programmer should not 
define any global SET symbols whose first 
four characters are SSYS. 

If a GBLA, GBLB, or GBLC instruction is 
part of a macro definition, it must occur 
before any of the symbols which it defines 
are referenced by SET statements. 

A GBLA, GBLB, or GBLC instruction must 
precede any macrO instructions which gener­
dte references to the global instruction. 

~sin9 Global and Local SET Symbols 

The follOWing examples illustrate the 
use of global and local SET symholsJ each 
example consists of two parts. The first 
part is an assembler language source pro­
gram. The second part shows the statements 
that would be generated by the assembler 
after it processed the statements in the 
source program. 

Example 1: The same SET symbol can be used 
to communicate: (a) values between state­
ments in the same macro definitions, and 
(b) different values between statements 
outside macro definitions. 

SA is defined as a local SETA symbol in 
a macro definition (statement 1) and out­
side macro definitions (statement 4). 'A 
is used twice within the macro definition 
(statements 2 and 3) and twice outside 
macro definitions (statements 5 and 6). 

Since iA is a local SETA symbol in the 
macro definition and outside macro defini­
tions, it is one SETA symbol in the Dacro 
definition, and another SETA symbol outside 
macro definitions. Therefore, state~ent 3 
(in the macro definition) does not affect 
the value used for 'A in statements 5 and 6 
(outside macro definitions). 

r-----T---------T-----------------------, IName IOperationloperand I 
~-----+---------+----------------------~ 

I MACRO I I 
'NAME I LOADA I I 

1 tLCLA I'A I 
2 'NAMEILR 115,iA I 
3 'A I SETA I iA+l I 

I MEND I I 
I I I 

II I LCLA liA I 
FIRST I LOADA I I 

5 I LR 115, 'A I 
I LOADA I I 

6 I LR 115, 'A I 
I END I FIRST I 

~-----+---------+-----------------------~ I FIRST I LR 115, 0 I 
I ILR 115,0 I 
I ILR 115,0 I 
I ILR 115,0 I 
I I END I FIRST , L _____ 4 _________ 4 _______________________ J 

ExamFle 2; This example illustrates the 
use of global SET symbols to communicate a 
value develo~ed outside a macro definition 
to a statement which is within a macro 
definition. 

r-----T---------T-----------------------, IName IOperationloperand I 
.-----+---------+-----------------------~ 

I MACRO I 
'NAME I LOACA I 

1 IGBLA tA I 
2 'NAMEILR 15,'A I 

I MEND I 
I I 

3 IGBLA &A I 
FIRSTILOADA I 

II tA I SETA tA+1 I 
5 ILR 15,iA I 

I LOAM t 
6 'A I SETA tA+1 I 
7 ILR 15,SA I 

I END FIRST I 
.-----+---------+-----------------------~ I FIRST I LR 115, 0 I 
I I LR 115,1 I 
I ILR 115,1 I 
I I LR 115,2 I 
I I END I FIRST I L _____ L _________ L _______________________ J 

iA is defined as a global SETA symbol in 
a macro definition (statement 1) and out­
side macro definitions (statement 3). '1\ 
is used once within the macro definition 
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(statement 2) and 4 times outside macro 
definitions (statements 4, 5, 6, and 7). 

Global SET symbols may be used to com­
municate values from macro definitions to 
macro definitions;-Qr from statements out­
side of macro definitions-to statements 
within macro definitions. ~local SET sym­
bols may not be used to communicate values 
from within macro definitions to statements 
outside macro definitions. 

Exawple 3: The same SET symbol can be used 
to communicate (a) values between state­
ments in one macro definition, and (b) dif­
ferent values between statements in dif­
ferent macro definitions. 

'A is defined as a local SETA symbol in 
two different macro definitions (statements 
1 and 4). f.A is used twice within each 
macro definition (statements 2, 3, 5, and 
6), 

Since f.A is a local SETA symbol in each 
macro definition, it is one SETA symbol in 
one macro definition, and another SETA sym­
bol in the other. Therefore, statement 3 
(in one macrO definition) does not affect 
the value used for 'A in statement 5 (in 
the other macro definition). Similarly, 
statement 6 does not affect the value used 
for 'A in statement 2. 

r-----T---------T-----------------------, 
IName IOperationlOperand I 
.-----+---------+-----------------------~ 
I I MACRO I 
I 'NAME I LOADA I 

1 I ILCLA f.A I 
2 I iNAMEILR 15,'A I 
3 I'A I SETA f.A+1 I 

I I MEND I 
I I I 
I I MACRO I 
I ILOADB I 

4 I I LCLA f.A I 
5 I ILR 15,f.A I 
6 I'A I SETA f.A+1 I 

I I MEND I 
I J I 
IFIRSTILOADA I 
I I LOADB I 
I I LOADA I 
I I LOADa I 
I I END FIRST I 
.-----+---------+-----------------------~ 
IFIRSTILR 115,0 I 
I I LR 115,0 I 
I I LR 115,0 I 
I I LR 115.0 I 
I I END I FIRST I l _____ ~ _________ L _______________________ J 

Example 4: A SET symbol can be used to 
communicate values between statelrents that 
are parts of two different macro 
definitions. 
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'A is defined as a global SETA symbol in 
two different macro definitions (statements 
1 and 4). &A is used twice within each 
macro definition (statements 2, 3, 5 and 6). 

r-----T---------T-----------------------, 
IName IOperationloperand I 
t-----+---------+-----------------------~ 
I I MACRO I I 
I'NAMEILOADA I I 

1 I I GBLA I &A I 
2 I & NAliJE 1 LR 115 , & A 
3 I'A I SETA I&A+1 

I IMEND I 
I I I 
I I MACRO I 
I I LOADB I 

4 I IGBLA I &A 
5 I ILR 115,&A 
6 I&A I SETA I&A+1 

I IMEND I 
I I I 
IFIRSTILOADA I 
I I LOADa I 
I ILOADA I 
I I LOADa I 
I I END I FIRST 
.-----t---------t-----------------------~ I FIRSTILR 115,0 I 
I I LR 115,1 I 
I ILR 115,2 I 
I ILR 115,3 I 
I I END I FIRST I L _____ ~ _________ L _______________________ J 

Since &A is a globa1 SETA in each macro 
definition, it is the same SETA symbol in 
each. Therefore, statement 3 (in one macro 
definition) affects the value used for &A 
in statement 5 (in the other macro defini­
tion). Similarly, statement 6 affects the 
value used for &A in statement 2. 

Example 5: The same SET symbol can te used 
to comlrunicate: Ca) values between state­
ments in two different macro definitions, 
and (b) different values between statements 
outside macro definitions. 

&A is defined as a global SETA in two 
different macro definitions (statements 1 
and 4), but it is defined as a local SETA 
outside macro definitions (statement 7). 
'A is used twice within each macro defini­
tion and twice outside macro definitions 
(statements 2, 3, 5, 6, 8 and 9). 

Since &A is a global SETA in each macro 
definition, it is the same SETA in each. 
However, since &A is a local SETA outside 
Iracro definitions, it is a different SETA 
symbol outside. 

Therefore, statement 3 (in one macro 
definition) affects the value used fer &A 
in statement 5 (in the other macro defini­
tion), but it does not affect the value 
used for iA in statements 8 and 9 (outside 



macro definitions). Similarly, statement 6 
affects the value used for 6A in statement 
2, but it does not affect the value used 
for 6A in statements 8 and 9. 

,-----T---------T-----------------------, IName ,operationlOperand I 
~-----t---------+-----------------------~ , I MACHO I I 
I iNAMEI LOADA I I 

1 I I GBLA I ('A , 
2 ILNAMEILR 115,6A I 
3 j6A I SETA I ('A+1 I 

1 I MEND I I 
I I I I 
I I MACRO I I 
I I LOADS I I 

4 I I GBLA I &A I 
5 I I LR 115, ('A I 
6 \('A 'SETA I ('A+l I 

I IMEND I I 
I I I I 

7 I I LCLA I ('A I 
I FIRST I LOADA , I 
I I LOADB I I 

8 I ILR 115,6A I 
I 1 LOADA I I 
I I LOADB , I 

9 I ILR 115,6A I 
I lEND IFIRST I 
~-----t---------+-----------------------i 
IFIRST,LR 115,0 I 
I I LR 11'),1 I 
I I LR 115,0 I 
I I LR ,15,2 I 
I ILR 115,3 I 
I 'LR 115,0 I 
I lEND I FIRST I L-____ ~ _________ ~ _______________________ J 

Subscripted SET Symbols 

Both global and local SET symbols 
defined as subscripted SET symcols. 
local SET symbols defined in Section 
all unsubscripted SET symbols. 

may be 
The 
9 were 

Subscripted SET symbols provide the pro­
grammer with a convenient way to use one 
SET symbol plus a subscript to refer to 
many arithmetic, binary, or character 
values. A subscripted symbol consists of a 
SET symbol immediately followed by a sub­
script that is enclosed in parentheses. 
The subscript may be any arithmetic expres­
sion that is allowed in the operand field 
of a SETA statement. The subscript of a 
variable symbol may not be an attribute of 
a subscripted variable symbol. 

These are valid subscripted SET symbols: 

'READER (17 ) 
(,A23456(iS4) 
'X4F2 (25HA2) 

These are invalid subscripted SET 
symbols: 

'X4F2 
(25) 

U4F2 (25) 

(no subscript) 
(no SET symbol) 
(subscript does not 
immediately 
follow SET symbol) 

pefining SubscriFted SET Symbols: If the 
programmer wants to use a subscripted SET 
symbol, he must write, in a GBLA, GELB, 
GBLC, LCLA, LCLB, or LCLC instruction, a 
SET symbol immediately followed by a decim­
al integer enclosed in parentheses •. The 
deci~al integer, called a dimension, indi­
cates the number of SET variables asso­
ciated with the SET symbol. Every variable 
associated with a SET symbol is assigned an 
initial value that is the same as the ini­
tial value assigned to the corresponding 
type of unsubscripted SET symbol. 

If a subscripted SET symbol is defined 
as global, the same dimension must be used 
with the SET symbol each time it is defined 
as glocal. The maximum dimension that can 
be used with SETA, SETE, and SETC symbols 
is 255. 

The following statements define the 
global SET symbols (,SBOX, (,WBOX, and ,psw. 
and the local SET symbol iTSW. iSBOX has 
50 arithmetic variables associated with it, 
'WBOX has 20 character variables, and 'PSW 
and 'TSW have 230 binary variables each. 

r-----T---------T-------------------------, 
,Name IOperationlOperand I 
~-----+---------+------------------------~ I IGBLA I (,SBOX (50) I 
I I GBLC I (, WBOX ( 20 ) I 
I IGELB I('P5W(230) I 
I ILCLB ,f.TSW(230) I L _____ ~ _________ ~ _________________________ J 

Using Subscripted SET Symbols: After the 
programmer bas associated a number of SET 
variables with a SET symbol, he may assign 
values to each of the variables and use 
them in other statements. 

If the statements in the previous 
example were parts of a macro definition 
(and ('A was defined as a SETA in the same 
definition), these statements could be 
parts of the same macro definition. 

r-------~--------~--------------------, 
IName IOperationlOperand I 
~--------+---------+--------------------~ 

1 1f.A I SETA 15 I 
2 I iPSWCiA) I SETB ,(6 LT 2) I 
3 I'TSW(9) ISETB I (iPSW(iA» I 
4 I I A I 2, =F • (, SBOX ( 45) • I 
5 I ICLI IAREA,C' iWBOX (17)' I l ________ ~ _________ ~ ____________________ J 

Statement 1 assigns the arithmetic value 
5 to the unsubscripted SETA symbol iA. 
statements 2 and 3 then assign the i;inary 
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value 0 to subscripted SETB symbols 'PSW(S) 
and 'TSW(9). Statements 4 and S generate 
statements that add the value assigned to 
~SBOX(45) to general register 2, and com­
pare the value assigned to 'WBOX(17) to the 
value stored at AREA. 

'JYSTEM VARIABLE SYMBOLS 

System variable symbols are variable 
symbols to Which the assemcler automatical­
ly assigns values. The five local system 
variable symbols ('SYSNDX, 'SYSECT, 'SYSS­
TY\>, &SYSLIST, and 'SYSPSCT) may be used in 
the name, operation, and operand fields of 
sLit ements in macro definitions, but not in 
~tatements outside macro definitions. They 
I~y not be defined as symbolic parameters 
or SET symbols, nor may they be assigned 
values by SETA, SETB, and SETC. 'SYSDATE 
and 'SYSTIME are global system variable 
symbols to which the assellIbler assigns 
values. They may be used in macro defini­
tions and in assembler language source 
code. They may not be defined or altered. 

(.:WSNOX -- Macro Instruction Index 

The system variable symbol 'SYSNDX may 
be concatenated wi.th other characters to 
create unique names for statements 
generated from the same model statement. 

.SYSNDX is aSSigned the 4-digit number 
0001 for the first macro instruction pro­
cessed by the assembler, and it is incre­
mented by one for each subsequent inner and 
outpr macro instruction Frocessed. 

If .SYSNDX is used in a model statement, 
SETC or MNOTE instruction, or a character 
relation in a SETB or AIF instruction, the 
value substituted for 'SYSNDX is the 4-
digit number of the macro instruction being 
~rocessed. including leading Os. If 
bSYSNDX appears in arithmetic expressions 
(in the operand field of a SETA instruc­
tion), the value used for &SYSNDX is an 
arithmetic value. 

Throughout one use of a macro defini­
tion, the value of &SYSNDX may be consider­
ed a constant. independent of any inner 
macro instruction in that definition. 

The accompanying example illustrates 
these rules. It is assumed that the first 
IndCrO instruction processed, OUTER1, is the 
l06t.h maCl"O instruction processed by the 
assembler. Statement 1 is the 106th macro 
instruction processed. Therefore, 'SYSNDX 
is a~c;~; igned 0106 for that macro instruc­
tion. The number 0106 is substituted for 
bSYSNDX wben it is used in statements 4 and 
6. Statement 4 assigns the character value 
0106 to the SETC symbol &NDXNUM and state­
went 6 creates the unique name B0106. 

Statement 5 is the l01th macro instrUC­
tion processed. 'SYSNDX is assigned the 
number 0107 for that macro instruction. 
0107 is substituted for iSYSNDX in state­
~ents 1 and 3. 0106 is substituted for the 
global SETC symbol 'NDXNUM in statement 2. 

Statement 8 is the lOath macro instruc­
tion processed. Each occurrence of 'SYSNDX 
is replaced by 0108. Statement 6 creates 
the unique name B0108. 

r---------~--------~--------------------, I Name I operation I Operand I 
~--------t---------+--------------------i I I MACRO I , 
I IINNERl I I 
I I GBLC I 'NDXNUfol , 

1 IA'SYSNDXISR 12,5 I 
I I CR 12, S I 

2 I IBE I B(;NDXNUfol I 
3 I I B I A(;SYSNDX I 

I IMEND I I 
I I I I 
I I MACRO I I 
I 'NAME IOUTERl I I 
I I GBLC I (;NDXNUM I 

4 I'NDXNUM ISETC I"'SYSNDX' I 
I (; NA!o!E I SR I 2 • 4 I 
liAR 12,6 I 

S I I INNER1 I I 
6 IB'SYSNDX\S 12,=F'1000' I 

I I MEND I I 
}--------t---------t--------------------i 

7 I ALPHA IOUTERl I I 
8 I BETA IOUTERl I I 

~--------t--------_+--------------------i 1 ALPHA ISR 12,4 I 
I IAR . 12,6 I 
IA010? ISR 12,5 I 
I ICR 12,S I 
I , BE I 80106 I 
I IB IA0101 I 
IB0106 IS 12.=F'1000' I 
lBETA ISR 12,4 I 
I JAR 12,6 I 
IA0109 ISR 12,S I 
I ICR 12,5 I 
I IBE IB010B I 
I I B \ A0109 I 
\B0108 IS 12,=F'1000' I L ________ ~ _________ ~ ____________________ J 

When statement 5 processes the 108th 
macro instruction, statement 5 becomes the 
l09th macro instruction processed. Each 
occurrence of iSYSNDX is replaced by 0109. 
Statement 1 creates the unique name A0109. 

(;SYSECT -- Current Control Section 

The system variable symbol 'SYSECT 
represents the name of the control section 
in which a macro instruction a~pears. For 
each inner and outer macro instructicn pro­
cessed. iSYSECT is assigned a value that is 
the name of the control section in which 
the nacro instruction appears. 



When &SYSECT is used in a macro defini­
tion. the value substituted for &SYSECT is 
the name of the last CSECT, DSECT, or START 
statement that occurs cefore the macro 
instruction. If no named CSECT, DSECT, or 
STArer statements occur before a aacro 
~nstruction, tSYSECT is assigned a null 
cnaracter value for that macro instruction. 
CSECT or DSECT statements processed in a 
macro definition affect the value of &SY­
SECT of any subsequent inner macro instruc­
tions in that definition, and for any other 
outer and inner macro instructions. Throu­
ghout the use of a macro definition, the 
value of &SYSECT may be considered a con­
stant, independent of any CSECT or DSECT 
statements or inner macro instructions in 
that definition. 

The next example illustrates these 
rules. 

r--------T---------T--------------------, 
iName IOperationlOperand I 
~--------+---------+--------------------~ 
I I MACRO I I 
I IINNER liINCSECT I 

1 I & INCSECT I CSECT I / 
2 I I DC /A (&SYSECT) I 

I IMEND I I 
I I I I 
I (MACRO ( I 
I IOUTER1 I I 

3 ICSOUTl ICSECT I I 
I IDS 1100C I 

4 I I INNER I INA I 
5 I I I NNER I INB I 
6 I I DC I AUSYSECT) I 

I I MEND I I 
I I I I 
I I MACRO I I 
I IOUTER2 I I 

7 I IDC IA(&SYSECT) I 
I I MEND I I 
~--------+---------+--------------------~ 

8 IMAINPROGICSECT I I 
I IDS 1200C I 

9 I IOOTER1 I I 
10\ IOUTER2 I I 

~--------+---------+--------------------~ 
IMAINPROGICSECT I I 
I IDS 120DC I 
ICSOUTl ICSECT I I 
I IDS 110DC I 
I INA I CSECT I I 
I I DC I A (CSOUTl) I 
I INB ICSECT I I 
I IDC IAnNA) I 
I IDC IA(~AINPROG) I 
I IDC IA<INB) I L ________ ~ _________ ~ ____________________ ~ 

Statement a is the last CSECT. DSECT. or 
START statement processed before statement 
9. Therefore, &SYSECT is assigned the 
value MAINPROG for macro instructicn OUTER1 
in statement 9. MAINPROG is substituted 
fo~ &SYSECT when it appears in statement 6. 

State~ent 3 is the last CSECT, eSECT, or 
START statement processed before statement 
4. Therefore •• SYSECT is assigned CSOUT1 
for aacro instruction INNER in statement 4. 
CSOUTl is substituted for &SYSECT when it 
a~pears cefore statement 2. 

State~ent 1 is used to generate a CSECT 
statement for statement 4. This is the 
last'CsECT, CSECT, or START statement that 
appears before statement 5. Therefore, 
.SYSECT is assigned INA for macro instruc­
tion INNER in statement 5. INA is sucsti­
tuted for iSYSECT when it appears in state­
ment 2. 

Statement 1 is used to generate a CSECT 
statement for statement 5. This is the 
last CSECT, DSECT, or START statement that 
appears before statement 10. Therefore, 
&SYSECT is assigned INB for macro instruc­
tion OUTER2 in statement 10. INB is suc­
stituted for 'SYSECT when it appears in. 
statement 7. 

iSYSSTYp -- current control Section Type 

The system variable symbol ,SYSSTYP 
represents the mnemonic operation which 
defined the name of the control, prototype. 
dummy, or common section in which a macro 
instruction appears. 

When iSYSSTYP is used in a macro defini­
tion, its substituted value is one of the 
character string values CSECT, PSECT. 
DSECT, or COHo The value used will corr'es­
pond to the mnemonic operation which 
defined the name represented by system 
variable symbol iSYSECT. A section defined 
by the S~ART instruction is considered to 
be a CSECT. iSYSSTYP enables the macro 
language programmer to resume the current 
control section after it is int.errupted. 
without requiring the section type to te 
supplied as a parameter. 

r--------T---------T---------~----------, 
I Name IOperationlOferand I 
.--------+---------+--------------------~ 
I IHACRO I I 
I HOC IOUTLINE I {'RTNE I 

1 I PRO I PSECT I I 
2 I noc I DC IA (&RTNE) I 
3 I iSYSECT I iSYSSTYP I I 

I IMEND I I 
.--------t---------+--------------------~ 
IHAINPROGICSECT I I 
I 11 Il,ADCR I 
I ADDR IOUTLINE I SUER I 
I II 12,X I 
.--------+---------+--------------------~ 
IMAINPROGICSECT I I 
I II I1,AOCR I 
IPRO ,PSECT I I 
I AIlOR ICC IACSUBR) I 
I~AINPROGICSECT I I 
I IL 12,x I L ________ ~ _________ ~ ____________________ J 
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In the example above, statement 1 is a 
wodel statement to initiate the prototype 
control ~3ection PRO. Stat.ement 2 generates 
an address con~;tant of the entry paint of 
!,ubrolJtiflf' ~;llBR. Statement 3 reinstates 
Uw i ntl'["rupt ed cont rol section MAINPROG. 
Th~! Oldcr () inlitrllction does not require that 
t h., Il<1mf' or tYle of the original control 
!;f,ct Ion be stated as a parameter. 

.!;YSLIST -- Macro Instruction Operand 

~;ystem variable symi;ol iSYSIIST provides 
the programmer with an alternative to sym­
bolic parameters for referring to macro 
instruction operands. 

iSYSLIST and symbolic parameters may be 
used in the same macro definition. iSYS­
LIST also may be used i~ place of symbolic 
parameters. 

'SYSLIST(n) may be used to refer to the 
nth macro instruction operand. In addi­
tion, if the nth operand is a sublist, then 
4SYSLlST(n,m) may be used to refer to the 
mill operand in the sublist, where nand m 
may be any arithmetic expressions, greater 
than zero, allowed in the operand field of 
a SETA statement. 

The type, length, scaling, integer, and 
count attributes of iSYSLIST(n) and 
iSYSLIST(m,m), and the number attributes of 
iSYSLIST(n) and iSYSLIST, may ce used in 
conditional assembly instructions. N'iSYS­
LIST may be used to refer to the total num­
ber of operands in a macro instruction 
statement. N'iSYSLIST(n) may be used to 
reter to the number of operands in a sub­
list. If the nth operand is omitted, N' is 
0; if the nth operand is not a sublist. N' 
is 1. 

The followin9 procedure is used to eva­
luate N"SYSLIST: 

A sublist is conSidered to ce one 
operand. 

The number of operands equals 1 plus the 
number of commas indicating the end of 
an operand. 

Attributes were discussed in Section 7 
under -Attributes." 
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r-----T---------T----------------, 
INaree \OperationlOperand I 
~-----+---------+----------------~ 

Header I I~ACRO , I 
\ I I I 

Prototype' I TOTAL INUM, REG, AREA I 
'I I I 

Model I IL liSYSLIST(2), I 
I I ,'SYSLIST(l,l) I 
I I I \ 

Model I IA liSYSLIST(2}, I 
I I liSYSLIST(1,2} I 
I I I I 

Model I IA I iSYSLIST(2), I 
I I liSYSLIST(l,3) I 
I I I I 

(l!odel I I ST I iSYSLIST (2) , I 
I I I iSYSLIST (3) I 
I I I I 

Trailer I I MEND I I 
~-----+---------+----------------~ 

~acro I I TOTAL I (A,B,C),6,SUM I 
I I I I 

Generated \ IL 16,A I 
'I I I 

Generated I IA 16,B I 
I I I I 

Generated I IA 16,C I 
I I' I 

Generated I 1ST 16,SUM I l _____ ~ _________ ~ ________________ J 

The generated statements in the atove 
examples are exactly the same as the 
generated statements of the example under 
·Operand Sublists· of Section 8, -How to 
Write Macro Instructions.-

iSYSPSCT -- Prototype Control Section Name 

The system variable symbol iSYSPSCT 
represents the name of the first prototype 
control section defined in the source 
program. 

When iSYSPSCT is used, the value substi­
tuted for iSYSPSCT is the name of the first 
PSECT statement in the source program. If 
no PSECT statement has occurred prier to 
the use of iSYSPSCT. the value assigned to 
iSYSPSCT is that of a null character str­
ing. iSYSPSCT may be used when writing re­
enterable programs. It provides the II'acro 
language programmer with the ability to 
generate instructions within a prototype 
control section without requiring that the 
name of the PSECT be sUfplied as an expli­
cit pararr.eter. Thus, the macro instruction 
OUTLINE, frorr, the previous example, rright 
ce rewritten as shown below, where PRO was 
the first PSECT declared in the prograrr,. 



r--------T---------T----------------------l 
IName IOperationloperand I 
~--------t---------t----------------------~ 
I I MACRO I I 
I HOC J OUTLINE I iRTl-'E I 
I iSYSPSCT I PSECT I I 
I & LOC I DC I A UR'INE> I 
I 'SYSECT I .SYSSTYP I I 
I J MEND I I 
t--------+---------t----------------------~ I MAINPR(X; I CSECT 1 I 
I IL Il,ADDR 1 
IADDk I OUTLINE ISUBR 1 
I IL !2,X I 
~--------t---------t----------------------~ I HAINPROG I CSECT I I 
I I L 11, ADDR I 
I PRO I PSECT I I 
IADDR I DC IA{SUBR) I 
I MAL NPROG I CSECT I I 
I IL p,X I l ________ ~ _________ ~ ______________________ ~ 

&SYSDATE and 'SYSTIME -- Date/T;roe 
Variables 

The global system variables .SYSDATE and 
'SYSTIME represent the date and time as set 
cy the system during assembly. These sym­
bols are available in open code as well as 
in macro definitions. The values for these 
symbols are set only once during an assem­
blY1 they cannot be changed by the program­
mer. GBLC statements are not required to 
refer to these variables, and a duplicate 
symbol diagnostic will te issued if these 
~ymbols are defined. 

When either iSYSDATE or iSYSTIME are 
encountered in a source Frogram, the assem­
nler will substitute the value from the 
version identification for the assembly. 

.SYSDATE is a GBLC variable symbol of 
the form: 

mo/da/yr 

where rno is the month, da is the day, and 
yr is the year. 'SYSTIME is a GBLC vari­
able symbol.of the form 

hh:rnm:ss 

where hh is the hour (24 hour clock), mm is 
minutes, and ss is seconds. 

In the following example, the programmer 
is using the GATWR macro instruction to 
write the date and time of this program's 
assembly onto his SYSOUT. iSYSDATE and 
&SYSTIME are set by the assembler when 
first encountered; they are both eight 
characters in length. When the GATWR macro 
instruction is executed, the output will 
consist of statements 1 and 2. 

r-------T---------T--------------------l 
jName IOperationlOperand I 
~-------t---------+--------------------i 
I I CSECT . I I 
I I I I 
I I I I 
I I I I 
I IGATWR I DATE, LENGTH 1 I 
I IGATWR ITIME,LENGTH2 I 
I I I I 
I I' I 
I I I I 
ICATE IDC IC"SYSDATE' I 
IIENGTHll DC IF' 8 ' I 
I TIME IDC IC'iSYSTIME' I 
I LENGTB21 DC IF' 8' I 
I I I I 
I 1 I I 
I 'I I 
I ,mD I I 
~-------~--------~--------------------~ 

1 103/18/71 I 
2 109:30:15 I L ______________________________________ J 

In the following example, the macro 
TODAY is defined to obtain the date from 
the iSYSDATE variable. iM is set to the 
«onth, iC is set to the day, and iY is set 
to the year. When the macro definition is 
referenced, registers 3, 4, and 5 will con­
tain the month, day, and year respectively. 

Header 
Prototype 
Model 
J!odel 
J!odel 
Model 
.Hodel 
Model 
J!odel 
Trailer 

.Hacro 
Generated 
Generated 
Generated 

r----T---------T----------------, 
INamelOperationlOperand I 
~----t---------+----------------~ I IHACRO 1 I 
I I TODAY I'Rl,iR2,iR3 I 
t ILCLC I'M.iD,n I 
liM ISETC ,'iSYSDATE' (1,2) I 
I'D ISETC I "SYSDATE'(4,2) I 
In I SETC \' iSYSDATE' (7,2) I 
I IIA I iR1, iM \ 
\ ILA i'R2,iD I 
IlIA liRJ,iY I 
I I MEND I I 
~----+---------t----------------~ 
I I TODAY 13,4.5 I 
I ILA /3,03 I 
IlIA 14,18 I 
I ILA 15,71 I L ____ ~ _______ ~ ________________ ~ 

KEYWORD MACRO DEFINITIONS AND INSTRUCTIONS 

Keyword macro definitions provide the 
programmer with an alternative way of pre­
paring macro definitions. 

A keyword macro definition reduces the 
number of operands in each macro instruc­
tion that corresponds to the definition; 
the operands may be written in any order. 

The macro instructions that correspcnd 
to the macro definitions (positional macro 
instructions and positiona.l macro defini-
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tions), described in Section 7, require 
that the operands be written in the same 
order as the corresponding symbolic ~arame­
ters in the operand field of the prototype 
8tatement. 

In a keyword macro definition, the pro­
grammer can assign standard values to any 
symbolic parameters appearing in the 
operand field of the prototype statement. 
The standard value assigned to a symbolic 
l~rdmeler is substituted for the symbolic 
parameter if the progralttDler does not write 
anything in the operand field of the macro 
instruction to correspond to the symbolic 
~arameter. When a key~ord macro instruc­
tion is ~ritten, the programmer need write 
only one operand for each symbolic paramet­
er whose value he wants to change. 

Keyword macro definitions are prepared 
the same ~ay as positional macro defini­
tions. except that the prototype statement 
is written differently, and .SYSLIST may 
not be used in the definition. The rules 
for preparing positional macro definitions 
are in Section 7. 

~eyword Prototype 

'I'he tormat of this statement is: 

r--------T---------T----------------------, 
IN,lm.> I Operation I Operand I 
~--------t---------+----------------------f 
p; ymbo li c I SYll'1bo 1 lOne or more operands 1 
I param- I lof form described I 
leter or I I below, separated by I 
Ibldnk I I commas 1 L _______ ~ _________ L ______________________ J 

Each operand must consist of a symbolic 
parameter, immediately followed by an equal 
sign and optionally followed by a standard 
value. A standard value that is part of an 
operand must immediately follow the equal 
sign. 

Anything that may be used as an o~erand 
in a macro instruction, except variable 
symbols, may be used as a standard value in 
a keyword prototype statement. The rules 
for forming valid macro instruction 
operands were detailed in Section 8. 

These are valid keyword prototype 
operands: 

iREADER= 
• LOOP2=SYMBOL 
&Slf==F'4096' 

These are invalid keyword prototype 
operands: 
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CARDAREA 
i'I"{PE 
'TWO :123 

(no symbolic parameter) 
(no equal sign) 
(equal sign does not 

immediately follow 
symbolic parameter) 

'AREA= X'189A" (standard value does not 
immediately follow 
equal sign) 

The following keyword prototype state­
ment contains a symbolic parameter in the 
name field, and four operands in the 
operand field; the first t~o operands con­
tain standard values. The mnemonic opera­
tion code is MOVE. 

r-----T---------~------------------------, 
IName IOperationloperand I 
~-----+---------+-------------------------~ 
liN I MOVE I'R=2,'A=S,iT=,iF= I L _____ ~ _________ ~ _________________________ J 

Reyword Macro Instruction 

After a progra~mer has prepared a key­
word macro definition, he may use it by 
~riting a keyword ~acro instruction. 

The format of a keyword macro instruc­
tion is: 

r-------~--------~----------------------, IName 1 Operation 1 Operand I 
~--------+---------+---------------------_i I Symbol, IMnemonic 10 or more operands of I 
Isequenceloperationlform described below, I 
I symbol, Icode Iseparated by coamas I 
lor blankl I I L ________ ~ _________ ~ ______________________ J 

Each operand consists of a keyword imme­
diately followed by an equal sign and an 
optional value. Any valid operand in a 
positional macro instruction may be used as 
a value in a keyword macro instruction. 
The rules for forming valid positional 
Kacro instruction operands were detailed in 
Section 8. 

A key~ord consists of one through seven 
letters and digits, the first of ~hich must 
be a letter. The keyword part.of each key­
word macro instruction operand must corres­
pond to one of the symbolic parameters 
a~pearing in the operand field of the key­
word prototype statement. A keyword corre­
sponds to a symbolic parameter. if the 
characters of the keyword are identical to 
the characters of the symbolic parameter 
that follow the ampersand. 

These are valid keyword macro instruc­
tion operands: 

LOOP2=SYMBOL 
S4==F'IJ096' 
TO= 

These are invalid keyword macro instruc­
tion operands: 



'X4F2=O(2,3) (keyword does not begin 
with a letter) 

CARDAREA=A+2 (keyword is more than 
seven characters) 

:(TO(8),(FROM) (no keyword) 

The operands in a keyword macro instruc­
tion may be written in any order. If an 
operand appeared in a keyword prototype 
statement, a corresponding operand need not 
appear in the keyword macro instruction. 
If an operand is omitted, the comma that 
would have separated it from the next 
operand need not be written. 

The following rules are used to replace 
the symbolic parameters in the statements 
of a keyword macro definition: 

1. If a symbolic parameter appears in the 
name field of the prototype stat~ent. 
and thp- name field of the macro 
instruction contains a sya:bol, the 
symbolic parameter is replaced by the 
symbol. If the name field of the 
macro instruction is blank or contains 
a sequence symbol, the symbolic para­
meter is replaced by a null character 
value. 

2. If a symbolic parameter appears in the 
operand field of the prototype state­
ment, and the macro instruction con­
tains a keyword that corresponds to 
the symbolic parameter, the va1ue 
assigned to the keyword replaces the 
symbolic parameter. 

3. If a symbolic parameter was aSSigned a 
standard value by a prototype state­
ment, and the macro instructioD does 
not contain a keyword that corresponds 
to the symbolic parameter, the stan­
dard value assigned to the symbolic 
parameter replaces the symbolic para­
meter. Otherwise, the symbolic para­
meter is replaced by a null character 
value. 

Note: If a standard value is a self­
defining term, the type attribute assigned 
to the standard value is N. If a standard 
value is omitted, the type attribute 
aSSigned is O. All other standard values 
are assigned the type attribute appropriate 
to their type. 

The following keyword macro definition, 
keyword macro instruction, and generated 
statements illustrate these rules. 

Statement 1 assigns standard values 2 
and S to symbolic parameters ~R and iA. 
statement 6 assigns values FA, FB, and 
THERE to keywords T, F, and A. The symbol 
HERE is used in the name field of statement 
6. 

Since a symbolic parameter (iN) a~pears 
in the name field of the prototype state­
ment (l), and the corresponding characters 
(HERE) of the macro instruction (6) are a 
symbol, iN is replaced by HERE (in 2). 

r-----T---------T-----------------------, IName IOperationlOperand I 
~-----+--------+-----------------~ 
I I MACRO I I 

1 'iN I MOVE liR=2,iA=S,iT=,iF= I 
2 I iN I ST I iR, iA I 
3 I I L I 'R, iF I 
4 I I ST I iR, iT I 
5 I IL I'RriA I 

I IMEND I I 
~-----+---------t-----------------------t 

6 IHERE IMOVE IT=FA.F=FB,A=THERE I 
~-----+---------+---------------------__i 
tHERE 1ST 12,THERE I 
I IL 12,FB I 
liST 12,FA I 
I I L 12, THERE I L _____ ~ _________ ~ _______________________ J 

Since iT appears in the operand field 
(statement 1), and statement 6 contains the 
keyword (T) that corresponds to 'T, the 
value assigned to T (FA) replaces iT (in 
4). Similarly, FE and THERE replace iF and 
iA (in 3 and in 2 and 5). Note that the 
value assigned to iA in statement 6 is used 
instead of the value assigned to iA in 
statement 1. 

Since iR appears in the operand field of 
statement 1, and statement 6 does not con­
tain a corresponding keyword, the value 
assigned to 'R (2) replaces iR (in 2, 3. 4, 
and 5). 

Operand Sublists: The value assigned to a 
keyword and the standard value assigned to 
a symbolic parameter may be an operand sub­
list. Any valid operand sublist in a ~osi­
tional macro instruction may be used as a 
value in a keyword macro instruction and as 
a standard value in a keyword prototype 
statement. The rules for forming valid 
operand sublists were detailed in Section 8 
under ·Operand Sublists." 

Keyword Inner Macro Instructions: Keyword 
and pasi tional inner macro instructions may 
te used as model statements in either key­
word or positional macro definitions. 

MIXED-MODE MACRO DEFINITIONS AND 
INSTRUCTIONS 

Mixed-mode macro definitions allow the 
programmer to use the features of keyword 
and Iositional macro definitions in the 
same macro definition. 

Mixed-mode macro definitions are fre­
~ared in the same way as positional macro 
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definitions, except that the prototype 
statement is written differently. iSYSLIST 
may be Ilsed to reference the positional 
ol,prands. The rules for preparing posi­
tional macro definitions are ir; Section 7. 

~Jl(.~~L-:Mode Prototype 

The format of this statement is: 

r--------T---------T----------------------, 
IName loperationloperand I 
t--------t---------+----------------------~ 
I SymLolic I Symbol ITwo or more operands I 
II)aranl- I lof form descriced I 
leter or I Ibelow, separated by I 
Iblank I I commas I l ________ ..1 ________ J. ____________________ J 

The operands must be valid operands of 
positional and keyword prototype state­
ments. All positional operands must pre­
cede tbe first keyword operand. The rules 
for forming positional operands were dis­
cussed in section 7 under -Macro Instruc­
tion Prototype.· 

Tbe following sample mixed-mode proto­
type statement contains three poSitional 
operands and two keyword operands. 

r-----T---------T-------------------------, 
IName I Operation I Operand I 
1------t--------t-------------------------~ 
liN I MOVE liTY,iP,iR,iTO=,iF= I l _____ J. _________ ..1 _________________________ J 

Mixed-Mode Macro Instruction 

The format for this is: 

r--------T---------T----------------------, I Name I operation I operand I 
~--------t---------t----------------------~ 
I Symbol, IMnemonic 10 or more operands of I 
I sequence I operation I form described below, I 
I symbol, lcode Iseparated by commas I 
lor blankl I I l ________ ..1 _________ ..1 ______________________ J 

The operand field consists of two parts. 
The first part corresponds to the Fosition­
a] prototype operands and is written in the 
same way as the operand field of a posi­
tional macro instruction. The rules for 
writing positional macro in structions are 
in Section 8. 

The second part of the operand field 
corresponds to the keyword prototype 

operands and is written in the same way as 
the operand field of a keyword macro 
instruction. 

The following mixed-mode macro defini­
tion, mixed-mode macro instruction, and 
generated statements illustrate these 
facilities. 

r-----T---------T-----------------------, 
IName IOperationlOperand I 
t-----t---------t--------------------~ 
I I MACRO I I 

1 liN I MOVE liTY,iP,iR,'TO=.iF= I 
liN 15TiTY liR,5AVE I 
I I LiTY I'R,iPiF I 
I ISTiTY I iR, iP'TO I 
I I UTY I'R,SAVE I 
I I MEND I I 
~-----+---------t-----------------------~ 

2 IHERE IMOVE IH,,2,F=FB,TQ=FA I 
~-----+---------+-----------------------i 
I HERE 15TH 12,5AVE I 
I I LH 12,FB I 
I 15TH 12,FA I 
I ILH 12,5AVE I L _____ ~ _________ L _______________________ J 

The prototype statement (l) contains 
three Fositional operands ('TY. iP, and iR) 
and two keyword operands (iTO and iF). In 
the aacro instruction (2), the poSitional 
operands are written in the same order as 
the positional operands in the prototy~e 
statement (the second operand is omitted). 
The keyword operands are written in an or­
der that is different from the order of 
keyword operands in the prototype 
statement. 

Mixed-mode inner macro instructions may 
be used as model statements in mixed-mode, 
keyword, and positional macro definitions. 
Keyword and ~ositional inner macro instruc­
tions may be used as model statements in 
mixed-mode macro definitions. 

MACRO DEFINITION COMPATIBILITY 

Macro definitions prepared for use 
with other IBM assemblers having macro 
language facilities may be used with 
the TSS assembler, provided that all 
SET symbols are defined in an appropri­
ate LCLB, GBLA, GBLB, or GBLC statement. 
The AIFB and AGOB instructions will be 
processed by the TSS assembler in the 
same way that AIF and AGO are processed. 



APPENDIX A: ASSEMBLER INSTRUCTIONS 

r----------T-----------T---------------------------------T------------------------------, I Name I Operation I operands I Specified as I 
.----------+-----------f---------------------------------f------------------------------~ I luymbolJ I CCW I command code I 1 uyte, absolute expression, I 
I I I I right justified. I 
I I I .------------------------------~ I I I , data address I Absolute, relocatable, or I 
I I I I complex expression. I 
I I' .----------------------------~ 
I I I ,flag values I Absolute expression. I 
I I I .------------------------------~ 
I I I , count I Atsolute expression. I 
r----------f----------f--------------------------------f----------------------------~ I I CNOP I byte alignment, I b=n, where n=O, 2, 4, or 6 I 
I I I {dOUble} I w=n, where n=4 or 8 I 
I I I word type I I 
I I I sing Ie I I 
t---------_+-----------f---------------------------------+-----------------------------~ I (symbol) I COM I same as CSECT I Default = standard COKmon I 
I I I I section. I 
.------~--_+-----------+---------------------------------f-------------------------~ I I COpy I symbol name I Name of area to be copied. I 
t---------_+-----------+--------------------------------f------------------------------i I (symboll, CSECT I (public storage] I PUBLIC I 
, I I (, read only storage] I ,READONLY I 
I , I [, variable section length] I , VARIABLE I 
I I I (, privileged section] I ,PRVLGD I 
I I I (.section includes· SIS entry I. SYSTEM I 
I I , points) I I 
t----------f-----------f---------------------------------f------------------------------i I ( symbol) I CXD I none I I 
r----------f-----------+---------------------------------+------------------------------~ I [symhol) I DC I (duplication factor) I I 
I I I constant type I See Appendix C. I 

I I , [length {hits }]: I 
I I I bytes I I 
I I I [scale] I , 
I I I (exponent] I I 
I I I constant [ , ••• ] lOne or more additional I 
I I I I o~erands, separated by I 
I I I I comma(s), may be specified. I 
.---------_+-----------f---------------------------------f------------------------------~ I I DROP I (reg1 [,reg2 •••• ,reg161J I Absolute value. Default = I 
I I I I all currently active base I 
I I I I registers. I 
r----------f-----------+---------------------------------t------------------------------~ I (symbol] I DS I (duplication factor] I Same as DC except as I 
I I I constant type I noted below. I 

I I : [length {hits }] I I 
I I I bytes I I 
I I I [scale] I See Appendix c. I 
I I I [exponent] I I 
I t t--------------------------------.l.-------------------------- --.. J. 
I I I 1. SpeCification of 'constant' operand, optional. 
I I I 2. 'constant' operand reserves space tut does not store data. 
I I I 3. Maximum length for C and X constants, 65,535 bytes. 
I I I 4. Duplication factor of 0 forces alignment to assumed 
I I I alignments in DC. I L-_________ ~ ___________ ~ _______________________________________________________________ -J 
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r----------T-----------T--------------------------------~------------------------------, I Name I Operation I operands I Specified as I 
~----------+-----------+---------------------------------+------------------------------~ 
I (sywboll I DSECT I none I I 
~----------t-----------+---·------------------------------+------------------------------~ 
I symbol I DXD I [duplication factor) I Same as DC except as noted I 
I t I constant type I below. I 

~ I : rlength {bitS}] l I 
I I I r bytes I I 
I 1 I (scale] I I 
I I t [exponent] I I 
I I I (constant) I J 

I I ~---------------------------------~------------------------------i I I I 1. • Constant' operand does not cause initialization to value I 
I I I specified. I 

I I 2. 'Scale' and 'Exponent' oferands may be specified. I 
I I 3. Multiple operands and constants only used to determine I 

I I I length. I 
~--.--------t-----------+-------------------------------,.--------------------------~ 
I I EJECT I none I I 
t----------t-----------t--------------------------------t------------------------------~ I I END I (co~trol transfer point] I Relocatable or absolute I 
I I I I eXfression. I 
I I I I Default = first instruction I 
I I I I of CSECT. I 
t----------t------·-----t--------------------------------t----------------------------i I I ENTRY I [entry fointll •••• l I Relocatable symbols. I 
~----------t-----------t---------------------------------t------------------------------i I (symbol) I EQU I [previously defined symbol1 I I 
I I I [, length) I absolute integer (1-65535) I 
I I I {,type] . I absolute integer (O-255) I 
t----------+-----------t-------------------------------t-----------------------------~ 
I J EXTRN I external symbol ( •••• ] I Relocatable symbols. I 
.----------t-----------t---------------------------------t------------:-----------------i I I ICTL I (beginning source column) I b=decimal digit, range, I 
I I I I 1-160; default=1. I 
I I I (,ending source column) I e=decimal digit, range, t 
I I I I ~1-80; default-7I. I 
I I I [, continue col umn) I c-decimal digit, range, I 
I I I I 2-160, default=16. I 
l--- -------+-----------+---------------------------------+_-----------------------------i I I ISEQ I (sequence field - left coll I Decimal digits, I 
I I I [sequence field - right coIl I default = no sequence check. t 
r----------+-----------t---------------------------------t------------------------------i I lsymbol} I LTORG I none I I 
t----------t-----------t---------------------------------t------------------------------~ I I ORG I [new location counter I Expression; default=current I 
I I I address) I location counter fositicn+l. I 
t----------t-----------t---------------------------------t-------------------~----------~ 
I I PRINT I I listing I I ON I 
I I I printing option I I 
I I I no t OFF I 
I I I listing I I 
I I I I I 

! ! : [~cro gen {:~!:utable }] i ~E::EN I 
t I I , I 
I I I t {print full constant}] I DATA I 
I t I , constants print 8 bytes I NODATA I 
I I I or less I I 
t----------t-----------t---------------------------------t------------------------------i I symbol I PSECT I same as CSECT I Same as CSECT. I L-_________ i-__________ ~ _________________________________ ~ _____________________________ J 
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r----------r-----------T--------------------------------~T------------------------------, I Name I Operation I Operands I Specified as I 
t----------t-----------t---------------------------------t------------------------------i I I SPACE I (no. of lines to be sFaced] I Decimal digits, default=l. I 
~----------+-----------t--------------------------------_+_-----------------------------i I [symbol) I START I (initial location ctr. address) I Self-defining term. I 
I I I I default=O. I 
t----------+-----------+---------------------------------t------------------------------i I (symbol] I TITLE I • characters , t To 100 characters. I 
I I ~--~------------------------------~-----------------------------i I I I Note: Symbol may be from 1 to 4 alphameric characters. I 
~----------+-----------t---------------------------------T------------------------------i I I USING I base value, I Absolute or relocatable I 
I I I I value. I 
I I I reg1 (,reg2, ••• ,reg161 I Absolute expression. I L- _________ ~ ___________ ~ _________________________________ ~ _________ ~ _________________ _J 
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Al'l'~NLJI~~_: _MACHINE INSTRUcrl0N FORMAT 

- -- -- -,~- . "- ----- - -,- ,-

Assembler Operand Applicable 
Basic Machine Format Field Format Instructions 

1---- -------~-

loper:t~~m R1"R2 All RR instructions 
Code R1 R2 except SPM and SVC 

~-~----

RR lo~er:tion 4 

~ Rl SPM 
L Code R1 

l~per!tiQn 8 

Code 1 I SVC - ... ----- --
(See notes 1,6, and 8) 

1----

RX [ Oper!tion 4 4 4 12 
R1,D2 (X2,B2) All RX instructions 

Code R1 X2 B2 02 R1,S2 (X2) 

r---. 
(See notes 1-4, and 7) 

8 II 1& 4 12 
Operation R1,R3,D2(B2} BXH,BXLE,LM,STM 

Code R1 R3 - B2 02 Rl,R3,S2 
RS 

8 " D( " 12 
Operation R1,02 (B2) All shift instructions 

Code R1 B2 D2 R1,S2 

(See notes 1-3, 7, and 8) 
,.....--

8 8 " 12 All SI instructions 
Operation 01 (Bl) ,12 except LPSW,SSM, 

Code 12 Bl 01 Sl,12 HIO,SIO,T10,TCH,TS 
51 

~- .. 

8 Cd< .. 12 
Operation 01 (Bl) LPSW,SSM,HIO,SIO, 

Code B1 01 S1 TIO,TCH,TS 

(See notes 2, 3, and 6-8) 
1----

8 4 .. " 12 " 12 
Operation D1 (Ll,Bl) ,02 (L2,B2) PACK,UNPK,MVO,AP, 

Code Ll L2 Bl 01 B2 02 Sl (Ll) ,S2(L2} CP,OP,MP,SP,ZAP 
5S 

8 8 " 12 4 12 
Operation 01 (L,Bl) ,02 CB2} NC,OC,XC,CLC,MVC,MVN, 

Code L B1 01 B2 D2 Sl (L) , S2 MVZ, TR, TRT, ED, EDMK 

(See notes 2, 3, 5, and 7) 
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Notes for Appendix B: 

1. Rlf R2, and R3 are absclute expres­
sions that specify general or 
floating-point registers. General 
registers are 0 through 15; floating­
point registers are O. 2. q, and 6. 

2. Dl and 02 are absolute expressions 
that specify displacements; a value 
from 0 to 4095 may be specified. 

l. B1 and B2 are absolute expressions 
that specify base registers; registers 
are 0 - 15. 

4. X2 1s an abolute expression that spe­
cifit·:> an index register; registers 
1-1~ may be used as index registers. 
If a base register and no index regis­
ter is desired, X2 may be either spec­
ified as 0 or omitted, with a comma 
preceding B2. 

Examples: L 2.48(0,5) 
L 2,48(.5) 

S. L, LI, and L2 are absolute ex(:r.essions 
that ~pecify field lengths;'L value 
can be specified from 0 to 256;' L1 and 

L2 values from 0 to 16. The assembled 
value will be one less than the speci­
fied value except that if 0 is speci­
fied, 0 will be assembled. L may be 
defaulted; the length aSSigned will be 
that of the first operand. L1 and L2 
may be defaulted; however. a c~a 
must precede 81 and B2. If an expli­
cit base and displacement have ~en 
written. the defaulted {or implied) 
length will be the length attribute of 
the expression specifying tbe!lis­
place~ent. If the base and displace­
ment have been implied, the dEfaulted 
length will be the length attribute of 
the expression specifying the effec­
tive address. 

6. I and 12 are absolute expressions that 
provide ittmediate data; the value can 
be from 0 to 255. 

7. 51 and 52 are absolute or relocatable 
expressions that specify an address. 

8. RR, R5, and 51 instruction fields that 
are crossed out in the machine formats 
are not exaained during" instr~ction 
execution. The fields are not written 
in the symbolic o~erand. but are 
assem~led as binary Os. 
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APPENDIX c: SUMMARY OF CONSTANTS 

r--------------~---------T------------~-----------------y_--------r----------T-------------T-----------l 
I I I I I Number of I I I I 
I Implied I I Length I I Constants I I I Truncation/ I 
1 Length I 1 Modifier I I Per I Range for I Range for 1 Padding I 
IType (Bytes) IAlignment I Range 'Specified by I operand IExponents I Scale I Side I 
t--------------t----------t-------------t------------------+---------t----------+-------------+-----------~ 
I C as needed I byte 1.1 to 256 (1) I characters lone I I I right I 
t--------------t----------+-------------t------------------t---------+_---------+-------------+-----------~ 
I X as neededlbyte 1.1 to 256 U)lhexadecimal digitslone I I I left I 
t---------------t----------t-------------t------------------t---------t----------+-------------+-----------~ 
I B as neededlbyte 1.1 to 256 Ibinary digits lone I I I left I 
~--------------t----------t-------------t------------------t---------t----------t-------------t-----------~ 
I F 4 I word 1.1 to 8 Idecimal digits Imultiple 1-85 to +751-187 to +346 I left I 
r--------------t----------t-------------t------------------t---------t----------t-------------t-----------~ 
I H 2 Ihalfword 1.1 to 8 Idecimal digits jmultiple 1-85 to +151-181 to +346 I left I 
r--------------t----------t-------------+------------------t---------+----------+-------------+----------~ 
I E q Iword 1.1 to 8 Idecimal digits lmultiple 1-85 to +1510 to 2L-2 e2ll right I 
r--------------+_---------+-------------t------------------t---------t----------+-------------+-----------i 
I D 8 Idoublewordl.1 to 8 Idecimal digits lmultip~e 1-85 to +1510 to 2L-2 (2)1 right I 
~--------------+----------+-------------t------------------+_--------t----------+-------------t-----------~ 
I P as neededlbyte 1.1 to 16 Idecimal digits (multiple I I I left I 
~--------------+_---------t-------------t------------------t---------+----------+-------------t-----------~ 
! 1. as neededlbyte 1.1 to 16 "ldecimal digits lmultiple I I I left I 
~--------------+----------+------------_+------------------t---------+----------t-------------+-----------~ 
I A II Iwo,:d 1.1 to 4 (3) lany expression Imultiple I I I left ! 
~--------------t_---------+-------------t------------------+---------+----------+-------------+-----------~ 
I V 4 \ word 11 to II O} Irelocatable symbollmultiple I 1 I t 
~--------------t----------t-------------t------------------+---------+_---------+-------------+-----------~ 
IRq Iword 11 to 4 (3) Ian external symbollmultiple I I I I 
r--------------+----------t-------------t------------------+_--------+----------+-------------+-----------1 
I S 2 I halfword 12 only lone absolute or Imultiple \ I I I 
I I I Irelocatable I I I I I 
I I , lexpression or two I I I I I 
I I I labsolute expres- I I I I I 
I I 1 Isions: exp (exp) I I I I I 
t--------------t----------f------------_+------------------t---------t----------t-------------t-----------~ 
I Y 2 Ihalfword 1.1 to 2 (3) lany expression Imultiple I I 1 Idt 1 
t--------------t----------+-------------t-----------------+--------+----------t------------- t - - -- -- - - _.- - t 
I Q II I word 11 to II (4) Isymbol naming lmultiple I I I 1 .. 11 I 
I I I I a OXD or DSECT 1 I I I I 
t--------------~----------L-------------L------------------~--------~----------L---7---------L-----------~ 
1(1) In a OS assembler instruction C and X type constants may have length specification to b5535. I 
1(2) L is length of constant. Negative scaling is not permitted. I 
1(3) Bit length specification permitted with absolute expressions only. Relocatable values may be 1,~, I 
I 3, or 4 bytes only_ I 
I (4) No bit length specification permitted. I L ________________________________________________________ - ____________________________________________ J 
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APPENDIX D: MACRO LANGUAGE SUMMARY 

These charts summarize the macro language 3. 
described in the second half of this manual. 

Chart 3 is a summary of the 
expressions that may be used in ~acro 
language statements. 

1. Chart 1 describes the name and operand 
fields of each statement. 

2. Chart 2 indicates which lIIacro language 
elements may be used in the naDIe and 
operand fields of each statement. 

Chart 1. Statements (part 1 of 2) 

4. C~rt 4 is a s~ry of the attritutes 
that Qlay te used in each expression. 

5. Chart 5 is a summary of the variable 
sYmPols that ~ay be used in each 
~pression. , 

r------------------T---------------.... ------T---------~---~----------------;....-----:"'""!"-""'! .• -:-:- . 
I Instruction I Name Field . I Operand. Field I 
~-----------------t----------------------f-----~----..,----.--~,...-----~:------------------i I AGO, ABOB I sequence symbol I Sequence Eiymbol I 
I lor blank I'. . .. , '. I 
r------------------t----------------------t---'--------------~.-~,-:-~-,..-----------------i 
lAIF,AIFB Isequence symbol· lL09ical expressionenclos.edin parentheses. 1 
I lor blank I iJDmediately followed by a sequen.cfl.sYPltol, :~I 

r------------------t-----------------------t-----------------------------------------~--i 
IANOP Isequence symbol , IIUank :. : E,', . I, 
~------------------t-----------------------t-----------------:-.,.---'-:""~~,----~---.. I COpy I Sequence symhol I Symbol' I 
I lor blank ,,' . I. . i '; l 
~------------------+-----------------------+--------------------------------------------~ I GBLA, GBLB., GBLC 1 Blank. 'lone 0): .JIlo~e v~:r:iable syabqls, to. ~. us.~ asl 
I l .. .ts~, eYJlibols •• sepax:ated ·by.: C0IIIID4~3 .. " '. . I 
~--------~---------+--------:.---'-~ ...... 7--~:---+-~----:t-~-.--~--~--..----.... '-'--~...--,:_n:__---.~:-__i 
ILCLA,LCLB,LCLC I Blank IOneo:r: Jll()rAlt~dablesymbols to ~,:\1Sed ~s I 
I I ISET sYlfbols, separated by commass I 
~------------------t----------~----------_t-~.-~--_:__.,.......----.,..-------,; -.... -~------t 
jMACR01 IBlank IBlank .. I 
~------------------t-----------------------t--------------------------------------------i 
IMEND1 Isequence symbol I Blank I 
I lor blank I I 
r------------------t----------------------_t--------------------------------------------i 
I MEXIT1 I Sequence symbol I Blank I 
I lor blank I I 
r------------------t----------------------_t--------------------------------------------i IMNOTE Isequence symbol ISeverity code, followed by a comma, followed I 
I lor blank I by any combination of characters enclosed in I 
I I I apostrophes I 
~------------------t----------------------_+-------------------------------------------~ 
ISETA 1 SETA symbol IArithmetic expression I 
r------------------t-----------------------t--------------------------------------------i 
ISETB ISETB symbol 10 cr 1, or a logical expression enclosed in I 
I I 1 parentheses I 
r------------------+-----------------------f--------------------------------------------i 
ISETC ISETC symbol IType attribute, character expression sub- I 
I I I string notation, or concatenation of char- I 
I I lacter expressions and substring notations I 
~------------------+-----------------------+--------------------------------------------~ 
IModel statement I symbol, variable sym- IAny combination of characters (including I 
I (any assembler Ibol, sequence symbol Ivariable symbols) I 
Ilanguage mnemonic lor blank, or concate- I I 
loperation code, Ination of variable I I 
lexcept COPY, END, Isymbols and other char-I I 
I ICTL, ISEQ. MACRO,lacters that is equiv- I I 
land START)S lalent to symbol I I l __________________ ~ _______________________ ~ ____________________________________________ J 
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Chart 1. Statements (Part 2 of 2) 
r------------------T----------------------~--------------------------------------------, 
I Instruction IName Field loperand Field I 
t------------------t-----------------------t--------------------------------------------~ 
IPrototype state- Isymbolic pa~ameter or 10 or more operands that are symbolic param- \ 
Imt'nt Iblank leters. separated by commas. followed by a orl 
I I I more operanda (separated by COllllllClS) in the I 
I I Iform of symbolic parameter, equal sign, I 
I I loptional standard value I 
t------------------t-----------------------t--------------------------------------------~ 
IM4CIO inlllruction Isymbol, or variable 10 or more t:08itional operande separated by I 
Int"tE"ment. ISyl1\bol, sequence symbollcommas, followed by 0 or more keyword ot:er- I 
I lor blank, or concate- lands (set:arated by commas) in the form of I 
I I nation of variable sym-Ikeyword. equal sign. valuea I 
I I bols and other charac- I I 
I Iters that is equivalent I I 
I I to symbol I I 
t------------------t-----------------------f--------------------------------------------~ 
IAssembler language\symbol, or variable IAny combination of characters (including \ 
I statement- 5 I symbol, sequence symbollvariable symto18) I 
I lor blank, or concate- I I 
I I nation of variable 8ym-1 I 
I I boIs and other charac- I I 
I Iters that is equivalent I I 
I Ito symbol I , 
t------------------~----------------------~--------------------------------------------i 
11May be used only as part of a .acro definition. I 
I I 
I~Variable symbols appearing in a macro instruction are replaced by their values before I 
I the macro instruction is processed. I 
I I 
I~SET symbols may be defined as subscripted SET symbols. I 
I I 
I-Variable symbols may not be used to generate the following mnenonic operation codes, I 
I nor may variable symbols be used in the name and operand fields of these instructions: I 
I COPY, END, ICTL, ISEQ, REPRO, and START. Variable symbolS may not be used to generate I 
I a macro instruction mnemonic oFeration code. I 
I , 
leThe line following a REPRO statement may not contain variatle symbols. 1 l _______________________________________________________________________________________ J 



Chart 2. Macro Language Elements 
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Chart 3. Expressions 
r--------------T--------------------------T-------------------------T-------------------, I Expression IArithmetic Expressions ICharacter Expressions ILogical Expressions I 
t--------------+--------------------------+-------------------------+-------------------~ 
IMay contain 11. self-defining terms 11. Any comcination of 11. SETB symbols I 
I 12. Length. scaling, inte- I characters enclosed 12. Arithmetic I 
I 1 ger, count, and number 1 in quotation marks I relations~ 1 
1 I attributes 12. Any variable symbol 13. Character I 
I 13. SETA and SETB symbols I enclosed in apostro- I relations~ 1 
I 14. SETC symbols whose I r:hes I I 
I I value is 1-8 decimal 13. Concatenation of I I 
I I digits I variable symbols and I I 
I 15. Symbolic parameters. if lather characters I I 
I I corresponding operand I enclosed in apostro- I 1 
I I is self-defining term I I=hes I 1 
I 16. 'SYSLIST(n). if corre- ILl. Request for tn;e I I 
I I sponding operand is I attribute. I I 
I I self-defining term I I I 
I 17. iSYSLIST (n, m), if cor- I I I 
I I res(:onding operand is I I I 
I I self-defining term I I I 
I I 8. 'SYSNDX I I I 
r--------------+--------------------------+-------------------------+-------------------~ 
IOperators are 1+.-, •• and / parentheses \ concatenation. with a lAND. OR, and NOT I 
I I permitted Iperiod (.) \ parentheses I 
I I I I permitted I 
t--------------+--------------------------+-------------------------+-------------------~ 
IRange of 1-231 to +2 31 -1 10 to 255 characters 10 (false) or I 
I values 1 I 11 (true) I 
.--------------+--------------------------+-------------------------t-------------------~ 
IMay be used inl1. SETA operands 11. SETC operands 3 11. SETH orerands I 
I 12. Arithmetic relations 12. Character relations~ 12. AIF operands I 
I 13. Subscripted SET symbols I 1 I 
I 14. 'SYSLIST 1 I I 
I 15. Substring notation I I 1 
I 16. Sublist notation I I I 
~--------------J.-------------------------.L--------------__________ J. ________________ ~ 

11An arithmetic relation consists of two arithmetic expressions related by operators GT.I 
I LT, EQ, NE, GE, or LE. I 
I I 
I~A character relation consists of two character expressions related by operators GT. I 
I LT, EQ. NE, GE. or LE. Type attricute notation and the substring notation also ~ay tel 
I used in character relations. Maximum size of character expression that can be I 
I compared is 255 characters. If the two character expressions are of unequal size, thel 
I smaller will always compare less than the larger. I 
I I 
13 Maximum of eight characters will be assigned. I L-______________________________________________________________________________________ J 

98 



Chart 4. Attributes 

(---------T--------T-----------------------T--------------------T-----------------------, 
IAttributelNotationlMay be used with iProduces pertinent IMay be used in I 
I I I Ivalue when T' is I I 
~---------+--------+-----------------------+--------------------+-----------------------~ 
IType IT' I Symbols outside I 11. SETC operand fields I 
I I I macro definitions; I 12. Character relations I 
I I I symbolic parameters, I I I 
I I I.SYSLIST (n), and I I I 
I I I 'SYSLIST(n.m). inside I I I 
I I I macro definitions I I 1 
~---------+--------+-----------------------+--------------------+----------------------~ I Length IL' ISymbols outside IAny letter except L,IArithmetic ex~ressions I 
I I Imacro definitions; IM,N,O,T, and U 1 I 
I I Isymbolic parameters, I I 1 
I I I.SYSLIST (n), and I I I 
I I 1 'SYSLIST(n,m}. inside I I I 
I I Imacro definitions 1 I I 
r---------+--------+-----------------------+--------------------+---------------------~ 
IScaling IS' ISymbols outside IH,F,G,D,E.R,P, and ZIArithmetic expressions I 
I I Imacro definitions; I I I 
I I I symbolic parameters, I I I 
I I 1 'SYSLIST (n), and I I I 
I I ,'SYSLlST(n,m), inside I I 1 
I I lmacro definitions I I 1 
r---------+--------+-----------------------+--------------------+---------------------~ I Integer II' ISymbols outside IB,F,G,D,E,R,P, and ZIArith~tic expressions I 
I I Imacro definitions: I , I 
I I I symbolic parameters, I I I 
I I I tSYSLIST Cn), and I I I 
I I I 'SYSLISTCn,m), inside I I I 
I I Imacro definitions I I f 
~---------+---------+-----------------------+--------------------+---------------------~ 
Icount fR" ISymbolic parameters IAny letter except L IArithmetic expressions I 
I I I corresponding to I I I 
I I I macro instruction I I I 
I I loperands 'SYSLlST (n) I I I 
I I I and 'SYSLIST(n,m), I I I 
I I I inside macro defini- I I I 
I I I ti ons I I I 
~--------+--------+----------------------_t--------------------+-----------------------~ I Number INt 'Symbolic parameters IAny letter except 1 IArithmetic expressions I 
I I I 'SYSLIST and I I I 
I I I &SYSLIST (n), inside I I I 
I I I macro definitions I I I L _________ .L ________ .L __________________ ---L ________________ . ____ .L _____________________ ~ 

Chart 5. Variable Symbols 

r------------T------------T----------------------T----------------------T----------------, 
IVariable IDefined by IInitialized or set tolValue changed by IMay be used in I 
IS ymhol I I I I I 
t------------+------------+---------------------+----------------------t----------------~ 
Isymbolic1 I Prototype Icorresponding I (Constant throughout 11. Arithmetic I 
I parameter I statement Imacro instruction I definition) I expressions I 
I I I operand I I if operand is I 
I I I I I self-defining I 
I I I I I term I 
I I I I 12· Character I 
I I I I , expressions I 
r------------+------------+---------------------t----------------------+----------------~ 
ISETA IlCLA or GBLAIO ISET.A instruction 11. Arithmetic I 
I I instruction I I I expressions I 
I I I I 12. Character I 
I I I I 1 expressions I l ____________ .L ____________ .L-____________________ .L ______________________ .L ________________ J 



r------------~----------~--------------------T----------------------T----------------, ,Variable IDefined by /Initialized or set to/value changed by IMay be used in , 
I sywtbol I I , I I 
r------------t------------t---------------------t----------------------+----------------~ 
ISETB IlCLB or GBLB,O ISETB instruction 11. Arithmetic I 
I linstruction , I I expressions , 
I I 1 I 12. ChaI:acter , 
I I I , I expressions I 
I I I I 13. Logical , 
I I / I / expressions I 
.------------t------------t---------------------t----------------------+----------------~ 
IS~7C IlCLC or GBLCINull character ISETC instruction 11. Arithmetic 1 
i ,instruction Ivalue I 1 expressions, I 
I I / / , if value is I 
I I 1 , 1 self-defining I 
I " I 1 term I 
I 'I I ,2. Character 1 
I 'I I I expressions I 
r------------+------------f---------------------+----------------------t----------------~ 
I'SYSNDX~ 'Assembler IMacro instruction !(Constant throughout 11. Arithmetic I 
I , I index Idefinitionl unique fori expressions I 
\ " 1 each macro instruc- 12. Character , 
\ I' I tion) 1 expressions I 
l--------t---------t----------------t----------------------t----------------~ 
I'SYSECT~ I Assembler Icontrol section in I (Constant throughout 1 character I 
I I ,which macro I definition: set by I expressions I 
I 1 linstruction appears ICSECT, DSECT, and I I 
1 1 1 I START) I 1 
~------------t------------t--------------------t----------------------t----------------i 
\'SYSLIST1 /Assembler INot applicable /Not a~plicatle IN'SYSLIST in I 
, I I / larithmetic I 
t I I I I expressions I 
.------------t------------t---------------------+----------------------t----------------i 
liSYSLIST(n)1IAasembler I Corresponding I (Constant throughout 11. Arithmetic I 
liSYSLIST I l.acro instruction I definition) I expressions I 
I (n._)1 I I operand I I if operand isl 
I I I / I self-defining \ 
I I I I I terJll I 
I I I I 12. Character I 
I J I I I expressions I 
t------------t------------t_--------------------t----------------------t----------------i 
I'SYSSTYP~ I Asseabler \Moe.onic operation \ (constant throughout /Character I 
I I lof statement which !definition set by I expressions I 
I I Idefined symbol repre-ICSECT, PSECT. COM, I I 
I I Isented by .SYSECT I DSECT, and START) I I 
~------------+------------t_--------------------+----------------------t----------------~ 
I'SYSPSCT~ IAssembler IName of first PSECT I (Constant throughout I Character I 
I I Idefined within Idefinition; set by /expressions I 
I I lassembly; null I first PSECT statement) I I 
I , I string if no PSECT I I I 
I I lis defined I I / 
.------------+------------t---------------------+----------------------+----------------~ 
I'STSDATE IAssembler IAssemcler date I (Constant throughout 11. Character I 
I I Ista.p lassemtly) I expressions I 
I I I I 12. Macro I 
I I I I I defini tions I 
.------------t------------t---------------------+----------------------t----------------i 
I'SYSTLME IAssembler IAssembler time I (Constant throughout 11. Character I 
I I I stall"'p I assemtly) I expressions I 
I I I I 12. Macro I 
I I 1 I I definitions I 
t------------~------------~---------------------~---~------------------L----------------i 
11May be used only in macro definitions. I L _______________________________________________________________________________________ J 
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APPENDIX E: SAMPLE ASSEMBLY 

Given: 

1. A TABLE with 15 entries, each 16 bytes long. having this format: 

r----------------T-----------------T----------------~-----------------, 
INumber of Items ISwitches IAddress I Name I L ________________ ~ _________________ ~ _________________ ~ _________________ J 

3 bytes 1 byte 4 bytes 8 bytes 

2e A LIST of items, each 16 bytes long, having this format: 

r----------------T----------------~----------------T-----------------, I Name I Switches INumber of Items IAddress I L ________________ ~ _________________ ~ _________________ ~ _________________ J 

8 bytes 1 byte 3 bytes 4 l:ytes 

find: Any of the items in tbe list which occur in the table and put the switches, numter 
of items, and address from that LIST entry into the corresponding TABLE entry. If the 
LIST item d.oes not occur in the TABLE, turn on the first tit in the switches-byte of the 
LIST entry. 

The TABLE entries have teen sorted by their name. 

EXAM 
• 
• • 

•• 

TITLE 'SAMPLE ASSEMBLY' 

THIS IS THE MACRO DEFINITION 

MACRO 
MOVE iTO, 'FROM 

• + DEFINE SETC SYMBOL 
• • 

LCLC iTYPE 

e· •• CHECK NUMBER OF OPERANDS .- AIF (N"SYSLIST NE 2).ERRORl 

e· e. CHECK TYPE ATTRIBUTES OF OPERANDS 
· . 

(T"TO NE T"FROM).ERROR2 AIF 
AIF 
AIF 
AIF 
AGO 

(T"TO EO 'C' OR T"TO EO 'G' OR T"TO EQ 'K').TYPECGK 
(T"TO EO tDt OR X"TO EO 'E' OR T"TO EQ tH').TYPEDEB 
(T"TO EO 'F').MOVE 
• ERROR 3 

.TYPEDEH ANOP 
•• 
· -.-
'TYPE 
• MOVE 

-
e-•• o· 

ASSIGN TYPE ATTRIBUTE TO SETC SYMBOL 

SETC T' 'TO 
ANOP 
NEXT TWO 
LiT¥PE 
STiT¥PE 
MUrT 

STATEMENTS GENERATED FOR MOVE MACRO 
2, 'FROM 
2,6TO 

CHECK LENGTH A~TRIBUTES OF OPERANDS 

.TYPECGK AIF (L'iTO NE L'6FROM OR L"TO GT 256).ERROR4 
STATEMENT GENERATED FOR MOVE MACRO 

6TO,'FROM 
• NEXT 

MVC 
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MEXIT 
· . 
.• ERROR MESSAGES FOR INVALID MOVE MACRO INS~RUCTIONS 
· . 
. ERRORl MNOTE 1, 'IMPROPER NUMBER OF OPERANDS, NO STATEMENTS GENERATED' 

MEXIT 
• ERROR 2 MNOTE 1, 'OPERAND TYPES DIFFERENT, NO STATEMENTS GENERATED' 

MEXIT 
.ERROR} MNOTE 1, 'IMPROPER OPERAND TYPES, NO STATEMENTS GENERATED' 

MEXIT 
.ERROR4 MNOTE 1, 'IMPROPER OPERAND LENGTHS, NC STATEMENTS GENERATED' 

MEND 
• 
• 
• 
ARGSRCH 
BEGIN 

MORE 

MAIN ROUTINE 

CSECT 
STM 
LR 
L 
USING 
ST 
LR 
USING 
LM 
USING 
BAS 
TM 
BO 
USING 
MOVE 

PUBLIC,READONLY 
R14,RI2,12(RI3) SAVE CALLER'S REGISTERS 
RIIl,RI3 
R13,12CR13) SECURE PSECT COVER FOR THIS ROUTINE 
RSAVE,R13 
R14,RSAVE+4 SAVE CALLER'S SAVE AREA COVER 
R12,R15 ESTABLISH ADDRESSABIIITY OF PROGRAM 
BEGIN,Rl2 AND TELL THE ASSEMBLER 
R5,R1,=A(LISTAREA,16,LISTEND) lOAD LIST AREA PARAMETERS 
LIST,R5 REGISTER 5 POINTS TO THE LIST 
R14,SEARCH FIND LIST ENTRY IN TABLE 
SWITCH, NONE CHECK TO SEE IF NAME WAS FOUND 
NOTTHERE BRANCH IF NOT 
TABLE,R1 REGISTER 1 NOW POINTS TO TABLE ENTRY 
TSW ITCH, LSWITCH MOVE FUNCTIONS 

Following the macro instruction MOVE, the macro definition might go through the following 
sequence: 

LCLC 
AIF 
AIF 

iTYPE 
(2 NE 2).ERRORl 
(T'TSWITCH NE T'LSWITCH).ERROR2 

AIF 
) . TYPECGI<. 
.TYPECGI<. AIF 

(T'TSWI~CH EQ 'c' OR T'TSWITCH EQ 'G' OR T'TSWITCH EO 'K' 

L'TSWITCH NE L'LSWITCH OR L'TSWITCH GT 256).ERROR4 

As it result, the following instruction would be asseml:led into the object program in 
plde!' of thf' macro instruction MOVE: 

MVC T!'WITCH, LSWITCH 

Movr; TNUMBER,LNUMBER FROM LIST ENTRY 

Again, the MOVE macro instruction and how the nacro definition would process. it: 
LCLC f.TYPE 
AIF (2 NE 2).ERRORl 
AIF (T'TNUMBER NE T'LNUMBER).ERROR2 

AIF 
) .TYPECGK 
.TYPECGK AIF 

(T'TNUMBER EQ 'c' OR T'TNUMBER EQ 'G' OR T'TNUMBER EQ 'K' 

(L'TNUMBER NE L'LNUMBER OR l'TNUMBER GT 256).ERRORQ 

lhis would be substituted in the assembled code in place of the macro instruction: 
MVC TNUMBER,LNUMBER 

MOVE . 'l'ADDRESS, LADDRESS ·'1'0 TABLE ENTRY 

Once again, the MOVE macro definition would precess thE macro instruction: 
LCLC f.TYPE 
AIF (2 NE 2).ERRORl 
AIF (T''IADDRESS NE 'I·LADDRESS).ERROR2 
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AIF 
'K').TYPECGI< 

AIF 
'H').TYPEDEH 

AlF 

ANOP 

(T'TADDRESS EQ 'c' OR T'TADDRESS EO 'G' OR T'TADDRESS EO 

T'TADDRISS EO 'D' OR T'TADDRESS EO 'E' OR T'TADDRESS EQ 

(T'TADDRESS EQ 'F').MOVE 

'l'hNIf! 11 (WO of code would be generated, replacing the MOVE macro instruction: 
L 2,LADDRESS 
ST 2,TADDRESS 

The assembler 
BXLE 
B 

NOTTHERE 01 
BXLE 

EXIT L 
L 
01 
LM 
BR 

NONE EQU 

continues with the 
RS,R6,MORE 
EXIT 
LSWITCH,NONE 
RS,R6,MORE 
R13,RSAVE+4 
R14,l2(Rl3) 
ll(R13) , 1 
R2,Rl2,2S(Rl3) 
Rl4 
X'SO' 

following source statements: 
LOOP THROUGH THE LIST 
SUBROUTINE COMPLETION 
TURN ON SWITCH IN LIST ENTRY 
LOOP THROUGH THE LIST 
RETURN TO CALLER 
RESTORE EXIT ADDRESS 
SET LINRAGE BIT 
MULTlpLE REGISTER RESTORE 
RETURN TO CALLER 

• • BINARY SEARCH ROUTINE 
• 
SEARCH NI 

LM 
LA 

LOOP SRL 

• 

CLC 
BH 
BCR 
SR 

BCT 
B 

HIGHER AR 
BCT 

NOTFOUND 01 
BR 

SWITCH, 25S-NONE TURN OFF NOT-FOUND SWITCH 
Rl,R3,=F'l2S,4,l2S' LOAD TABLE PARAMETERS 
Rl,TABLAREA-l6(Rl) GET ADDRESS OF MIDDLE TABLE ENTRY 
R3,l DIVIDE INCREWENT BY 2 
LNAME,TNAME COMPARE LIST ENTRY WITH 7ABLE ENTRY 
HIGHER BRANCH IF SHOULD BE HIGHER IN TABLE 
S,Rl4 EXIT IF FOUN~ 
Rl,R3 OTHERWISE IT IS LOWER IN THE TABLE 

SO SUBTRACT INCREMENT 
R2,LOOP LOOP 4 TIMES 
NOTFOUND ARGUMENT IS NOT IN THE TABLE 
Rl,R3 ADD INCREMEN7 
R2, LOOP LOOP 4 TIMES 
SWITCH, NONE TURN ON NOT-FOUND SWITCH 
Rl4 EXIT 

All literals, except literal address constants, go heret 
=F'l28,4,l28' 

SAP PSECT 
ENTRY BEGIN 

RSAVE DC F'76' USER'S SAVE AREA 
DC lSF'O' 

SWITCH DS X FOUND SWITCH FOR BINARY SEARCH 
• • THIS IS THE TABLE 
• 

OS 00 
TABLAREA DC XLS'O',CLS'ALPHA' 

DC XL8'O',CLS'BETA' 
DC XL8'O',CL8'DELTA' 
DC XLS'O',CL8'EPSIlON' 
DC XLS'O',CLS'ETA' 
DC XLS'O',CL8'GAMMA' 
DC XLS'O',CLS'IOTA' 
DC XLS'O',CL8'KAPPA' 
DC XL8'O',CLS'LAMBDA' 
DC XLS'O',CL8'MU' 
DC XLS'O',CLS'NU' 
DC XL8'O',CLS'OMICRON' 
DC XLS'O',CLS'PHI' 
DC XLS'O',CLS'SIGMA' 
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DC XLS'O',CLS'ZETA' 
• 
• THIS IS THE LIST 
• 
LISTAREA DC CL8'LAMBDA',X'OA'.FL3'29'.A(BEGIN) 

DC CLS'ZETA'.X'OS'.FL3'S'.A(LOOP) 
DC CLS'THETA',X'02',FL3'4S',A(BEGIN) 
DC CLS'TAU',X'OO'.FL3'O',A(l) 
DC CLS'LIST',X'lF',FL3'4S6',A(O) 

LISTEND DC CLS'ALPHA",X'OO',FL3 t l',A(123) 
• 
• THESE ARE THE SYMBOLIC REGISTERS 
• 
Rl EOU 1 
R2 EOU 2 
R3 EOU 3 
RS EOU S 
R6 EOU 6 
R7 EOU 7 
Rl2 EOU 12 
Rll EOU 13 
Rl4 EOU lit 
R1S EOU lS 

Address constant literals go here: 
=A(LISTAREA.16,LISTEND) 

• • THIS IS THE FORMAT DEFINITION OF LIST ENTRYS 
• 
LIST DSECT 
LNAME DS CL8 
LSWITCH DS C 
LNUMBER DS FL3 
LADDRESS DS F 
• • THIS IS THE FORMAT DEFINITION OF TABLE ENTRYS 
• 
TABLE DSECT 
TBUMBER DS FL3 
TSWITCB DS C 
TADDRESS DS F 
TNAME DS CLS 

END 
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'SYS, restrictions on use 56 
iSYSDATE (see date variable) 
'SYSECT 

(Hee current control section name) 
iSYSLIST 

(see macro instruction operand) 
iSYSNDX 

(see macro instruction index) 
iSYSPSCT 

(see pr-ototype control section name) 
'SYSS"l'yp 

(see current control section type) 
'SYSTIME (time variable) 

Absolute term 9 
Address constants 41-43 

A-type 41,65 
complex relocatable expressions 41 
literals not allowed 11 
Q-type 42 
R-type 42-43,65 
S-type 42,65 
V-type 42.65 
y-type 41-42,65 

Addressing 
caution. CCW command 46 
dummy sections 19-20 
explicit 15 
external control sections 24 
external dummy sections 22 
implied 15 
relative 17 

AGO instruction 
example 75 
format of 14 
inside macro definitions 75 
operand field of 75 
outside macro definitions 75 
sequence symbol in 74-75 
use of 74 

AGOB insturction (see AGO instruction) 
AIF instruction 

example of 74 
format of 14 
inside macro definitions 14 
invalid operand fields of 74 
logical expression in 74 
operand field of 74 
outside macro definitions 74 
sequence symbols in 74 
use of 73-74 
valid operand fields of 74 

AIFB instruction (see AIF instruction) 
Alignment. boundary 

CNOP instruction for 50-51 
machine instruction 25 

Ampersands in 
character expressions 10 
macro instruction operands 59 
MNOTE instruction 14-75 
symbolic parameters 54,56-57 

variable symbols 53 
ANOP instruction 

example of 75 
forltat of 75 
sequence symbol in 75 
use of 75 

Apostrophes, free 55-56 
Apostrophes in 

character expressions 70 
macro instruction operands 59 
MNOTE instruction 78 

Arithmetic expressions 
arithmetic relations 72 
evaluation procedure 68 
operand sublists 69 
of era tors allowed 68 
parenthesized terms in evaluation of 68 
SETA instruction 68-69 
SETB instruction 12-73 
Substring notation 10-71 
terms allowed 68 

Arithmetic relations 72 
Assembler instructions 

statement 30-51 

Assembler language 
comparison char~ 95-100 
macro language. relation to 52 
statement format 5-6,7 
structure 7- 8 

Assembler program 
basic functions 2 
output 47 

Assembly, terminating an 51 
Assembly no operation (see ANOP 
instruction) 

Asterisk 
MNOTE instruction 78 

Attributes (see also specific attributes) 
assignment to control sections 22 
how referred to 64 
inner macro instruction operands 64 
kinds of 64-67 
notations 64 
operand sublists 64 
outer macro instruction operands 64 
summary chart of 99 
use of 64-66 

A-tYfe address constant 41 

Ease registers 
address calculation 2,25 
DROP instruction 16 
loading of 15 
USING instruction 15-16 

Binary constant 38,65 
Einary self-defining term 10 
Blanks 

logical expressions 72 
macro instruction oferands 59 
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CCW instruction 46 
Channel command word, defining 46 

Character constant 37-38,65 
Chdlclcter expressions 

. .lInl'ersand!. in 70 
cliaracter r('lat ions 72 
examples ot 70 
pjOr iods ilnd 70 
~;ETB instructions 72-13 
SETC instructions 69-70 

Character relation 72 
Character self-defining term 10 
Character set 7 
CNOP instruction 50-51 
Coding form 4 
COM instruction 21 
COOiOlas, macro instruction operands 59 
Comments statements 

example of 6,58 
wadel statements 55 
not generated 58 

comparison chart 95-100 
complex relocatable eXfressions 41 
Concatenation 

character expressions 70,71-72 
defined 57 
pxamples of 57 
substring notations 71-72 

conditional assembly elements, summary 
ctldrt:. of 76 

conditional assembly instructions 
how to write 63-76 
!;wnmary of 76 
U!if' of 63 

(see also specific instructions) 
Conditional branch 

(see AIF instruction) 
Conditional branch instruction 28 
Constants 

defining 
(see DC instructions) 

summary of 94 
(see also specific types) 

Continuation lines 5 
Control dictionary 18 
control section location assignment 18 
control sections 

attributes of 22 
blank COMMON 21 
CSECT instruction 19 
defined 18 
DSECT instruction 20-21 
first control section. properties of 18 
identification of 18 
maximwn location counter value 11 
PSEcr instruction 21-22 
START instruction 18-19 
unnamed 19 

COpy instruction 51 
COPY statements in macro definitions 

format of 58 
model statements, 
operand field of 
use of 58 

count attribute 
defined 66 
operand sublists 
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contrasted 
58 

66 

58 

use of 66 
variatle symbols 66 

CSECT instruction 19 
Current control section name 

('SYSECT) 82-83,100 
affected ty CSECT, DSECT, START 82-83 
example of 82-83 
use of 82-83 

Current control section type 
(&S'lSSTYP) 83-84,98 

CXD instruction 45 

Data definition instructions 32 
channel command words 46 
constants 32-43 

storages 42-43 
Date variable (is'lSDATE) 85,100 
~C instruction 31-43 

constant operand subfield 36 
address-constants (see address 
constantS) 

binary constant 38 
character constant 37 
decimal-constants 40-41 
fixed-point constants 38-39 
floating-point constants 39-40 
hexadecimal constant 37-38 
type codes for 34 

duplication factor operand subfield 33 
operand subfield modifiers 34 
type operand sutfield 33-34 

bit length specification 34-35 
exponent modifier 36 
length modifier 34 
scale modifier 35 

Decimal constants 40-41,65 
length modifier 40-41 
length, maXimum 40 
packed 40 
zoned 40 

~ecimal field, integer attribute of 65 
Decimal self-defining terms 10 
Cefining constants 

(see DC instruction) 
Cefining storage 

(see DC instruction. DS instruction) 
Defining symtols 9-11 
Dimension. subscripted SET symbols 81 
Couble-shift instruction 25 
DROP instruction 16 
~S instruction 43-44 

defining areas 44 
forcing alignment 44 

DSECT instruction 20 
turrmy section location assignment 20 
Duplication factor 33,35 

defining fields of an area 44 
forcing alignment 44 

tXD instruc 44-45 

Effective address, length 26 
EJECT instruction 41 
END instruction 51 
ENTRY instruction 23 
Entry point symbol, identification cf 
EQU instruction 31-32 
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Equal signs, as macro instruction 
operands 59 

Error message 
(see ~NOTE instruction) 

Explicit addressing 15 
length 26-27 

Exponent modifiers 36 
Expressions 13-1q 

absolute 13 
evaluation 13 
relocatable 1q 
summary chart of 98 

hxtended mnemonic codes 
RR format 30 
RX format 29 

~xternal control section, addressing of 24 
External dummy section 

dllocdtion for 22 
definition of 22 
description of 22 

~xtecnal symbol, identification of 23-24 
EXTRN instruction 23-24 

First control section 18 
Fixed-point constants 35-36,38-39,65 

format 39 
positioning of 38 
scaling 35 
values, minimum and maximum 38 

Fixed-point field, integer attribute of 65 
Floating-point constants 39-40,65 

alignment 40 
format 40 
scale modifiers 40 

Floating-point field, integer attribute 
of 65 

Format control, input 48 

GBLA instruction 
format of 79 
inside macro definitions 79-80 
outside macro definitions 19-80 
uoe of 19-81 

GBLB instruction 
format of 19 
inside macro definitions 19-80 
outside macro definitions 79-80 
use of 19-81 

GBLe instruction 
format of. 19 
inside macro definitions 19-80 
outside macro definitions 19-80 
use of 19-81 

General register 0, base register usage 16 
Global SET symbols 

defining 19 
examples of 79-81 
local SET symbols, compared 19 
using 79 

Global system variable symbols 18-82 
definition of 78 
types of 18 

Global variable symbols 
types of 18 

(see also global SET symcols, 
subscripted SET symbols) 

Hexadecimal constants 37-38,65 
Hexadecimal self-defining terms 10 

It 
(see integer attribute) 

ICTL instruction 48 
Identification-sequence field 6 
Identify dummy section 22 
Identifying blank common control 
section 21 

Implied addressing 15-16 
length 26 

Implied length specification 26-21 
Inner macro instruction 61-62 

defined 61 
example of 61 
symcolic parameters in 61-62 

Instruction alignment 25 
Integer attribute 65-66 

decimal fields 65 
defined 65 
examples of 65 
fixed-point fields 65 
floating-point fields 65 
notation 65 
restrictions on use 66 
symcols 65-66 
use of 65-66 

ISEQ instruction 49 

K' 
(see count attribute) 

Keyboard statement formats 
toundaries 5 
continuation lines 5 

Keyword 
defined 85 
keyword macro-instruction 85-81 
symbolic parameter and 86 

Keyword, inner macro instructions used 
in 81 

Keyword macro 
positional 

compared 
use 86 

definition 
macro definitions, 
85-86 

Keyword macro instruction 
example of 86-81 
format of 86 
keywords in 86 
operand sublists in 81 
operands 

invalid examples 86-87 
valid examples 86 

Keyword prototype statement 86 
example of 86 

It 

format of 86 
operands 86 

invalid examples 86 
valid examples 86 

standard values 86 

(see length attribute) 

Index 107 



LeLA instruction 
format of 67 
uc;e of 67 

LCLB instruction 
format of 61 
use of 61 

LCLC instruction 
tormat of 67 
use of 67 

Lpnqth attribute 
defined 65 
pxamples 65 
notation 65 
restrictions on use 65 
symbols 12,65 
use of 65-66 

Length modifier 35-36 
bit-length specification 34 
length subfield 34 

Lengt.hs explicit and implied 26-27 
Linkage symbols 

(see also ENTRY instruction, EXTERNAL 
instruction) 

entry point symbol 23 
external symbol 23-24 

Listing control instructions 46-48 
Listing. spacing 41 
Literal pools 12,49 
Literals 11-12 

character 26 
DC instruction, used in 12 
dUplicate 50 
format 12 
literal pool, beginning 49-50 
literal pools, multiple 12 

Local SET symbols 
defining 79 
examples of 79-81 
global SET symbols, compared 79 
using 79-81 

Local system variable symbols 
(see also local SET symbols) 
(see also subscripted SET symbols) 
types of 78 

Location counte:r 10-11,33,36,45,50 
maximum value 11 
references to 11 

Logical expressions 
All" instructions 73-74 
arithmetic relations 72 
blanks in 72 
character relation 72 
evaluation of 73 
invalid examples of 73 
logical operators in 72 
parenthesized terms in 

evaluation of 13 
examples of 73 

relation operators in 12 
SETS instructions 72 
terms allowed in 72 
valid examples of 73 

LTORG instruction 49 

Machine-instcuction examples and format 
RR 25,27 
RS 26,28 

lOR 

RX 26,27 
SI 26,28 
55 26,28 

~achine-instruction mnemonic codes 27 

~achine-instructions 
alignment and checking 25 
literals, limits on 11 
mnemonic operation codes 27-28 
o~erand fields and subfields 25-26 
symbolic operand formats 25 

IIACRO 
format of 54 
use 54 

Macro language 
extended featUres of 74-88 
relation to assembler language 52 
summary 95-100 

Macro definition 
defined 52 
example of 55-56 
how to prepare 54-58 
keyword 52 

(see also keyword macro definition) 
mixed-mode 52 

(see also mixed-mode macro 
definition) 

placement in source program 54 
use 52 

Macro definition exit 
(see MEX1T instruction) 

Macro definition header statement 
(see MACRO) 

Macro definition trailer statement 
(see MEND) 

Macro instruction 
defined 52 
example of 61 
format of 59 
how to write 59-61 
levels of 62 
mnemonic operation code 59 
name field of 59 
omitted operands 60 

example 60 
operand field of 59-60 
o~erand sublists 60-61 
operands 

ampersands 59 
blanks 59 
cOlllJ[las 59 
equal signs 59 
paired apostrophes 59 
paired parentheses 59 

operation field of 59 
statement format 60 
types of 52 
used as model statement 61 

Macro instruction index ('SYSNDX) 82,100 
A1F instruction 82 
arithmetic expressions 82 
character relation 82 
example 82 
SETA instruction 82 
SETB instruction 82 
SETC instruction 82 
use of 82 



Macro instruction operand 
('SYSLIST) 84,100 

attributes of 8q 
use of 84 
(see also symbolic parameters) 

Macro instruction prototype 
statement 52,54 

Macro instruct.ion statement 
(uee macro Inatruction) 

MEN/) 
format. of 54 
MEXIT instruction, contrasted 17 
use of 511,77 

MEXIT instruction 
example of 77 
format of 77 
MEND, contrasted 77 
use of 77 

Mixed-mode macro definitions 
positional macro definitions, 

contrasted 87-88 
use 88 

Mixed-mode macro instruction 87-88 
example of 88 
format of 88 
operand field of 88 

Mixed-mode prototype statement 
example of 88 
format of 88 
operands of 88 

Mnemonic operation codes 27 
extended 28-30 
machine instruction 27 
RR format 27 
R5 format 28 
RX format 27 
51 format 28 
S5 format 28 

MNCYrE instruction 
ampersands in 77-78 
apostropbes in 77-78 
asterisk in 78 
error message 77-78 
example of 77-78 
operand field of 77-78 
severity code 77-78 
use of 77-78 

Model statements 

N' 

comments field of S5 
comments statements 55 
defined 52,55 
name field of S5 
operand field of 5S 
operation field of 55 
use of 55 

(see number attribute) 
Name entries 6 
Number attribute 

defined 66 
example of 66 
notation 66 
operand sublist 66 

Operand sublist 
alternate statement format 60-61 
defined 60-61 
example of 60-61 
use of 60-61 

Operands 
entries 6 
fields 25-26 
8ubfields 2S-26 
symbolic 25- 26 

Operating system 3 
ORG instruction 119 
Outer macro instruction defined 62 

paired afostrophes 59 
Paired parentheses 59 
Parentheses in 

arithmetic expressions 70 
logical expressions 69 
macro instruction operands 57 
operand fields and subfields 25-26 

Period in 
character expressions 67 
comments statements 58 
concatenation 57 
sequence symbols 64 

Positional macro definition 
(see macro definition) 

positional macro instruction 
(see macro instruction) 

previously defined symbols 9 
PRINT instruction q7 
Program control instructions IIS-II8 
Program listings 2 
Program sectioning and linking 17-18 
Prototype control section name 

('SY5PSCT) 84,100 
Prototype statement 

example of Sq 
format of 511 
keyword 

(see keyword prototype statement) 
mixed-mode 

(see mixed-mode prototype statement) 
name field of 54 
operand field of 55 
o~eration field of 54 
statement format 511-55 
symbolic parameters in Sq,S6-57 
use of 511-55 

PSECT instruction 21-22 
PUNCH instruction 49 

Q-tYfe address constant 112 

Relative addreSSing 17 
Relocatability 2,7 

attri.tutes 14 
program, general register 0 16 

Relocata.tle ex~ressions 1q 
in USiNG instructions 15-16 

Relocata.tle terms 9 
in relocatable expressions 14 
pairing of 14 

REPRO instruction 119 
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RR extended mnemonic codes 30 
RR machine-instruction format 25,27 

length attribute 25 
symbolic operands 25 

RS machine-instruction fermat 25,28 
address specification 26 
length dttribute 25 
symbolic operands 25 

H-type address constant 42-43 
RX extended mnemonic codes 29 
rue machine-instruction format 25,21 

address specification 26 
length attribute 25 
symbolic operands 25 

S· 
(see scaling attribute) 

Sample assembly 101-104 
Scale modifier 35-36 

fixed-point constants 35-36 
floating-point constant 36 

Scaling attribute 
decimal fields 65 
defined 65 
examples of 65 
fixed-point fields 65 
floating-point fields 65 
notation 65 
restrictions on use 65-66 
symbols 65 
use of 65-66 

Self-defining terms 9-10 
(see also specific terms) 

Sequence checking 49 
Sequence symbols 

AGO instxuction 
AIF instruction 
ANOP instruction 

14-75 
73-74 

75 
how to wxite 67 
invalid examples of 67 
use of 67 
valid examples of 67 

Set symbols 
(see also local SET symbols) 
(see also global SET symbols) 
(see also subscripted SET symbols) 
assigning values to 63 
defining 63 
symbolic parameters, contrasted 63 
use 63-64 

SET variable 18 
SETA instruction 

examples of 68 
format of 68 
operand field of 68 

evaluation procedure 68 
operators allowed 68 
parenthesized terms 68 
terms allowed 68 
valid examples of 68 

operand sublist 69 
example 69 

SETA symbol 
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aSSigning values to 69 
defining 63 
SETA instruction 68 
SETC instruction 69 

using 68-69 
SETB instruction 

example of 13 
format of 72 
logical expression in 72 

arithmetic relations 72 
blanks in 72 
character relations 72 
evaluation of 73 
operators allowed 72 
terms allowed 72 

o~erand field of 13 
invalid examples of 73 
valid examples of 73 

SETB symbol 
AIF instruction 73-74 
assigning values to 63 
defining 63 
SETA instruction 73 
SETB instruction 73 
SETC instruction 73 
using 73 

SETC instruction 
apostrophes 70 
character expressions in 70 

amFersands 70 
periods 70 

concatenation in 
character expressions 71-12 
8ucstring notations 71-72 

examples of 70 
format of 69 
operand field of 69 
substring notations in 70-71 

arithmetic expressions in 70 
character expressions in 70 
invalid examples of 71 
valid examples of 71 

type attribute in 70 
SETC symcol 

assigning values to 71 
defining 63 
SETA instruction 70 
using 71-72 

Severity code in MNOTE instruction 77 
51 machine-instruction format 25,28 

address specification 26 
length attribute 25 
symbolic operands 25 

SPACE instruction 47 
55 machine-instruction format . 25.28 

address sFecification 26 
length attribute 25 
length field 26 
symtolic operands 25 

Standard value 
attributes of 87 
keyword prototype statement 86 

START instruction 
pOSitioning of 19 
unnamed control sections 18-19 

Statements 4-7 
coundaries " 
examples 6 
macro instructions 53 
prototype 54 

Storage, defining 
(see DS instruction) 



s-type address constant 42 
!.iublist 

(see operand sublist) 
subscripted SET symbols 

defining 81 
dimension of 81 
examples 81 
how to write 81-82 
invalid examples of 81 
subscript of 81 
using 81-82 
valid examples of 81 

substring notation 
arithmetic expressions in 70 
character expression in 70 
defined 70 
how to write 70-71 
invalid example of 71 
SETA instruction 70 
SETC instruction 70 
valid examples of 11 

Symbol definition, EQU instruction 
for 31-32 

symbolic linkages 22-24 
Symbolic operand formats 25-27 
Symbolic parameter 

concatenation of 51 
defined 56 
how to write 56 
invalid examples of 56 
replaced by 56-57 
valid example of 56 

Symbols 
defining 9-11 
length attributes 9,11 
length, maximum 9 
previously defined '} 
restrictions 9 

System macro instructions defined 53 
System variable symbols 82-83 

(see also specific system variable 
symbols) 

aSSigned values by assembler 82-83 
definEd 82 

T' 
(see type attribute) 

Terms 
expressions composed of 9 
in Farentbeses 12-13 
pairing of 14 

Time variable 'iSYSTIME) 85,100 
TITLE instruction 46-47 
Type attribute 

defined 64-65 
literals 65 
macro instruction operands 65 
notation 65 
symbols 65 
use 65 

Unconditional brancb 
(see AGO instruction) 

Unconditional brancb instruction 28 
Unnamed control section 19 
USING instruction 15-16,11 

Variable symbols 
assigning values to 
defined 53 
bow to write 53 
types of 53 
use 53 

(see also specific 
Virtual storage concept 
V-tYFe address constant 
V-type address constant 

53 

variable 
1-2 
42 
111-42 
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